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About This Book
 This book is for users of client and server applications provided by IBM®
 Communications Server for Windows NT® and Windows® 2000 and IBM PersonalCommunications for Windows. Client APIs are provided for Windows 95,Windows 98, Windows NT, Windows Me, Windows 2000, Windows 3.1 and OS/2®
 platforms.
 Note: Client APIs for Windows 3.1 are available on Communications Server only.
 IBM Communications Server for Windows NT and Windows 2000 (referred to inthis book as Communications Server) is a communications services platform. Thisplatform provides a wide range of services for Windows NT and Windows 2000workstations that communicate with host computers and with other workstations.Communications Server users can choose from among a variety of remoteconnectivity options.
 IBM Personal Communications for Windows (referred to in this book as PersonalCommunications) is a full-function emulator. In addition to host terminal emulation,it provides these useful features:v File transferv Dynamic configurationv An easy-to-use graphical interfacev APIs for SNA-based client applicationsv An API allowing TCP/IP-based applications to communicate over an SNA-based
 network.
 In most instances, developing programs for Personal Communications andCommunications Server and their clients is very similar in that they each supportmany of the same verbs. However, there are some differences. These differences aredenoted in this book with special icons; see “Icons” on page xiii for specific details.Throughout this book, Personal Communications and Communications Serverprogram names are used when information applies to both. When only thePersonal Communications program or only the Communications Server programapplies, then the specific program name is used.
 This book is divided into four parts.v Part 1, “APPC API”, describes how to develop programs that use the Personal
 Communications and Communications Server advanced program-to-programcommunications (APPC) interface. APPC refers to an implementation of SystemsNetwork Architecture (SNA) for logical unit (LU) type 6.2. Throughout thisbook, unless otherwise noted, APPC represents the Personal Communicationsand Communications Server implementation of APPC.APPC provides a distributed transaction processing capability in which two ormore programs cooperate to carry out some processing function. This capabilityinvolves communication between the programs so they can share resources, suchas processor cycles, databases, work queues, and physical interfaces such askeyboards and displays.
 © Copyright IBM Corp. 1994, 2002 xi
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v Part 2, “LUA API”, describes how to develop programs that use the IBMconventional logical unit application (LUA) interface (in this book LUA alsorefers to request unit interface {RUI}), which gives access to SNA LU types 0, 1,2, and 3.
 v Part 3, “Common Services API”, includes the verbs that make up the CommonServices API.
 v Part 4, “EHNAPPC API”, includes the functions, structures, and return codes forthe Enhanced APPC Interface.
 v Part 5. Java™ Programming Interfaces, describes the IBM Host Access ClassLibrary (HACL) for Java as it relates to 3270 and 5250 applications.
 In this book, Windows refers to Windows 95, Windows 98, Windows NT, WindowsMe, and Windows 2000. Throughout this book, workstation refers to all supportedpersonal computers. When only one model or architecture of the personalcomputer is referred to, only that type is specified.
 For Communications Server, it is assumed that you are using Windows NT V4.0 orWindows 2000 as your base operating system. For Personal Communications, it isassumed you are using Windows 95, Windows 98, Windows NT, Windows Me, orWindows 2000 as your base operating system.
 Who Should Read This BookThis book is intended for programmers and developers who are writing eitherAPPC or LUA applications.
 This book assumes the reader is familiar with SNA Transaction Programmer’sReference Manual for LU Type 6.2.
 How to Use This Bookv Chapter 1, “Introducing APPC”, describes advanced program-to-program
 communications (APPC).v Chapter 2, “Fundamental APPC Concepts”, describes APPC transaction
 programs.v Chapter 3, “Using the Attach Manager”, describes how to use the attach
 manager.v Chapter 4, “Writing a Transaction Program”, describes how to write a transaction
 program.v Chapter 5, “Implementing APPC Transaction Programs”, describes the APPC
 extensions.v Chapter 6, “Implementing CPI-C Programs”, describes CPI-C programs.v Chapter 7, “APPC Entry Points”, describes the procedure entry points for the
 APPC API.v Chapter 8, “APPC Verbs”, describes the syntax of each APPC verb. A copy of the
 structure that holds the information for each verb is included and each entry isdescribed, followed by a list of possible return codes.
 v Chapter 9, “Fundamental Concepts of the IBM Conventional LU Application”,describes the fundamental LUA programming concepts in this book.
 v Chapter 10, “Features of the RUI LUA Verbs”, describes the features of LUAverbs.
 v Chapter 11, “Implementing LUA Programs”, describes some of the aspects ofwriting LUA application programs.
 xii Client/Server Communications Programming
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v Chapter 12, “RUI LUA Entry Points”, describes procedure entry points for LUA.v Chapter 13, “RUI Verbs”, describes details for each LUA verb.v Chapter 14, “SLI Entry Points”, describes the procedure entry points for SLI.v Chapter 15, “SLI Verbs”, describes details for each SLI verb.v Chapter 16, “Common Services Entry Points”, describes procedure entry points.v Chapter 17, “Common Services Verbs (CSV)”, describes common services verbs.v Chapter 18, “EHNAPPC Application Program Interface”, describes the
 EHNAPPC API.v Chapter 19, “Data Transform Windows Application Program Interface”, describes
 data transform Windows APIs.v Chapter 20, “Introduction to the Host Access Class Library for Java”, describes
 the Host Access Class Library for Java and its relationship to both 3270 and 5250using Java classes.
 v Chapter 21, “Using CPIC-C for Java”, describes the CPI-C for Java API.v Appendix A, “APPC Common Return Codes”, contains descriptions of the
 common return codes.v Appendix B, “LUA Verb Return Codes”, contains descriptions of the LUA
 common return codes.v Appendix C, “APPC Conversation State Transitions”, describes the conversation
 states in which each APPC verb can be issued, and the state change that occurson completion of the verb.
 v Appendix D, “Communications Server Service Location Protocol”, describes howthe application program developer can now locate services and load balanceamong services using the TCP/IP protocol.
 v Appendix E, “Service Templates”, describes details of commserver service types.v Appendix F, “DLL Version Information”, contains 32-bit Windows DLL version
 information.
 IconsThis book uses icons in the text to help you find different types of information.
 This icon represents information that applies to basic APPC verbs. SeeChapter 8, “APPC Verbs” for more information on basic verbs.
 This icon represents information that applies to mapped APPC verbs.See Chapter 8, “APPC Verbs” for more information on mapped verbs.
 This icon represents a note, important information that can affect theoperation of Personal Communicationsor Communications Server, or thecompletion of a task.
 This icon appears when the information applies only to the PersonalCommunications program.
 This icon appears when the information applies only to theCommunications Server program.
 About This Book xiii
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Number Conventions
 Binary numbers Represented as BX'xxxx xxxx' or BX'x' except in certaininstances where they are represented with text (“A value ofbinary xxxx xxxx is...”).
 Bit positions Start with 0 at the rightmost position (least significant bit).
 Decimal numbers Decimal numbers over 4 digits are represented in metric style.A space is used rather than a comma to separate groups of 3digits. For example, the number sixteen thousand, one hundredforty-seven is written 16 147.
 Hexadecimal numbers Represented in text as hex xxxx or X'xxxx' (“The address of theadjacent node is hex 5D, which is specified as X'5d'”)
 Double-Byte Character Set SupportPersonal Communications and Communications Server support double-bytecharacter sets (DBCS), in which each character is represented by 2 bytes.Languages such as Japanese, Chinese, and Korean, which contain more symbolsthan can be represented by 256 code points, require double-byte character sets.Because each character requires 2 bytes, the typing, displaying, and printing ofDBCS characters require hardware and programs that support DBCS.
 Where information applies specifically to DBCS, it is noted in this information unit.
 ASCII refers to PC single-byte code in this book. ASCII should be considered asJISCII in Japan.
 Where to Find More Information
 For more information, refer to Quick Beginnings, which contains acomplete description of both the Communications Server library andrelated publications.
 To view a specific book after Communications Server has beeninstalled, use the following path from your desktop:
 1. Programs
 2. IBM Communications Server
 3. Documentation
 4. Choose from the list of books
 The Communications Server books are in Portable Document Format(PDF), which is viewable with the Adobe Acrobat Reader. If you do nothave a copy of this program on your machine, you can install it fromthe Documentation list.
 The Communications Server home page on the Internet has generalproduct information as well as service information about APARs andfixes. To get the home page, using an Internet browser such as IBMWeb Explorer, go to the following URL:
 http://www.ibm.com/software/network/commserver
 xiv Client/Server Communications Programming
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For more information, refer to Quick Beginnings, for PersonalCommunications Version 5.6 which contains a complete description ofboth the Personal Communications library and related publications.
 The Personal Communications books are included on the CD-ROM inPortable Document Format (PDF). Books can be accessed directly fromthe root directory of the Personal Communications CD-ROM or fromthe Install Manager welcome panel.
 To view the Personal Communications documentation using InstallManager, select View Documentation from the main panel of theInstall Manager on the CD-ROM. Clicking View Documentationinvokes Adobe Acrobat Reader from your system to view the books. IfAcrobat Reader is not detected on your system, you are given theopportunity to install it at this time. After installation of Acrobat Readeris complete, a window opens displaying the books available on theCD-ROM.
 Notes:
 1. You can copy the book files from the CD-ROM to a local or networkdrive to view at a later time.
 2. Quick Beginnings in HTML format is installed during installation ofPersonal Communications.
 The Personal Communications home page on the Internet has generalproduct information as well as service information about APARs andfixes. To get the home page, using an Internet browser such as IBMWeb Explorer, go to the following URL:
 http://www.ibm.com/software/network/pcomm/
 The complete IBM Dictionary of Computing is available on the WorldWide Web at http://www.ibm.com/networking/nsg/nsgmain.htm.
 About This Book xv

Page 18
						

xvi Client/Server Communications Programming

Page 19
						

Part 1. APPC API
 © Copyright IBM Corp. 1994, 2002 1

Page 20
						

2 Client/Server Communications Programming

Page 21
						

Chapter 1. Introducing APPC
 Personal Communications and Communications Server provide AdvancedPeer-to-Peer Networking® (APPN®) end-node support for workstations, enablingthem to communicate more flexibly with other systems in the network.
 Personal Communications and Communications Server provide advancedprogram-to-program communications (APPC) to support communications betweendistributed processing programs, called transaction programs (TPs). APPN extendsthis capability to a networking environment. The transaction programs can belocated at any node in the network that provides APPC.
 Personal Communications and Communications Server improve APPC throughputin local area network (LAN) environments and supports APPC over variousprotocols such as: IBM Token-Ring Network, Synchronous Data Link Control(SDLC), Twinaxial, and Ethernet.
 Note: Included in the chapters of Part 1 of this book is information on the APPCAPI provided by the following systems:v Communications Server running on Windows NT and Windows 2000v SNA API clients for OS/2, Windows NT, Windows Me, Windows 2000,
 Windows 95, Windows 98, and Windows 3.1 that are delivered withCommunications Server
 v Personal Communications for Windows (Windows 3.1 is available only onCommunications Server.)
 When there are differences between the support provided by these systems,it is noted.
 Figure 1 illustrates the functional structure of an implementation of APPC foreither Personal Communications or Communications Server.
 SNA Communications SupportPersonal Communications and Communications Server support Systems NetworkArchitecture (SNA) type 2.1 nodes (including SNA type 2.0 and SNA type 2.1support for logical units [LUs] other than SNA LU 6.2). This support lets you writeprograms to communicate with many other IBM SNA products.
 LAN X.25
 PU 2.1/2.0
 LU 6.2
 SDLC •• •
 Figure 1. Personal Communications or Communications Server APPC Implementation
 © Copyright IBM Corp. 1994, 2002 3
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You can write programs without knowing the details of the underlying network.All you need to know is the name of the partner LU; you do not need to know itslocation. SNA determines the partner LU location and the best path for routingdata. A change to the underlying network, the addition of a new adapter, or therelocation of a machine, does not affect APPC programs. A program might,however, need to establish link connections over switched SDLC connections.
 When Personal Communications or Communications Server starts, it establisheslocal LU and logical link definitions, which are stored in a configuration file. Thesystem management application programming interface (API) provides functionsthat control configuration definition and adapter and link activation. Refer toSystem Management Programming for information about these functions. Users canuse the configuration and node operations functions while runs. Refer to QuickBeginnings and System Management Programming for more information aboutconfiguration and node operations.
 SNA LU Type 6.2 SupportLU 6.2 is an architecture for program-to-program communications. PersonalCommunications and Communications Server support all base LU 6.2 functions.Some of the optional SNA LU 6.2 functions are:v Basic and mapped conversationsv Half-duplex or full-duplex conversation stylesv Synchronization level of confirmv Security support at session and conversation levelsv Multiple LUsv Parallel sessions, including the ability to use a remote system to change the
 number of sessions
 4 Client/Server Communications Programming
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Chapter 2. Fundamental APPC Concepts
 This chapter describes the APPC API supported by Personal Communications. Itspurpose is to provide:v A brief overview of the structure of the APPC APIv Reference information about the specific syntax of the verbs that flow across the
 interface
 What Is a Transaction Program?A transaction program is a block of code, or part of an application program, thatuses APPC communications functions. Application programs use these functions tocommunicate with application programs on other systems that support APPC. Atransaction program has a 64-byte name (tp_name).
 Your transaction program can obtain LU 6.2 services through either of thefollowing APIs:v APPC—Advanced Program-to-Program Communication allows transaction
 programs to exchange information across an IBM SNA network using the syntaxand verbs defined by IBM for using an LU 6.2 session.
 v CPI-C—Common Programming Interface for Communications (CPI-C) allowstransaction programs to exchange information across an IBM SNA networkusing the syntax, defined by IBM in the Common Programming Interfacecomponent of the SAA®, for using an LU 6.2 session. Because this API isimplemented for many platforms, CPI-C applications can be easily ported.
 Transaction programs issue APPC verbs to invoke APPC functions. See Chapter 5,“Implementing APPC Transaction Programs” on page 37, for details about howtransaction programs issue APPC verbs. Transaction programs can issue CPICommunications calls to invoke CPI Communications functions. The CPICommunications calls let application programs take advantage of the consistencythat SAA provides. See “CPI Communications Transaction Programs” on page 6 forinformation about the CPI Communications calls.
 Programs do not need to be written to the same LU 6.2 API in order tocommunicate with each other. In particular, a transaction program written to theAPPC API can communicate with a transaction program written to CPI-C.
 APPC Transaction ProgramsAn APPC transaction program is not an application; it is a section of anapplication. A single application can contain many transaction programs. Everytransaction program has a unique 8-byte identification number (tp_id).
 APPC supplies verbs that start and stop transaction programs within applications.APPC also supplies a full set of conversation verbs that you can use to implementthe function of your transaction program.
 A transaction program issues a request to APPC, in the form of a verb, to performsome action for an application program. A verb is a formatted request that atransaction program issues and APPC executes. A program uses APPC verb
 © Copyright IBM Corp. 1994, 2002 5
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sequences to communicate with another program. Two programs that communicatewith each other can be located at different systems or on the same system.
 When a transaction program exchanges data with another transaction program,they are called partner transaction programs.
 CPI Communications Transaction ProgramsA CPI Communications transaction program is similar to an APPC transactionprogram; both types of transaction programs use APPC support. Rather thanissuing verbs, however, a CPI Communications transaction program invokes eachCPI Communications function with a call to the function that passes theappropriate parameters on the call.
 Most CPI Communications calls correspond to APPC verbs. For example, the callsthat allocate outbound conversations and accept (receive) conversations, and thecalls that send and receive data on the conversation, provide functions that aresimilar to those of the corresponding APPC verbs. The exceptions are the calls thatinitialize a conversation before allocating the conversation and the calls that setand extract individual conversation characteristics.
 Refer to CPI Communications Reference for details about the support thatCommunications Server provides for CPI Communications programs.
 Client Transaction ProgramsTypically, a program begins a conversation because it requires a service fromanother program. This program is called a client transaction program. The clienttransaction program requests the conversation through the LU 6.2 API.
 Often the client transaction program is started by a human user; however, theclient transaction program could actually be a server transaction programresponding to another program’s request. In any conversation, the clienttransaction program is always running before the conversation begins. The clienttransaction program startup and termination are not directly related to theconversation. The client transaction program initiates the conversation, and it cancontinue to run after the conversation is over.
 Server Transaction ProgramsThe server transaction program delivers the service that is requested by the clienttransaction program.
 The server transaction program can run continuously, waiting for clients to beginconversations with it. But frequently, the server transaction program handles asingle transaction, and is started by the APPC API to handle one specificconversation. The server transaction program begins execution when aconversation is requested, and it terminates when the conversation is finished.
 An important feature of the LU 6.2 architecture is that it can start servertransaction programs when client transaction programs request them. You candesign your server programs according to this model and arrange for them to bestarted on demand.
 6 Client/Server Communications Programming
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What Is a Logical Unit?Every transaction program gains access to an SNA network through a logical unit(LU). An LU is SNA software that accepts verbs from your programs and acts onthose verbs. A transaction program issues APPC verbs to its LU. These verbs causecommands and data to flow across the network to a partner LU. An LU also actsas an intermediary between the transaction programs and the network to managethe exchange of data between transaction programs. A single LU can provideservices for multiple transaction programs. Multiple LUs can be activesimultaneously.
 LU TypesPersonal Communications and Communications Server support LU types 0, 1, 2, 3,and 6.2. LU types 0, 1, 2, and 3 support communication between host applicationprograms and different kinds of devices, such as terminals and printers. Refer toPart 2, “LUA API”, for details on writing these programs.
 LU 6.2 supports communication between two programs located at type 5 subareanodes, type 2.1 peripheral nodes, or both, and between programs and devices.APPC is an implementation of the LU 6.2 architecture, which is described in thispart of the book.
 Communication occurs only between LUs of the same LU type. For example, anLU 2 communicates with another LU 2; it does not communicate with an LU 3.
 Dependent and Independent LUsA dependent LU depends on a system services control point (SSCP) to activate asession. A dependent LU needs an active SSCP-LU session, which the dependentLU uses to start an LU-LU session with an LU in a subarea node. A dependent LUcan have only one session at a time with the subarea LU. For communications witha transaction program at a subarea node, each dependent LU can have only oneconversation at a time, and each dependent LU can support communications foronly one transaction program at a time.
 An independent LU does not depend on an SSCP to activate a session. Anindependent LU supports multiple concurrent sessions with other LUs in a subareanode, so you can have multiple conversations and support multiple transactionprograms for communications with subarea transaction programs. LUs betweenperipheral nodes also use this support.
 The distinction between a dependent LU and an independent LU is meaningfulonly when discussing a session between an LU in a peripheral node and an LU ina subarea node. Otherwise, dependent and independent LUs both support multipleconcurrent sessions and conversations when communicating between type 2.1peripheral nodes (for example, between two workstations). PersonalCommunications or Communications Server LUs can support a single session witha dependent LU or multiple sessions with an independent LU.
 What Is an LU Name?An LU is a point of access to the Systems Network Architecture (SNA) network.An LU has a name and other characteristics that are configured (formally recorded)throughout the SNA network. Sometimes this configuration is static, done by thenetwork administrator and recorded in configuration files. Sometimes theconfiguration is dynamic, prepared by programs from file or user input.
 Chapter 2. Fundamental APPC Concepts 7
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To open a conversation, a client transaction program must specify both the name ofthe server transaction program and the name of the LU where the servertransaction program can be reached. Sometimes these names are embedded in theclient transaction program. In other cases, the names are stored externally to theclient transaction program or are specified dynamically.
 What Is a Session?Before transaction programs can communicate with each other, their LUs must beconnected in a mutual relationship called a session. A session connects two LUs, soit is called an LU-LU session. Figure 2 illustrates this communication relationship.Multiple concurrent sessions between the same two LUs are called parallel LU-LUsessions.
 Sessions act as conduits that manage the movement of data between a pair of LUsin an SNA network. Specifically, sessions deal with things such as the quantity ofdata transmitted, data security, network routing, and traffic congestion.
 Sessions are maintained by their LUs. Normally, your transaction programs do notdeal with session characteristics. You define session characteristics when you:v Configure your systemv Use the management verbs
 What Is a Conversation?The communication between transaction programs is called a conversation.Conversations occur across LU-LU sessions. A conversation starts when atransaction program issues an APPC verb or CPI Communications call thatallocates a conversation. The conversation style associated with the conversationindicates the style of data transfer to be used, two-way alternate or two-waysimultaneous.
 A conversation that specifies a two-way alternate style of data transfer is alsoknown as a half-duplex conversation. A conversation that specifies a two-waysimultaneous style of data transfer is referred to as a full-duplex conversation.
 When a full-duplex conversation is allocated to a session, a send-receiverelationship is established between the transaction programs connected to theconversation, and a two-way alternate data transfer occurs where information istransferred in both directions, one direction at a time. Like a telephoneconversation, one transaction program calls the other, and they “converse”, onetransaction program talking at a time, until a transaction program ends theconversation. One transaction program issues verbs to send data, and the othertransaction program issues verbs to receive data. When it finishes sending data, the
 Figure 2. A Session between Two LUs
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sending transaction program can transfer send control of the conversation to thereceiving transaction program. One transaction program decides when to end theconversation and informs the other when it has ended.
 When a duplex conversation is allocated to a session, both transaction programsconnected to the conversation are started in send-and-receive state, and a two-waysimultaneous data transfer occurs where information is transferred in bothdirections at the same time. Both transaction programs can issue verbs to send andreceive data simultaneously with no transfer of send control required. Theconversation ends when both transaction programs indicate they are ready to stopsending data, and each transaction program has received the data sent by thepartner. If an error condition occurs, one transaction program can decide to endboth sides of the conversation abruptly.
 Figure 3 shows a conversation after it has been set up.
 Conversations can exchange control information and data. The transaction programshould select the conversation style best-suited for its application.
 Figure 4 shows a conversation between two transaction programs as it occurs overa session.
 A session can support only one conversation at a time, but one session can supportmany conversations in sequence. Because multiple conversations can reusesessions, a session is a long-lived connection compared to a conversation.
 When a program allocates a conversation and all applicable sessions are in use, theLU puts the incoming Attach (allocation request) on a queue. It completes theallocation when a session becomes available. See Chapter 3, “Using the AttachManager”,
 TP2
 LU5LU1
 TP1
 ConversationSession
 LU6.2 API services
 Transaction Program (TP)
 Logical Unit (LU)
 Figure 3. Parts of a Conversation
 Figure 4. A Conversation between Two Transaction Programs
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Two LUs can also establish parallel sessions with each other to support multipleconcurrent conversations.
 Figure 5 shows three parallel sessions between two LUs; each session carries aconversation.
 An APPC conversation is a half-duplex conversation. At any instant, only one of thetwo partner transaction programs has the right to send data. That transactionprogram is insend state. The other transaction program has the responsibility toreceive data. It is said to be in receive state. At specified times, the transactionprograms exchange these duties. When the conversation is first set up, the clienttransaction is in send state and the server program is in receive state.
 Relationships among Sessions, Conversations, and LUsA connection between LUs is called a session. This connection can pass throughintermediate network nodes. However, LU 6.2 programs do not need to accountfor the details of the connection. It makes no difference to the client transactionprogram whether the server transaction program is in the same room or thousandsof miles away. The LU 6.2 API is responsible for starting and ending sessionsbetween LUs of type 6.2.
 Though a session can carry only one conversation at a time, it can be reused foranother conversation when the first one is finished. The LU 6.2 softwaredetermines whether to terminate a session when the conversation ends, or to keepthe session open and reuse it.
 Some LUs can handle multiple, parallel sessions. Each session is independent.Some possible relationships among machines, LUs, sessions, and transactionprograms are illustrated in Figure 6 on page 11.
 Figure 5. Parallel Sessions between LUs
 10 Client/Server Communications Programming
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Figure 6 depicts two parallel sessions between LUA1 in System A and LUB1 inSystem B. One session carries a conversation between client TPC1 and server TPS1.The other session is not in use for a conversation at this time.
 In System C, LUC1 also supports two parallel sessions. Both are in use by clientTPC3, which is carrying on a conversation with server TPS2 in System A. TPC3also has a conversation in progress with TPC4 in System D. This figure illustratesthat a transaction program is not limited to a single conversation. The figure alsoshows that a program can be both a client and a server. A possible scenario for theconversations could be that program TPC4 started program TPC3 in order torequest a service. To deliver that service, TPC3 requested a service from TPS2.
 Conversation TypesPersonal Communications and Communications Server LU 6.2 supports two typesof conversations, mapped and basic, and therefore provides a separate set of verbsfor each. The conversation type you use depends on whether you need full accessto the SNA general data stream (GDS) as provided by basic conversations. The GDSdefines what is known as a GDS variable. A GDS variable consists of one or morelogical records. Each logical record begins with a logical length (LL) field thatspecifies the overall length of the logical record (data). The first logical record of aGDS variable also includes, immediately after the logical length field, anidentification (ID) field that specifies the type of GDS variable.
 Mapped ConversationsUse mapped conversations for transaction programs that are the final users of thedata exchanged. A mapped conversation enables advanced program-to-programcommunication in an easy-to-use record-level manner. Because a transactionprogram using mapped conversations does not require GDS headers to describethe data, the program does not have to build or interpret these headers. When thetransaction program uses mapped conversations, Personal Communications LU 6.2builds and interprets GDS variables.
 In a mapped conversation, the programs exchange records in whatever format youdesign.
 LUA1
 LUA2
 System A
 TPC1
 TPS2
 TPC4
 LUD2
 System D
 LUB1
 System B
 TPS1
 LUC1
 System C
 TPC3
 Figure 6. Relationships between Programs and LUs
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v Each send operation takes a record of a specified length from 0 bytes to 65,535bytes. Personal Communications and Communications Server formats the recordinto a single GDS variable.
 v A receive operation returns all or part of one sent record (GDS variable withoutheader fields), depending on how much buffer space the program allocates. Thereturn code indicates when the final part of a record sent by the partnerprogram has been received.
 The APPC API takes full responsibility for the following tasks:v Blocking and buffering multiple recordsv Formatting data as SNA GDS variablesv Buffering at the receiving programv Deblocking and delivery to the Receive operation
 Basic ConversationsIn a basic conversation, transaction programs exchange logical records from 0 to32,765 bytes in length.v Each send operation takes a buffer containing from 0 to 65,535 bytes of logical
 records. The buffer can contain one or more logical records and parts of records.Logical records can be broken across send calls.
 v A receive operation can be used to accept either a single logical record or abuffer filled with one or more logical records and parts of records.
 Examples of APPC OperationsTable 1 describes possible LU 6.2 operations in abstract terms.
 Table 1. LU 6.2 Operations
 Operation What the Operation Does
 Send Sends a block of data to the other program.
 Receive If currently in send state, transmits any buffered output dataand enters receive state. Waits for data to arrive and receives it.
 Await confirmation Transmits any buffered output data. Waits until the partnerprogram confirms that it has received and processed all data.
 Confirm Sends the partner program confirmation that all data has beenreceived and processed.
 Error If in receive state, purges any buffered input data and enterssend state. If currently in send state, purges any bufferedoutput data. Causes the partner program’s current operation toend with a special return code.
 Close If currently in send state, transmits any buffered output data.Ends the conversation.
 Both LU 6.2 APIs offer these services (and others), and both offer services thatallow you to combine two or more of these basic operations to improveperformance. The following sections use these terms when discussing the types ofconversations to avoid contrasting the details of each API. For example, the termSend used in Table 1 can represent the APPC verbs SEND_DATA, orMC_SEND_DATA, or the CPI-C function CMSEND.
 12 Client/Server Communications Programming
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Types of APPC ConversationsThis section discusses the types of APPC conversations.v One-wayv Confirmed-deliveryv Inquiryv Database update
 One-Way ConversationIn the one-way conversation, the simplest type of conversation, the clienttransaction program passes some data to the server and the server notes it, assummarized in Table 2.
 Table 2. Actions in One-Way Conversation
 Client Actions Server Actions
 Send one or more records.
 Close. Receive and process the records.
 Close.
 This minimal sort of conversation is used with data whose delivery is not critical;for example, to periodically update a status display, to record usage levels, or log acondition.
 Confirmed-Delivery ConversationIn the next simplest type of conversation, the confirmed-delivery conversation, theclient transaction program sends a record and the server confirms its receipt, assummarized in Table 3.
 Table 3. Actions in Confirmed-Delivery Conversation
 Client Actions Server Actions
 Send one or more records.
 Await confirmation.
 Receive and process the records.
 Confirm the records.
 Close. Close.
 This type of conversation can be used in a credit-authorization system (the clientsends an account number and purchase amount, and the server’s confirmationauthorizes the sale) among its other uses. For example, the client transactionprogram could send a database record of any kind, and the server could confirmthat the database had been updated. Because there is no upper limit on how muchdata the client can send, this type of conversation could be used to send an entirefile of data in batch mode. In this type of conversation the client transactionprogram receives only the confirmation; it needs no other data returned to it.
 The difference between a Confirm operation and a Send is that Confirm transmitsonly the shortest possible SNA message, the positive response that all data hasbeen received and processed.
 Chapter 2. Fundamental APPC Concepts 13
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Inquiry ConversationIn an inquiry conversation, the client sends one request for information and theserver generates one response, as summarized in Table 4. (Both the inquiry and theresponse can comprise any number of logical records.) This type of conversationappears in many kinds of data processing applications.
 Table 4. Actions in Inquiry Conversation
 Client Actions Server Actions
 Send one or more records.
 Receive.
 Receive and process the records.
 Send a response consisting of one or morerecords.
 Continue to Receive until all response datahas arrived.
 Close.
 Close.
 When you design transactions to this model, the server transaction programs arevery simple. Each handles one instance of one type of query and then terminates.The client transaction program requests a conversation with the server transactionprogram that can answer the desired type of query. The LU 6.2 API services locateand start a copy of that server transaction program.
 Database Update ConversationIn the database update conversation, the client transaction program requests a copyof data, modifies it, and returns it to be stored. The server transaction programlocks the data for the client’s use until the update is complete. Table 5 summarizesclient and server actions.
 Table 5. Actions in Database Update Conversation
 Client Actions Server Actions
 Send a request for data (a record key).
 Receive.
 Receive the key value.
 Fetch the record and lock it.
 Send a copy of the record.
 Receive.
 Process the received record.
 Send the updated record.
 Await confirmation.
 Update the database with the receivedrecord.
 Confirm the update.
 Close. Close.
 Refer to Table 1 on page 12 to clarify this process. When the client transactionprogram first issues Receive, three things occur:v LU 6.2 send buffer is flushed of any remaining logical records sent by the client.
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v The client transaction program, that began in send state, switches to receivestate. The right to send passes to the server transaction program.
 v The client transaction program waits until data arrives. (Nonblocking receiveoperations are available also.)
 Similarly, the second Receive issued by the server flushes its buffer and transfersthe right to send back to the client transaction program.
 Conversations That Have ErrorsConversation errors are inevitable, and your transaction program must be preparedto detect and respond to them. A transaction program uses the Report (Error)operation, described in Table 1 on page 12, to signal the discovery of an error.Table 6 summarizes an inquiry conversation in which the server finds a logicalerror in the inquiry.
 Table 6. Inquiry Conversation with Error
 Client Actions Server Actions
 Send one or more records.
 Receive.
 Receive and process some of the inquiryrecords. Find a mistake.
 Report (Error).
 Send diagnostic error message.
 Return code to Receive indicates Report(Error) by partner.
 Close.
 Receive diagnostic message, display to user
 Close
 The main purpose of the Report (Error) operation is to purge all data in transactionprogram API buffers that was neither sent nor received. The Report (Error)operation also gives the right to send to the transaction program which discoveredthe error, so that the transaction program can transmit diagnostic data to itspartner. Your transaction program must specify the contents of the diagnosticmessage and the operations that follow.
 SummaryTwo transaction programs use LU 6.2 to exchange data in a conversation. One, theclient transaction program, is typically started by a user. The other, the servertransaction program, can be started automatically to render a service to the client.A transaction program uses one of two APIs: APPC, or CPI-C, which have differentstyles and similar, but not identical, sets of services.
 The conversation takes place over a session between two LUs. An LU represents apoint at which a transaction program can access the SNA network. A sessionrepresents the connection between two LUs, without regard to their location or thedistance between them.
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Chapter 3. Using the Attach Manager
 An important LU 6.2 feature is the ability of a program in one node to startcorresponding programs in other nodes. The attach manager handles incomingrequests to start programs.
 This chapter considers programs in your (local) workstation that start at therequest of partner programs. The local program is referred to as remotely started.Workstation users and administrators want to control which programs can beremotely started for security and resource control. Users at remote nodes shouldnot start programs that destroy data or use the local workstation’s memory atcritical times. The attach manager acts as a gate keeper, handling incomingrequests to start programs on the local workstation.
 The attach manager takes its name from an SNA message, called an Attach, thatflows between a pair of LUs. An Attach flows when a program that uses thepartner LU initiates a conversation. The LU 6.2 component in the local workstationpasses any Attach it receives to its attach manager for handling. A received Attachis called an incoming allocation request or incoming Attach. In this chapter, the phraseincoming allocation request means that the SNA Attach is generated by a partner LU.
 The attach manager does the following things:v Enables remote nodes to start applications in the local workstation. Multiple
 instances of a program can be started in series (queued) or in parallel(nonqueued).
 v Passes parameters to remotely started programs.v Starts programs in Windows or in the background.v Uses security guidelines to verify incoming allocation requests.v Forwards the incoming allocation request to the client workstations.v Checks the conversation type (that is, basic or mapped) and synchronization
 level of incoming allocation requests.v For server programs, specifies timeout values for holding incoming allocation
 requests and locally issued APPC RECEIVE_ALLOCATE verbs or CPICommunications Accept_Conversation or Accept_Incoming (CMACCP,CMACCI) calls.
 Figure 7 illustrates the attach manager function.
 © Copyright IBM Corp. 1994, 2002 17
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In a communicating pair of transaction programs, only the node that receivesallocation requests needs the attach manager. The attach manager manages threekinds of input:v Incoming allocation requests (Attaches) from partner transaction programsv APPC RECEIVE_ALLOCATE verbs or CPI Communications CMACCP and
 CMACCI calls from local programsv Configuration definitions for transaction programs, user IDs, and passwords
 The TP name is a key piece of information in an incoming allocation request. Theattach manager uses the transaction program name to decide which program tostart in the local workstation. Programmers and administrators at both nodes needto agree on each transaction program name. A program that issues an allocationrequest supplies a transaction program name as a parameter to the APPC[MC_]ALLOCATE or [MC_]SEND_CONVERSATION verb.
 When an Attach is received, the transaction program name in the Attach ismatched against transaction program names from the transaction definitions. If amatch is found, the executable name from that definition is started or routed to aclient workstation. If a match is not found, then the name of the executable isassumed to be the same as that which is specified in the Attach appended with.EXE.
 Differentiating between an Application and a Transaction ProgramThe term transaction program has a special meaning in APPC. A transactionprogram is not an application; it is a section of an application.
 A transaction program starts either when an application successfully issues anAPPC RECEIVE_ALLOCATE or TP_STARTED verb. Both of these methodsidentify the transaction program as a new transaction program that APPC needs toknow about. APPC reserves a group of memory blocks for the transaction programand creates a unique transaction program identifier, tp_id, which it returns to thecalling program.
 When an application issues a TP_ENDED verb, APPC clears its buffers for thattransaction program and marks the tp_id as not valid. When an applicationterminates, APPC ends any active transaction programs associated with thatprocess.
 Figure 7. Attach Manager Function in APPC
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When the attach manager receives an allocation request and ensures it is valid, andif a RECEIVE_ALLOCATE is not pending, it starts the application thatcorresponds to the incoming transaction program name. Notice that it starts aprogram, not a transaction program. Generally, the application then issues a verbthat establishes it as a transaction program. Given mutual consent between thesending node and the local workstation, you can configure the attach manager tostart any application in the local workstation.
 A transaction program must be established before a conversation can be allocated.An application must supply a tp_id on all conversation verbs that it issues while itis a part of that transaction program. Many conversations can use a single tp_idconcurrently (such as in multiple threads) or sequentially (where one conversationfollows another). When a transaction program ends, APPC deallocates any activeconversations.
 Transaction Program DefinitionsPersonal Communications and Communications Server configuration uses twonaming levels to identify the remotely started program:v The 64-character name of the local program known by the partner transaction
 program (tp_name)v The file specification of the local program to be started (filespec)
 Using two names enables flexible reconfiguration that can increase the portabilityof your APPC programs among workstations.
 TP nameThe name that a partner transaction program sends in the allocationrequest to the attach manager in the local workstation.
 The partner transaction program and the local program must both knowthe transaction program name. The transaction program name is a suppliedparameter for RECEIVE_ALLOCATE verbs in programs on local LUs.Partner transaction programs supply a transaction program name withAPPC [MC_]ALLOCATE or [MC_]SEND_CONVERSATION verbs.
 Path nameThe transaction program file specification (path name) names the programto start locally. The transaction program file specification contains theexecutable file’s drive, path, file name, and extension.
 Multiple transaction program definitions can specify the same transactionprogram file specification. The attach manager must determine whether torun one or multiple instances of a program, so a given transaction programfile specification must be configured as either queued or nonqueued in alldefinitions that name it. For example, if a definition that specifiesMYTP.EXE is configured as “queued—attach manager started”, MYTP.EXEcannot be configured as nonqueued in another transaction programdefinition. However, the transaction program filespec is case sensitive.
 Identifying the Transaction Program Name on Both MachinesIf the program identified by the attach manager cannot be started, the attachmanager rejects the allocation request; the program that issued an allocationrequest is notified that the attach manager could not start the program.
 Users or administrators define transaction programs during PersonalCommunications configuration to build the list of defined transaction program
 Chapter 3. Using the Attach Manager 19
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names. Each unique transaction program name to be accepted from a partnerrequires a transaction program definition in the local (accepting) workstationunless you are willing to accept the default. The transaction program definitioncontains information about the transaction program. Similarly, duringconfiguration, a list of security information (allowable passwords and user IDs) isbuilt from the LU 6.2 conversation security information. Refer to Quick Beginningsconfiguration information. Following is a description of the configuration data thatmust be specified to define a transaction program.
 Defining Conversation AttributesThe conversation parameters sync_level, conv_type, and security_rqd do notdirectly influence how the attach manager starts a program. However, the attachmanager uses the parameters to determine whether to reject an incoming allocationrequest before queuing it, or checking for corresponding RECEIVE_ALLOCATEverbs.
 Synchronization LevelSpecify whether your transaction program will support the verbs and parametersfor confirmation processing when you define sync_level. These APPC verbs are[MC_]CONFIRM and [MC_]CONFIRMED. Certain parameters on the[MC_]ALLOCATE, [MC_]SEND_CONVERSATION,[MC_]PREPARE_TO_RECEIVE, and [MC_]DEALLOCATE are for confirmationprocessing. For Common Programming Interface Communications (CPIC) users,sync_level can be set by the Set_Sync_Level (CMSSL) call.
 Incoming allocation requests contain a field that indicates whether a partnertransaction program issues verbs or parameters for confirmation processing. Theattach manager checks the field on the incoming allocation request against theconfigured value in its list of transaction program definitions. If the values do notmatch, attach manager rejects the incoming allocation request. The possibleconfiguration choices are:
 NONEThe transaction program does not issue any verb that relates toconfirmation processing, in any of its conversations.
 CONFIRMThe transaction program can perform confirmation processing on itsconversations. The transaction program can issue verbs and recognizereturned values that relate to confirmation. If the transaction programcontains any of the verbs for confirmation processing, definesync_level(CONFIRM) to guarantee a compatible session.
 EITHERThe transaction program can participate in conversations with partners thatdo or do not specify confirmation processing. Do not pick EITHER if thetransaction program being configured requires confirmation processing.
 Conversation Type and StyleThe conv_type parameter is used to determine both the conversation type andconversation style of the program to be started. The conversation type attributedetermines whether the program to be started supports basic or mapped recordswhen it sends and receives data. The conversation style attribute determines
 20 Client/Server Communications Programming
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whether the program to be started supports half-duplex conversations. The attachmanager checks whether a transaction program uses basic or mapped verbs and ifit uses half-duplex or full-duplex.
 The conversation types are:
 BASICThe transaction program issues only basic conversation verbs for itsconversations.
 MAPPEDThe transaction program issues only mapped conversation verbs for itsconversations.
 EITHERThe transaction program issues either basic or mapped conversation verbsfor a conversation, depending on what arrives on the incoming allocationrequest.
 The conversation styles are:
 HALF The transaction program supports half-duplex conversations only.
 FULL The transaction program supports full-duplex conversations only.
 EITHERThe transaction program supports either full or half duplex conversations.
 Conversation StylesThe conversation style associated with the conversation indicates the style of datatransfer to be used, two-way alternate or two-way simultaneous. A conversationthat specifies a two-way alternate style of data transfer is also known as ahalf-duplex conversation. A conversation that specifies a two-way simultaneous styleof data transfer is referred to as a full-duplex conversation.
 When a full-duplex conversation is allocated to a session, a send-receiverelationship is established between the transaction programs connected to theconversation, and a two-way alternate data transfer occurs where information istransferred in both directions, one direction at a time. Like a telephoneconversation, one transaction program calls the other, and they “converse”, onetransaction program talking at a time, until a transaction program ends theconversation. One transaction program issues verbs to send data, and the othertransaction program issues verbs to receive data. When it finishes sending data, thesending transaction program can transfer send control of the conversation to thereceiving transaction program. One transaction program decides when to end theconversation and informs the other when it has ended.
 On a half-duplex conversation, only one of the two partner transaction programshas the right to send data at a time. That transaction program is in send state. Theother transaction program has the responsibility to receive data. It is said to be inreceive state. At specified times, the transaction programs exchange these duties.When the conversation is first set up, the client transaction is in send state and theserver program is in receive state.
 When a duplex conversation is allocated to a session, both transaction programsconnected to the conversation are started in send-and-receive state, and a two-waysimultaneous data transfer occurs where information is transferred in bothdirections at the same time. Both transaction programs can issue verbs to send and
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receive data simultaneously with no transfer of send control required. Theconversation ends when both transaction programs indicate they are ready to stopsending data, and each transaction program has received the data sent by thepartner. If an error condition occurs, one transaction program can decide to endboth sides of the conversation abruptly.
 Conversation Security for an Incoming Allocation RequestA transaction program definition can specify that incoming allocation requestsmust supply a password and user ID. The password and user ID are optionalparameters on the [MC_]ALLOCATE and [MC_]SEND_CONVERSATION verbsor the CPIC calls Set_Conversation_Security_UserID (CMSCSU) andSet_Conversation_Security_PassWord (CMSCSP). If a local transaction programdefinition specifies conversation security, the attach manager validates thepassword and user ID of incoming allocation requests. The attach manager rejectsthe allocation request if a user ID and password are not present, or if they do notmatch a valid combination of passwords and user IDs.
 The attach manager checks the validity of any incoming allocation requests thatarrive with a password and user ID, even if the transaction program definitionspecifies that conversation security is not required. The allocation request isrejected if the password and user ID do not match a valid combination in the list.Thus, if a password or user ID arrives in an allocation request, it is never ignored.
 Conversation Security for an Outgoing Allocation RequestA remotely started transaction program (one started by another transactionprogram) can validate a user ID and password before it allocates a conversation toa third transaction program. In such a case, the security(SAME) parameter in the[MC_]ALLOCATE and [MC_]SEND_CONVERSATION verbs can indicate thatthe conversation security is already verified. The second Attach automatically getsthe user ID from the first Attach, that started the first conversation.
 APPC can obtain the current user ID and send it, with an indicator that the userID was validated. In the Attach for a locally started transaction program that usesthe security(SAME) parameter in either the [MC_]ALLOCATE or the[MC_]SEND_CONVERSATION verb, the partner must be able to accept thealready validated indication.
 Refer to System Management Programming for more information about using theuser ID and password.
 Using the Attach Manager on Personal CommunicationsThe following sections describe how to start programs located on either thePersonal Communications or Communications Server machine.
 Starting the Attach ManagerUsers can start and stop the attach manager while the SNA node is active. Eachtime the attach manager starts, it begins to process incoming Attaches. When theattach manager stops, it purges any queued Attaches. Refer to System ManagementProgramming for the applicable verbs.
 The attach manager needs to be started only in nodes that run remotely startedtransaction programs. The attach manager does not need to be started in a node if
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all transaction programs in the node initiate conversations (that is, they all issueAPPC [MC_]ALLOCATE or [MC_]SEND_CONVERSATION verbs). PersonalCommunications and Communications Server node operations facility enablesauthorized users to start or stop the attach manager at any time. Authorizedprograms issue the Enable Attach Manager and Disable Attach Manager nodeoperations verbs to start or stop the attach manager.
 Starting Programs with the Attach ManagerWhen the attach manager starts a program on a workstation, it uses the load_typefield in the defined transaction program list to decide how to run the program. Aremotely started program can be configured to start in one of the following ways:
 ConsoleAn application that displays a window or runs as a full DOS application.
 BackgroundThe program starts in a background (detached) process. A backgroundprocess should not issue any input or output calls to the keyboard, themouse, or the display. If your program is completely debugged andrequires no interactive user input, this option provides the fastestperformance.
 If the attach manager cannot start the program (for example, PersonalCommunications and Communications Server cannot provide sufficient memory),the attach manager rejects the incoming allocation request.
 If a transaction program issues a RECEIVE_ALLOCATE call and specifies atransaction program name that has not previously been defined, the systemperforms an implicit definition of the transaction program and assigns defaultvalues to the parameters.
 The defaults used are:
 Attach timeout = 0 (no timeout is applied)
 Receive Allocate timeout = 0 (no timeout is applied)
 Attach Manager dynamicallyloaded
 = Yes (the transaction program canbe loaded by the attachmanager)
 These defaults mean that if you issue a call to RECEIVE_ALLOCATE aspreviously described, it will not complete until an attempt is made to attach to thenamed transaction program, or you can cancel the call.
 Matching Incoming Allocation Requests with RECEIVE_ALLOCATEVerbs
 A remotely started program in a local workstation normally issues an APPCRECEIVE_ALLOCATE verb to start both a transaction program and aconversation. The APPC RECEIVE_ALLOCATE verb specifies the same transactionprogram name that the remote transaction program specified in its APPC[MC_]ALLOCATE or [MC_]SEND_CONVERSATION verb. APPC passes theRECEIVE_ALLOCATE verb to the attach manager for processing. When the attachmanager sees a RECEIVE_ALLOCATE verb that matches a received Attach (and
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the attach manager performs several cross-checks), it signals APPC that aconversation can begin. At this point, the attach manager ends its involvement inthe conversation.
 During transaction program configuration, you have two choices for handlingmultiple incoming allocation requests for the same program. You can run multipleinstances of the same program concurrently in the local workstation (nonqueuedoperation), or you can run one instance of the same program at a time (queuedoperation). These values are configured in the queued and dynamic loadparameters, that have the following options:v Nonqueued—attach manager startedv Queued—attach manager startedv Operator started
 Nonqueued ProgramsWhen a program is configured as nonqueued, each incoming allocation requestcauses the attach manager to load and execute another instance of the programassociated with the incoming transaction program name.
 The attach manager holds valid incoming allocation requests indefinitely, waitingfor a matching RECEIVE_ALLOCATE verb from the program it started. If thatprogram fails to issue a RECEIVE_ALLOCATE verb (for example, it loops in thecode that precedes the RECEIVE_ALLOCATE verb), the attach manager holds theallocation request until the process terminates.
 Queued ProgramsQueued programs can start in one of two ways:
 Attach manager startedThe program is started by the attach manager.
 Operator startedThe program is to be started by another program in the workstation or byan operator.
 The attach manager maintains two queues for each queued transaction programname in the defined transaction program list. One queue is for incoming allocationrequests; the other is for RECEIVE_ALLOCATE verbs. For example, when anincoming allocation request arrives, the attach manager starts the correspondinglocal program or sends a message to the operator. The node holds the incomingallocation request until the program that the attach manager started issues amatching RECEIVE_ALLOCATE verb or until a timeout occurs. The node uses thevalue configured for the incoming_alloc_timeout parameter to determine whentime-outs occur. Other allocation requests can arrive for that transaction programor for another transaction program. The other programs wait in their respectivequeues until a matching RECEIVE_ALLOCATE verb is issued, or until they timeout.
 Local programs can issue RECEIVE_ALLOCATE verbs before any matchingallocation request arrives. The attach manager holds the RECEIVE_ALLOCATEverb on its respective queue and waits for an allocation request to arrive from apartner LU. Each queue has a timeout value; the rcv_alloc_timeout parameterspecifies how long a RECEIVE_ALLOCATE verb can wait on a queue before theverb times out. The attach manager returns queued RECEIVE_ALLOCATE verbsto the associated programs with an ALLOCATE_NOT_PENDING return code. The
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timeout value for RECEIVE_ALLOCATE verbs can be 0 to enable programs tocheck whether any allocation requests are queued, and, if not, to continue otherprocessing.
 The RECEIVE_ALLOCATE verb can be issued as a nonblocking verb. This enablesthe transaction program to service multiple conversations from a single thread in asingle process.
 When RECEIVE_ALLOCATE is issued as a nonblocking verb, the attach managerreturns control to the transaction program immediately; the transaction programneed not remain in a wait state while waiting for the matching incoming allocationrequest to arrive. Instead, the transaction program can perform other work, andchoose when to wait for the matching incoming allocation request.
 The transaction program can queue multiple nonblocking RECEIVE_ALLOCATEverbs for different conversations. The maximum number of verbs that can bequeued is limited only by resource constraints. A nonblockingRECEIVE_ALLOCATE verb will remain on the attach manager’sRECEIVE_ALLOCATE verb queue until either the matching allocation requestarrives or the verb times out, that is, the rcv_alloc_timeout value has been reached.
 The attach manager saves the information that identifies the transaction programwhen a queued program issues a valid RECEIVE_ALLOCATE verb call for atransaction program. When the queued program ends, the attach managerexamines the queue of allocation requests for that transaction program. If thequeue is not empty, the attach manager starts a new instance of the program, orsends a message that directs the operator to start the program.
 You should configure the maximum size of the incoming allocation request queuefor each transaction program. Resource constraints limit the number of queuedRECEIVE_ALLOCATE verbs.
 The following two cases summarize queued operations:
 Case 1:One or more incoming allocation requests arrive before aRECEIVE_ALLOCATE verb or CPI Communications CMACCP call isissued for a given transaction program. The attach manager queues theincoming allocation requests (for a time specified by a configured timeoutvalue) until a RECEIVE_ALLOCATE verb is issued. The first incomingallocation request satisfies the RECEIVE_ALLOCATE verb.
 Case 2:A RECEIVE_ALLOCATE verb is issued before an incoming allocationrequest arrives for a given transaction program. The attach managerqueues the RECEIVE_ALLOCATE verb (for a time specified by aconfigured timeout value) until an incoming allocation request arrives. Incertain cases, more than one RECEIVE_ALLOCATE verb might be issuedand queued before an incoming allocation request arrives. Each newincoming allocation request satisfies the next RECEIVE_ALLOCATE verbin the queue.
 Table 7 on page 26 provides a summary of the verbs and incoming allocationrequests associated with queued and dynamic load parameter values.
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Table 7. Verb Processing and Transaction Program Name Configuration
 Verb Processing
 Transaction Program Operation
 Nonqueued—attachmanager started Operator started
 Queued—attach managerstarted
 Incoming allocation requestwith pendingRECEIVE_ALLOCATEverb.
 Cannot occur; no queue ofpendingRECEIVE_ALLOCATEverbs.
 OK RECEIVE_ALLOCATEverb.
 OK RECEIVE_ALLOCATEverb.
 Incoming allocation requestwithout pendingRECEIVE_ALLOCATEverb.
 Load and execute anotherprogram instance.
 Hold incoming allocationrequest.
 Wait forRECEIVE_ALLOCATEverb.
 Put incoming allocationrequest on queue unlessqueue is full.
 Wait forRECEIVE_ALLOCATEverb or for allotted time toexpire.
 If program is not started,load and execute it.
 Put incoming allocationrequest on queue unlessqueue is full.
 Wait forRECEIVE_ALLOCATEverb or for allotted time toexpire.
 RECEIVE_ALLOCATEverb with incomingallocation request pending.
 OK RECEIVE_ALLOCATEverb.
 OK RECEIVE_ALLOCATEverb.
 OK RECEIVE_ALLOCATEverb.
 RECEIVE_ALLOCATEverb with no pendingincoming allocation request.
 Cannot occur; pendingallocation requests fornonqueued operationscannot run out of time.
 HoldRECEIVE_ALLOCATEverb.
 Wait for incomingallocation request or forallotted time to expire.
 HoldRECEIVE_ALLOCATEverb.
 Wait for incomingallocation request or for theallotted time to expire.
 Transaction programoperation ends.
 Nothing happens. Nothing happens. If there is a pendingallocation request, reloadthe program; otherwise,
 reload on the nextincoming allocation request.
 Using the Attach Manager on Communications Server SNA API Clients
 This is only available on the Communications Server SNA APIclients.
 The following sections describe how to start programs that are located onCommunications Server SNA API client machines.
 Defining Transaction Programs for SNA API ClientsThe SNA API Client Attach Manager only supports operator started or nonqueuedattach manager started programs.
 Transaction programs located at client machines require transaction programdefinitions on both Communications Server and client machines in order to beremotely started. Following is the transaction program information required on theserver:
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v Transaction program namev Conversation typev Conversation stylev Synchronization levelv Whether or not conversation security is required
 Communications Server will verify this information when the incoming allocatearrives. In addition, the local LU that receives the incoming allocation request mustbe enabled to route the request to the client machine.
 The client attach manager must have a transaction program defined so that itknows how to start the requested program. Following is the transaction programinformation required on the client:v Transaction program namev The local LU that receives the incoming allocation requestv The path name of the programv Any parameters that need to be passed to the transaction program
 Once these definitions are complete and the client attach manager is started,incoming allocates for transaction programs located on client machines will berouted to the client for processing.
 The default local LU alias for each user can be assigned using the appropriateconfiguration utility, either INI configuration or LDAP.
 Attach manager started programs can also choose to use a default local LU aliasrather than specify one directly. When the local_LU_alias field is left blank in theattach manager record, the attach manager uses the configured default local LUalias when processing incoming conversation requests.
 Starting the SNA API Client Attach ManagerUsers can start and stop the client attach manager while the SNA node is active.
 The client attach manager needs to be started only in clients that run remotelystarted transaction programs. The attach manager does not need to be started in anode if all transaction programs in the node initiate conversations (that is, they allissue APPC [MC_]ALLOCATE or [MC_]SEND_CONVERSATION verbs).
 To start the client attach manager, click the attach manager icon located inCommunications Server for SNA client folder. This will connect the attach managerto the configured Communications Server and send the list of transactiondefinitions that have been defined for that client.
 The Attach Manager Panel displays the list of configured transaction programs andthe name of the configured Communications Server. To stop the attach manager,select Quit.
 Attention: If you have the Windows 95, Windows 98, Windows NT, or Windows2000 taskbar active, please note the attach manager icon (Attach Managerindicator) in the right corner next to the clock. A double left-click displays theAttach Manager Panel; a single right-click hides the Attach Manager Panel toreduce clutter from the screen. When the Attach Manager is stopped, the indicatoricon disappears.
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Attention: On Windows NT, Windows 2000, and Windows 95, you can also startthe attach manager from an MS-DOS prompt with one of the following commandline options to control whether the Attach Manager Panel is displayed, andwhether the Attach Manager indicator is displayed:v The -i option causes the attach manager to start without the Attach Manager
 Panel being displayed.v The -h option causes the attach manager to start without the Attach Manager
 Panel being displayed. The indicator is not provided, so only use this optionwhen your connectivity is good and you want to prevent others from using theAttach Manager Panel.
 v The -q option causes the Attach Manager to exit. This option is most usefulwhen the Attach Manager is started with the -h option.
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Chapter 4. Writing a Transaction Program
 This chapter describes issues to consider when planning and writing transactionprograms to APPC. When developing a transaction program, you must choosebetween certain design alternatives. The following list describes the design issuesto consider:v Choosing either basic or mapped conversationsv Choosing either half-duplex or full-duplex conversationsv Deciding whether to start conversations with or without confirmationv Using the security featuresv Providing for conversion of ASCII names and data (if necessary)
 The first part of this chapter provides background information on the applicationprotocols, conversation states, Personal Communications support tasks, and dataformats. The rest of this chapter describes specific requirements for developing atransaction program.
 Note: Throughout this chapter, LU 6.2 refers to both Personal Communicationsand Communications Server.
 Application ProtocolsThe LU 6.2 enables program-to-program communication. The design of yourprogram depends on the protocols that you define and the communication thatyour program must accomplish.
 In addition to any rules that you define for your program, LU 6.2 defines rulesthat your program must follow when using a conversation. To enforce these rules,LU 6.2 manages the state of your conversation and allows your program toperform certain operations only when the conversation is in the correct state. Forexample:v Your program cannot send data unless it has permission to send.v Your program cannot receive data unless the partner program has permission to
 send.v Your program cannot use a conversation after it has been deallocated.
 For more information, see the conversation state tables in Appendix C, “APPCConversation State Transitions” on page 343 or Appendix C of the CommonProgramming Interface Communications CPI-C Reference Version 2.0 (SC26–4399) for acomplete list of states and permissible operations.
 Available Program LU 6.2 ServicesThis section describes the LU 6.2 services that your transaction program can use tocommunicate with another transaction program.
 Allocate a Conversation
 Requests the local LU to start a conversation with a partner transaction program ina partner LU.
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Corresponding APPC verbs: ALLOCATE, and MC_ALLOCATE,SEND_CONVERSATION, and MC_SEND_CONVERSATION.
 Corresponding CPI-C call: CMALLC.
 Send Data
 Sends data to the partner program.
 Corresponding APPC verbs: SEND_DATA and MC_SEND_DATA.
 Corresponding CPI-C call: CMSEND.
 Force Data in the Internal Buffers to Be Sent
 Forces the LU to send to the partner program all data it is holding in an internalbuffer.
 Note: You do not normally have to use this service to cause the LU to send thedata. The LU automatically sends the data it stores in an internal bufferwhen the buffer is full or when it determines that your program hasfinished sending.
 Corresponding APPC verbs: FLUSH and MC_FLUSH.
 Corresponding CPI-C call: CMFLUS.
 Receive Data
 Receives data from the partner program.
 Corresponding APPC verbs: RECEIVE_AND_WAIT, RECEIVE_IMMEDIATE,MC_RECEIVE_AND_WAIT, and MC_RECEIVE_IMMEDIATE.
 Corresponding CPI-C call: CMRCV.
 Send Expedited Data
 Sends expedited data to the partner program.
 Corresponding APPC verbs: SEND_EXPEDITED_DATA andMC_SEND_EXPEDITED_DATA.
 Corresponding CPI-C call: CMSNDX.
 Receive Expedited Data
 Receives expedited data to the partner program.
 Corresponding APPC verbs: RECEIVE_EXPEDITED_DATA andMC_RECEIVE_EXPEDITED_DATA.
 Corresponding CPI-C call: CMRCVX.
 Request Permission to Send
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Requests from the partner program permission to send data.
 Corresponding APPC verbs: REQUEST_TO_SEND and MC_REQUEST_TO_SEND.
 Corresponding CPI-C call: CMRTS.
 Grant Permission to Send
 Gives the partner program permission to send data.
 Corresponding APPC verbs: PREPARE_TO_RECEIVE andMC_PREPARE_TO_RECEIVE.
 Corresponding CPI-C call: CMPTR.
 Request Confirmation
 Requests the partner program to confirm that all data has been received andprocessed successfully.
 Corresponding APPC verbs: CONFIRM and MC_CONFIRM.
 Corresponding CPI-C call: CMCFM.
 Accept or Reject Confirmation
 Sends a reply to a confirmation request.
 Corresponding APPC verbs: CONFIRMED, MC_CONFIRMED, SEND_ERROR, andMC_SEND_ERROR.
 Corresponding CPI-C calls CMCFMD and CMSERR.
 Request to Be Posted When Information Is Available
 Requests that the LU post an event when the conversation has informationavailable to be received.
 Corresponding APPC verb: RECEIVE_AND_POST.
 Report an Error
 Reports that an error has occurred.
 Corresponding verbs: SEND_ERROR and MC_SEND_ERROR.
 Corresponding CPI-C call: CMSERR.
 Obtain Conversation Attributes
 Obtains the attributes of a conversation. These attributes includev Name of the local LUv Name of the partner LUv Name of the session’s transmission service modev Type of confirmation protocols supported by the conversationv Type of conversation
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Corresponding verbs: GET_ATTRIBUTES, MC_GET_ATTRIBUTES, and GET_TYPE.
 Deallocate a Conversation
 Ends a conversation with the partner program.
 Corresponding verbs: DEALLOCATE and MC_DEALLOCATE.
 Choosing a Conversation TypeThis section discusses issues you should consider when choosing between basicand mapped conversations.
 Consistency of Conversation TypeThe conversation type you use, designated by the ALLOCATE verb, must beconsistent for the entire conversation. You cannot use basic conversation verbs forsome requests and mapped conversation verbs for other requests. LU 6.2 rejectsthe verbs if you change from one type of verb to another within a conversation. Aremotely initiated transaction program can issue the GET_TYPE verb to determinethe conversation type.
 A program can issue only basic conversation verbs for a basic conversation. Aprogram using a mapped conversation can issue either basic or mapped verbs. Itmust, however, issue verbs of only one format, either basic or mapped.
 You can provide your own mapped conversation support using only basicconversation verbs for a conversation designated as mapped. If you choose toprovide your own mapped conversation support, your program must conform tothe mapped conversation formats and protocols.
 See the SNA Format and Protocol Reference Manual: Architecture Logic for LU Type 6.2and the Systems Network Architecture LU 6.2 Reference: Peer Protocols for moreinformation on mapped conversation formats and protocols.
 Sending DataUse a basic conversation when you need to optimize your program’s performanceby sending the data from a buffer that contains more than one logical record or apartial logical record. Basic conversations can improve your program’s executionefficiency by enabling your program to send several logical records with onerequest.
 To use the basic conversation, your program must provide a 2-byte logical lengthfield (LL field) at the beginning of every logical record wherev The last 15 bits of the LL field contain a binary value equal to the length of the
 logical record, including the 2-byte length field. The 15-bit limit restricts thevalue to a maximum of 32,767 (32,765 bytes of user data plus the 2-byte lengthfield). If you use a value larger than 32,767, LU 6.2 cannot detect the error anduses the last 15 bits of the LL field anyway.The smallest value possible is 2 (the LL field followed by no data). If you use avalue that is less than 2, LU 6.2 indicates an error.
 v LU 6.2 ignores the first bit of the LL field. This bit is a concatenation indicator.If the concatenation indicator is set, the transaction program must append thedata from the following logical record to the data received up to that point. Thisconcatenation process should continue until the transaction program receives a
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record in which the concatenation indicator is not set. This definition allows youto use higher level records (GDS variables) that are longer than 32,767 bytes.
 v You must manage the reversal of byte values in your PC.The PC stores all numeric 16- or 32-bit values with the low-order (leastsignificant) byte stored in the lower numbered address. Therefore, if atransaction program computes the length of a logical message and stores thatvalue as the LL field, the 2 bytes appear in memory with the low-order bytefirst, and your PC will send the bytes in this order (incorrectly) over thecommunication line.The transaction program is responsible for putting all transaction-level data,including LL fields, in the correct order (high-order byte first).
 Use a mapped conversation if you do not need to send partial logical records ormore than one logical record. When you send data with the mapped conversationverbs, LU 6.2 assumes that the buffer contains exactly one complete higher levelrecord (GDS variable). The mapped conversation support automatically provideslength fields in the correct byte-reversed order and uses concatenated logicalrecords as needed.
 Receiving DataUse a basic conversation when you need to receive more than one logical record inone buffer. This option can improve your program’s execution efficiency byenabling it to receive several logical records with one request (the BUFFER option).
 When you use this basic conversation feature, LU 6.2 places the logical records inyour buffer with the 2-byte LL fields intact. The bytes are reversed from normalIBM-compatible PC order.
 Your program must examine the returned fields of the verb to determine if it hasreceived a complete logical record and, if so, where the next logical record begins.LU 6.2 provides the rest of an incomplete logical record after a subsequent requestto receive data.
 If you want to receive one higher/user level record with a single request, use amapped conversation. As you receive data with the mapped conversation verbs,LU 6.2 ends the receive operation when your program receives a completehigher/user level record or when your buffer is full. LU 6.2 supplies a return codewhen it fills your buffer before your program has received a complete logicalrecord.
 Your program can receive the rest of the higher/user level record by issuing asubsequent request to receive data. The LU 6.2 mapped conversation supportremoves any length fields and automatically concatenates logical records asnecessary.
 Reporting Errors and Abnormal TerminationUse a basic conversation for the following reasons:v To distinguish between errors detected by your program and errors detected by
 an application that is using your programv To distinguish between an abnormal termination caused by your program and
 one caused by an application using your program
 When reporting an error or when abnormally terminating a conversation with anLU service program, the basic conversation verbs enable you to indicate which
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program detected the error. When the partner LU reports the error to the partnerprogram with a return code, the value of the return code indicates where LU 6.2detected the error.
 If you do not need to distinguish between errors detected by your program anderrors detected by other applications, use a mapped conversation. The mappedconversation verbs assume that your program detected the error.
 Sending an Error Log Data RecordUse a basic conversation to send a log record when you detect an error orabnormally terminate a conversation. The basic conversation verbs enable you tospecify an error log GDS variable when you report an error or abnormallyterminate a conversation. LU 6.2 sends this log record to the local log and to thepartner LU to be recorded in that log. This feature is useful when your programdetects a critical or unrecoverable error and you want the program to record theevent to help determine the problem.
 If you send an error log GDS variable, the format of the record must conform tothe formats defined by SNA. See the IBM Systems Network Architecture Formats formore information on the error log GDS variable format.
 Use a mapped conversation if you do not need to send a log record when youdetect an error or abnormally terminate a conversation. The mapped conversationverbs assume that your program does not need to record error data in the log tohelp determine the problem.
 Abnormally Terminating because of a TimeoutTo indicate that your program has abnormally terminated the conversation becauseof a timeout, use a basic conversation. When abnormally terminating yourconversation, the basic conversation verbs enable you to indicate that yourprogram is abnormally terminating the conversation because the partner programhas not done the necessary processing in the time allowed. When LU 6.2 reportsthe error to the partner transaction program, the return code value indicates that atimeout caused the abnormal termination.
 If you do not need to report the cause of an abnormal termination, use a mappedconversation. The mapped conversation verbs assume that your program requestedthe abnormal termination because of a critical or unrecoverable error.
 Requesting ConfirmationRequesting confirmation is an efficient way to determine that the partner programhas received all the data sent so far. If you plan to request confirmation during theconversation, the allocation transaction must indicate this fact when you requestthe allocation of the conversation.
 If you use conversation verbs that do not request confirmation, you should notrequest the allocation of a conversation supporting confirmation services.
 You can write a transaction program to participate in conversations that useconfirmation requests and in conversations that do not use confirmation requests.
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Choosing between Half-Duplex and Full-Duplex ConversationsOn a half-duplex conversation, only one program has the right to send data at atime. The right to send data must be transferred to the partner program when theprogram has finished sending and is ready to receive data. On a full-duplexconversation, both programs have the right to send data at the same time and cantherefore send and receive data simultaneously. For example, the inquiry anddatabase update types of conversation are naturally half-duplex.
 Use a half-duplex conversation if the data that your program receives nextdepends on the partner program’s processing of the data your program is currentlysending. For example, the inquiry and database update types of conversations arenaturally half-duplex.
 Use a half-duplex conversation if your program uses confirmation services.Confirmation is not supported on full-duplex conversations.
 Use a full- duplex if the data that your program sends is independent of the datathat the partner program sends. For example, an industrial process controlprogram that continuously sends information from sensory devices (for example,temperature, pressure, concentration level) and simultaneously receives andprocesses operational instructions from a manager program, should use afull-duplex conversation.
 You can write a transaction program to participate in conversations that useconfirmation requests and in conversations that do not use confirmation requests.
 Choosing a Transaction Program NameWhen you name a transaction program, choose a name that has a first characterwith an EBCDIC code greater than an EBCDIC blank (X'40'). Transaction programnames containing first characters with EBCDIC codes less than X'40' are reservedfor service transaction programs. Transaction program names can include up to 64characters.
 Using the Security FeaturesLU 6.2 provides one of two types of security functions: partner LU verification andend-user verification.Partner LU verification is a session-level security protocol thattakes place at the time the session is activated. End-user verification is aconversation-level security protocol that takes place at the time a conversation isstarted.
 Partner LU Verification (Session-Level Security)Partner LU verification is performed by an exchange of security informationbetween the two LUs. This exchange is called session-level security. This level ofsecurity is generally required when the communications network is not physicallysecure. The local LU and the remote LU each provide a password, and LU 6.2performs encryption for password verification.It is recommended, but not required,that each LU pair have a unique password.
 End-User Verification (Conversation-Level Security)End-user verification is used to enable the requested application subsystem toverify the identity of the requester before providing access to the requestedtransaction program and its resources. The security information exchanged can
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include a user ID and a password. The user IDs provided by conversation-levelsecurity can also be used for auditing and accounting purposes.
 In conversation-level security, the requesting transaction program provides thesecurity information on the ALLOCATE verb, and the remote applicationsubsystem performs the verification. If the requesting transaction program has notsupplied the correct user ID and password, the remote application subsystemrejects the request.
 An intermediate transaction program (one started by another transaction program)that requires conversation-level security can be used to access an additionaltransaction program that requires conversation-level security. In this case, analready-verified indicator is set in the allocation request for the additionaltransaction program. The user ID saved from the first request, which initiated theintermediate transaction program, is automatically supplied in the second request.
 Converting between EBCDIC and ASCIILU 6.2 assumes that the interface between it and the transaction program (or theapplication subsystem) uses EBCDIC characters where specified by the verb. Thesevalues include the transaction program name, the partner LU name supplied onALLOCATE, the mode name, the user ID, and the user password. If your programstores the incoming names in ASCII, it must be prepared to perform conversionsbetween ASCII and EBCDIC.
 Whether a transaction program needs to translate data depends on a privateagreement between the partner transaction programs. If your program iscommunicating with a node that normally uses EBCDIC, you should convert datato EBCDIC as appropriate.
 As a convenience, LU 6.2 provides the CONVERT verb, which converts ASCIIcodes to EBCDIC or EBCDIC codes to ASCII. For more information, see“CONVERT” on page 274.
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Chapter 5. Implementing APPC Transaction Programs
 This chapter describes the implementation of APPC Transaction Programs usingthe dynamic link library (DLL) file provided.
 The implementation of APPC is designed to be binary compatible with Microsoft®
 NT SNA Server on Windows machines, and similar to the implementation of theAPPC interface of OS/2 Communications Manager/2 Version 1.0.
 Writing Transaction ProgramsA dynamic link library (DLL) file is provided that handles APPC verbs.
 The DLL is reentrant; multiple application processes and threads can call the DLLconcurrently.
 APPC verbs have a straightforward language interface. Your program fills in fieldsin a block of memory called a verb control block (VCB). Then it calls the APPC DLLand passes a pointer to the verb control block. When its operation is complete,APPC returns, having used and then modified the fields in the VCB. Your programcan then read the returned parameters from the verb control block.
 Table 8 shows source module usage of supplied header files and libraries neededto compile and link APPC programs. Some of the header files may include otherrequired header files.
 Table 8. Header Files and Libraries for APPC
 OperatingSystem *
 Header File Library DLL Name
 WIN32 WINAPPC.H WAPPC32.LIB WAPPC32.DLL
 WIN3.1 WINAPPC.H WINAPPC.LIB WINAPPC.DLL
 OS/2 APPC_C.H APPC.LIB APPC.DLL
 *WIN32 = Windows 95, Windows 98, Windows NT, Windows Me, Windows 2000,and Windows XP
 *WIN3.1 = Windows 3.1 (available only on Communications Server)
 Option Sets SupportedPersonal Communications and Communications Server support the followingAPPC option sets. Refer to SNA Transaction Programmer’s Reference for LU type 6.2for a fuller description of each option set.
 101 Flush the LU send buffer.
 102 Get attributes.
 103 Post on receipt with test for posting (through the RECEIVE_AND_POSTverb).
 104 Post on receipt with wait (through the RECEIVE_AND_POST verb).
 105 Prepare to receive.
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106 Receive immediate.
 109 Get transaction program name and instance identifier.
 110 Get conversation type.
 112 Full-duplex conversation and expedited data.
 Option 112 is not supported on Communications Server SNA APIclients for OS/2 and Windows 3.1.
 113 Nonblocking support.
 201 Queued allocation of a contention-winner session.
 203 Immediate allocation of a session.
 204 Conversations between programs located at the same LU.
 205 Queued allocation or when session is free.
 211 Session level LU-LU verification.
 212 User ID verification.
 213 Program-supplied user ID and password.
 214 User ID authorization.
 241 Send PIP data.
 242 Receive PIP data.
 243 Accounting.
 244 Long locks.
 245 Test for request-to-send received.
 247 User control data.
 251 Extract translation and conversation correlator.
 290 Logging of data in a system log.
 291 Mapped conversation LU services component.
 401 Reliable one-way brackets.
 501 CHANGE_SESSION_LIMIT verb.
 502 ACTIVATE_SESSION verb.
 504 DEACTIVATE_SESSION verb.
 505 LU-definition verb.
 601 MIN_CONWINNERS_TARGET parameter.
 602 RESPONSIBLE(TARGET) parameter.
 603 DRAIN_TARGET(NO) parameter.
 604 FORCE parameter.
 605 LU-LU session limit.
 606 Locally known LU names.
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607 Uninterpreted LU names.
 610 Maximum RU size bounds.
 612 Contention winner automatic activation limit.
 613 Local maximum (LU, mode) session limit.
 616 CPSVCMG mode name support.
 Full-Duplex VCBsTo identify definitions for the format 1 VCB that are needed for full-duplexconversations and to send and receive expedited data, the transaction programmust define a compiler constant called WINAPPC_FORMAT_1 before includingthe WINAPPC.H header file. This can be achieved in C language as follows:
 #define WINAPPC_FORMAT_1#include <winappc.h>
 If this constant is not defined, only the format zero versions of the VCBs will beaccessible from the application.
 Queue-Level NonblockingPersonal Communications and Communications Server APPC API supportqueue-level nonblocking. This support is provided through the APPC entry point.
 Nonblocking operation enables control to be returned to the application ifprocessing of a verb cannot be completed immediately, so that the application cancontinue other processing until it is notified that the outstanding verb hascompleted. Queue-level nonblocking means that the application can issuenonblocking verbs for different queues and have the verbs processedsimultaneously by Personal Communications. The application can also issue asuccession of nonblocking verbs for a given queue without waiting for any of theverbs to complete.
 Personal Communications and Communications Server maintain six queues fornonblocking verbs:v An allocate queue (one for each active transaction program)v A send/receive queue (one per conversation, half-duplex only)v A send queue (one per full-duplex conversation)v A receive queue (one per full-duplex conversation)v A send-expedited queue (one per conversation)v A receive-expedited queue (one per conversation)
 All six queue types can hold an unlimited number of verbs. Nonblocking verbs arequeued if another (blocking or nonblocking) verb is being processed by either thePersonal Communicationsor Communications Server program. Verbs in an allocatequeue are processed concurrently, whereas verbs in the other queues are processedone at a time, in the order in which they are received by either program.
 The application notifies Personal Communications or Communications Server thatit wants a verb to be processed in nonblocking mode by setting a flag in the opextfield, AP_NON_BLOCKING. The application can supply an event handle withany nonblocking verb that is used to notify the application of asynchronous verbcompletion. This handle is passed to Personal Communications in the
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SECONDARY_RC field. If no handle is specified, the application is notified thatthe verb has completed when the next verb on that queue specifies that a handlecompletes.
 It is guaranteed that all preceding verbs with no handle are complete when theevent is signaled after completion of a verb on the same queue that does notspecify a handle.
 When a nonblocking verb returns the flagAP_OPERATION_INCOMPLETE_FLAG, it is set in the opext field.
 The APPC verbs that can be issued in nonblocking mode on the allocate queue are:(MC_)ALLOCATE(MC_)SEND_CONVERSATION
 The APPC verbs that can be issued in nonblocking mode on the send/receivequeue are:
 (MC_)CONFIRM(MC_)CONFIRMED(MC_)DEALLOCATE(MC_)FLUSH(MC_)PREPARE_TO_RECEIVE(MC_)RECEIVE_AND_WAIT(MC_)RECEIVE_IMMEDIATE(MC_)SEND_DATA(MC_)SEND_ERROR
 The APPC verbs that can be issued in nonblocking mode on the send queue (forfull-duplex conversations) are:
 (MC_)DEALLOCATE(MC_)FLUSH(MC_)SEND_DATA(MC_)SEND_ERROR
 The APPC verbs that can be issued in nonblocking mode on the receive queue (forfull-duplex conversations) are:
 (MC_)RECEIVE_AND_WAIT(MC_)RECEIVE_IMMEDIATE
 The APPC verb that can be issued in nonblocking mode on the receive-expeditedqueue (for full-duplex conversations) is:
 (MC_)RECEIVE_EXPEDITED_DATA
 The APPC verbs that can be issued in nonblocking mode on the send-expeditedqueue are:
 (MC_)REQUEST_TO_SEND(MC_)SEND_EXPEDITED_DATA
 The following APPC verbs are always processed asynchronously but are notassociated with any queue:
 (MC_)RECEIVE_AND_POST(MC_)TEST_RTS_AND_POST
 Personal Communications and Communications Server APPC verbs that cannot beissued in nonblocking mode (and are processed in blocking mode if the applicationsets the nonblocking flag) are:
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(MC_)GET_ATTRIBUTESGET_TP_PROPERTIESGET_TYPERECEIVE_ALLOCATETEST_RTSTP_ENDEDTP_STARTEDCNOS
 An application cannot issue verbs in nonblocking mode for the send/receive queueor the send-expedited queue until an ALLOCATE or RECEIVE_ALLOCATE verbhas returned successfully (Personal Communications returnsAP_PARAMETER_CHECK, and AP_BAD_CONV_ID).
 A nonblocking verb issued for the send/receive queue or the send-expeditedqueue, with another (blocking or nonblocking) verb currently outstanding on thesame queue, is added to that queue, and is only processed when the outstandingverb has completed.
 A blocking verb issued when any other verb (for the same conversation) isoutstanding, is rejected by Personal Communications (with primary_rcAP_TP_BUSY). Note that RECEIVE_AND_POST is treated as a blocking verb inthis respect, but TEST_RTS_AND_POST can be issued with other verbsoutstanding on the same conversation (and is not placed in any of the nonblockingverb queues). A blocking verb issued when there are no verbs on the same queueis processed as normal even though there may be verbs on other queues. Note thatTEST_RTS, GET_ATTRIBUTES, GET_STATE and GET_TYPE are not associatedwith a queue and may be executed at any time and will never returnAP_TP_BUSY.
 Default Local LUPersonal Communications and Communications Server support default local LUsfor both dependent and independent LU 6.2. The default LU is used when theTP_STARTED verb (see “TP_STARTED” on page 81) is issued with a blanklu_alias field. For independent LU 6.2, the default LU is the control point LU.Personal Communications also allows the specification of a default local LU to beused instead of the control point LU. For dependent LU 6.2, a local LU pool isused. Refer to System Management Programming for details on theDEFINE_LOCAL_LU verb. Personal Communications choose an LU from thedefault pool, or use the control point LU, as follows:v If LUs have been configured as members of the default local LU pool, Personal
 Communications choose an LU from the pool that is not in use. If all the LUs inthe pool are in use, the TP_STARTED verb fails.
 v If no LUs have been configured as members of the default local LU pool,Personal Communications use the control point LU.
 v For Personal Communications, a default Local LU can be specified. Refer toConfiguration File Reference for details.
 The following information only applies to Communications ServerWindows 95, Windows 98, Windows NT, Windows Me, andWindows 2000 SNA API clients.
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The default local LU alias for each user can be assigned using the appropriateconfiguration utility, either INI configuration or LDAP.
 APPC programs can choose to use a default local LU alias rather than specify onedirectly. When an APPC program issues a TP_START verb with the local LU aliasfield set to binary zeroes, the APPC API uses the configured default local LU alias.
 QEL/MU Support
 This is only available on the Communications Server SNA APIclients.
 Communications Server now provides support for IPX- or TCP/IP-attached clientsrunning emulator software packages that implement Novell’s QueueElement/Message Unit (QEL/MU) architecture for 3270 emulation. This includessupport for popular client features, including dedicated, pooled, and public LUcategories (sometimes referred to as resource types) and load balancing.
 Refer to Novell NetWare for SAA 3270 Client Interface Guide and Reference P/N100-00218-001 for information on implementing QEL/MU emulator softwarepackages.
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Chapter 6. Implementing CPI-C Programs
 This chapter documents the details of the Personal Communications support forthe CPI-C interface. It covers these main areas:v Techniques for compiling and linking CPI-C programsv Methods of preparing and executing CPI-C programsv Features of the CPI-C versions supported by Personal Communications
 The Personal Communications implementation of CPIC is designed to be binarycompatible with Microsoft NT SNA Server on Windows machines, and similar tothe implementation of the CPIC interface of OS/2 Communications Manager/2and Communications Server/2.
 Note: Included in this chapter is information on the CPIC API provided by thefollowing systems:v Communications Server running on Windows NT or Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with theCommunications Server/NT product
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
 Writing CPIC ProgramsPersonal Communications provide a dynamic link library (DLL) file that handlesCPIC calls.
 The DLL is reentrant; multiple application processes and threads can call the DLLconcurrently.
 Table 9 shows source module usage of supplied header files and libraries neededto compile and link CPIC programs. Some of the header files may include otherrequired header files.
 Table 9. Header Files and Libraries for CPIC
 Operating System* Header File Library DLL Name
 WIN32 WINCPIC.H WCPIC32.LIB WCPIC32.DLL
 WIN3.1 WINCPIC.H WINCPIC.LIM WINCPIC.DLL
 OS/2 CPIC_C.H CPIC16.LIB orCPIC32.LIB
 CPIC.DLL
 *WIN32 = Windows 95, Windows 98, Windows NT, Windows Me, Windows 2000,and Windows XP
 *WIN3.1 = Windows 3.1 (available only on Communications Server)
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CPI-C VersionsThe CPI-C interface has gone through several version changes and extensions. Youshould be aware of these versions for two reasons:v If you are maintaining or porting an existing program, you need to know which
 function calls are portable and which you might need to change if you changeversions.
 v If you are writing a new program, you need to be aware when you are writingcode that is dependent on a particular version.
 CPI-C Conformance Class SupportThe following CPI-C 2.1 conformance classes are supported as defined by the IBMdocument Common Programming Interface Communications CPI-C Reference Version2.1 (SC26-4399-08).
 For details on which classes are not supported by Communications Server clients,see the notepad icon throughout this chapter.
 This icon denotes important information.
 The conversation conformance class allows programs to start and end half-duplexconversations.
 Starter Set calls:CMACCP
 Accept_ConversationCMALLC
 AllocateCMDEAL
 DeallocateCMINIT
 Initialize_ConversationCMRCV
 ReceiveCMSEND
 Send_DataAdvanced Function Calls:CMCFM
 ConfirmCMCFMD
 ConfirmedCMECS
 Extract_Conversation_StateCMECT
 Extract_Conversation_TypeCMEMBS
 Extract_Maximum_Buffer_SizeCMEMN
 Extract_Mode_NameCMESL
 Extract_Sync_Level
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CMFLUSFlush
 CMPTRPrepare_To_Receive
 CMRTSRequest_To_Send
 CMSERRSend_Error
 CMSCTSet_Conversation_Type
 CMSDTSet_Deallocate_Type
 CMSF Set_FillCMSLD
 Set_Log_DataCMSMN
 Set_Mode_NameCMSPTR
 Set_Prepare_To_Receive_TypeCMSRT
 Set_Receive_TypeCMSRC
 Set_Return_ControlCMSST
 Set_Send_TypeCMSSL
 Set_Sync_LevelRequired sync_level values:CM_NONE or CM_CONFIRM
 CMSTPNSet_TP_Name
 CMTRTSTest_Request_To_Send_Received
 LU 6.2 conformance class allows a program to use LU 6.2 specific services:CMEPLN
 Extract_Partner_LU_NameCMSED
 Set_Error_DirectionCMSPLN
 Set_Partner_LU_Name
 The conversation-level non-blocking conformance class allows a program toregain control if a call cannot complete immediately.CMCANC
 Cancel_ConversationCMSPM
 Set_Processing_ModeCMWAIT
 Wait_For_Conversation
 The server conformance class allows a program to register multiple transactionprogram names with CPI-C, to accept multiple incoming conversations, and tomanage contexts for different clients.CMACCI
 Accept_Incoming
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CMECTXExtract_Conversation_Context
 CMECTX Extract_Conversation_Context is not supported for theCommunications Server Windows 3.1 client.
 CMETPNExtract_TP_Name
 CMRLTPRelease_Local_TP_Name
 CMINICInitialize_For_Incoming
 CMSLTPSpecify_Local_TP_Name
 The data conversion conformance class routine allows a program to call localroutines to change the encoding of a character string from the local encoding toEBCDIC, or vice versa.CMCNVI
 Convert_IncomingCMCNVO
 Convert_Outgoing
 The security conformance class allows a program to establish conversations thatuse access security information in side information or set directly by the program.CMESUI
 Extract_Security_User_IDCMSCSP
 Set_Conversation_Security_PasswordCMSCST
 Set_Conversation_Security_TypeRequired conversation_security_type values:CM_SECURITY_NONECM_SECURITY_PROGRAMCM_SECURITY_PROGRAM_STRONGCM_SECURITY_SAME
 CMSCSUSet_Conversation_Security_User_ID
 Queue-Level Non-Blocking for regain of control if a call cannot complete.CMCANC
 Cancel_ConversationCMSQPM
 Set_Queue_Processing_ModeCMWCMP
 Wait_For_Completion
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Queue-Level Non-Blocking is not supported for theCommunications Server Windows 3.1 client.
 Callback Function for regaining control if a call cannot complete.CMCANC
 Cancel_ConversationCMSQCF
 Set_Queue_Callback_Function
 Callback Function is not supported for the Communications ServerWindows 3.1 or OS/2 clients.
 Secondary Information allows you to extract secondary error return information.CMESI
 Extract_Secondary_Information
 Secondary Information is not supported for the CommunicationsServer Windows 3.1 client.
 The following classes are not supported on the Communications Server SNA APIclients for OS/2 and Windows 3.1.
 Full-Duplex allows user access to full-duplex conversations.CMESRM
 Extract_Send_Receive_ModeCMSSRM
 Set_Send_Receive_Mode
 Expedited Data exchanges expedited data with the partner program.CMRCVX
 Receive_Expedited_DataCMSNDX
 Send_Expedited_Data
 The following Conformance Classes are not supported.OSI TP servicesRecoverable Transactions (for resource recovery interface)Unchained Transactions (for recoverable transactions)Distributed Security (user security services of distributed security server)Directory (user designated information stored in a distributed directory)
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CPI-C FunctionsAll the CPI-C functions supported by Personal Communications are listed inTable 10. Use this table for reference when you are maintaining an old program orwhen you are writing a new program that must remain compatible with someexisting system.
 Note: When writing a CPI-C application for the MS Windows SNA API client,specify the local transaction program via the Specify_Local_TP-Name(cmsltp) call before accepting an incoming conversation via theAccept_Conversation (cmaccp) call.
 Table 10. Personal Communications Client Support of CPI-C Functions
 Function Long Name
 WindowsNT andWindows2000 ServerandPersonalComm.
 Windows95,Windows98,WindowsNT, andWindows2000Clients
 OS/2Client
 cmaccp Accept_Conversation x x xcmacci Accept_Incoming x x xcmallc Allocate x x xcmcanc Cancel_Conversation x x xcmcfm Confirm x x xcmcfmd Confirmed x x xcmcnvi Convert_Incoming x x xcmcnvo Convert_Outgoing x x xcmdeal Deallocate x x xxcmdsi Delete_CPIC_Side_Information x - -cmectx Extract_Conversation_Context x x xxcecst Extract_Conversation_Security_Type x x xcmecst Extract_Conversation_Security_Type x x xcmecs Extract_Conversation_State x x xcmect Extract_Conversation_Type x x xxcmesi Extract_CPIC_Side_Information x x xcmembs Extract_Maximum_Buffer_Size x x xcmemn Extract_Mode_Name x x xcmepln Extract_Partner_LU_Name x x xcmesi Extract_Secondary_Information x x xcmesui Extract_Security_User_ID x x xcmecsu Extract_Security_User_ID x x xxcecsu Extract_Security_User_ID x x xcmesrm Extract_Send_Receive_Mode x x -cmesl Extract_Sync_Level x x xxceti Extract_TP_ID x x xcmetpn Extract_TP_Name x x xcmflus Flush x x xcminit Initialize_Conversation x x xxcinct Initialize_Conversation_For_TP x x xcminic Initialize_For_Incoming x x xcmptr Prepare_To_Receive x x xcmrcv Receive x x xcmrcvx Receive_Expedited x x -
 48 Client/Server Communications Programming

Page 67
						

Table 10. Personal Communications Client Support of CPI-C Functions (continued)
 Function Long Name
 WindowsNT andWindows2000 ServerandPersonalComm.
 Windows95,Windows98,WindowsNT, andWindows2000Clients
 OS/2Client
 cmrltp Release_Local_TP_Name x x xcmrts Request_To_Send x x xcmsend Send_Data x x xcmsndx Send_Expedited x x -cmserr Send_Error x x xcmscsp Set_Conversation_Security_Password x x xxcscsp Set_Conversation_Security_Password x x xcmscst Set_Conversation_Security_Type x x xxcscst Set_Conversation_Security_Type x x xcmscsu Set_Conversation_Security_User_ID x x xxcscsu Set_Conversation_Security_User_ID x x xcmsct Set_Conversation_Type x x xxcmssi Set_CPIC_Side_Information x - -cmsdt Set_Deallocate_Type x x xcmsed Set_Error_Direction x x xcmsf Set_Fill x x xcmsld Set_Log_Data x x xcmsmn Set_Mode_Name x x xcmspln Set_Partner_LU_Name x x xcmsptr Set_Prepare_To_Receive_Type x x xcmspm Set_Processing_Mode x x xcmsqcf Set_Queue_Callback_Function x x xcmsqpm Set-Queue_Processing_Mode x x xcmsrt Set_Receive_Type x x xcmsrc Set_Return_Control x x xcmssrm Set_Send_Receive_Mode x x -cmsst Set_Send_Type x x xcmssl Set_Sync_Level x x xcmstpn Set_TP_Name x x xcmsltp Specify_Local_TP_Name x x xxchwnd* Specify_Windows_Handle x x -xcstp Start_TP x x xcmtrts Test_Request_To_Send_Received x x x
 cmwcmp Wait_For_Completion x x xcmwait Wait_For_Conversation x x xxcendt End_TP x x xWinCPICCleanup* x x -WinCPICIsBlocking* - - -WinCPICSetBlockingHook* - - -WinCPICStartup* x x -WinCPICUnhookBlockingHook* - - -
 * indicates: WOSA function for Microsoft Windows
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Table 10. Personal Communications Client Support of CPI-C Functions (continued)
 Function Long Name
 WindowsNT andWindows2000 ServerandPersonalComm.
 Windows95,Windows98,WindowsNT, andWindows2000Clients
 OS/2Client
 x indicates: Supported function- indicates: Unsupported function
 Specifying Service TP Names
 This function is only supported for Communications Server SNAAPI clients.
 You must use special conventions when specifying a service transaction programname with the CMSTPN and CMSLTP functions. Usually, you specify standard TPswith the CPI-C functions. Service transaction programs are specialized transactionprograms that provide common network and system services to other programs orusers. Examples of service transaction programs include scheduler programs,directory services, and spoolers.
 The conventions for specifying a service transaction program name with theCMSTPN and CMSL transaction program functions arev Specify the name with from two to five bytes of ASCII characters.v Specify the first byte of the name, for example, 0x23, with two bytes of ASCII
 characters.– Split the first byte of the name into two nibbles, for example, 2 and 3, and
 specify them in the low- order nibble of each ASCII byte.– Set the high-order nibble of each ASCII byte to 1, which indicates that you are
 specifying a service TP name. Continuing with the example, the first twobytes specified are 0x12 and 0x13.
 v Specify the remaining zero to three bytes of the name as ASCII characters. Forexample, 007.
 Therefore, specify a service transaction program name of 0x23 007, as 0x12 0x13007.
 Additional Options for Setting Local_LUCPI-C applications rely on the DEFAULT_LOCAL_LU for use with TP_STARTED.Unless set otherwise, this is always the LOCAL_LU which matches the LOCAL_CPCP_NAME. This is not always what is desired. For Personal Communications, thesystem environment APPCLLU may be used to refer to any defined LOCAL_LU.The value for APPCLLU must match the LOCAL_LU_ALIAS exactly. It is case andlength sensitive. (Blanks are also counted in the length.) CPI-C functions use thisvalue for any Operator_Started TP.
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Chapter 7. APPC Entry Points
 The following sections describe the procedure entry points for APPC.
 Note: Included in the chapters of Part 1 of this book is information on the APPCAPI provided by the following systems:v Communications Server running on Windows NT or Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with theCommunications Server/NT product
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
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APPC
 You can use this as a synchronous entry point for all of the APPC verbs.Alternatively, you can use this entry point to issue nonblocking verbs by puttingan event handle in the secondary return code field and setting the queue-levelnonblocking flag in the opext field (AP_NON_BLOCKING).
 Syntaxvoid WINAPI APPC(long)
 Input is a pointer to a verb control block.
 Returned ValuesExamine the primary return code and secondary return code for any errors.
 Usage Notes
 See also: “WinAsyncAPPCEx()” on page 55.
 This is the only entry point supported for SNA API OS/2clients.
 APPC
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WinAsyncAPPC()
 This is an asynchronous entry point for all of the APPC verbs. An application usesthis entry point if it chooses to be notified of completion through a Windowsmessage. Personal Communications and Communications Server provide this entrypoint for compatibility with existing applications.
 SyntaxHANDLE WINAPI WinAsyncAPPC(HWND hWnd,long vcb)
 Parameters
 hwnd Window handle to receive completion message.
 vcb Pointer to verb control block.
 Returned ValuesThe return value specifies whether the asynchronous request completedsuccessfully. If the request was successful, the actual return value is a handle. If thefunction was not successful, Personal Communications returns a 0.
 Usage NotesAPPC verbs that can block are as follows:v [MC_]ALLOCATE
 v [MC_]CONFIRM
 v [MC_]CONFIRMED
 v [MC_]DEALLOCATE
 v [MC_]FLUSH
 v [MC_]PREPARE_TO_RECEIVE
 v RECEIVE_ALLOCATE
 v [MC_]RECEIVE_AND_WAIT
 v [MC_]RECEIVE_EXPEDITED_DATA
 v [MC_]REQUEST_TO_SEND
 v [MC_]SEND_CONVERSATION
 v [MC_]SEND DATA
 v [MC_]SEND_ERROR
 v [MC_]SEND_EXPEDITED_DATA
 v TP_ENDED
 v TP_STARTED
 The WinAsyncAPPC entry point permits the verb to be canceled, but does notsupport queue-level nonblocking. The APPC entry point supports queue-levelnonblocking, but does not permit the application to cancel the verb.
 This entry point does not support queue-level nonblocking. If the queue-levelnonblocking flag AP_NON_BLOCKING is specified on the asynchronous interface,Personal Communications ignores it. When using the asynchronous entry point, anapplication can have only one outstanding function in progress on a conversationat a time. An attempt to initiate a second function results in the error codeAP_CONV_BUSY. If an application needs to be notified of asynchronouscompletion through an event handle, it can use either the WinAsyncAPPCEx or
 WinAsyncAPPC()
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Page 72
						

APPC entry point. The exceptions to the previous paragraph areRECEIVE_AND_POST and RECEIVE_AND_WAIT. To enable full use to be madeof the asynchronous support, Personal Communications alters asynchronouslyissued RECEIVE_AND_WAIT verbs to act like the RECEIVE_AND_POST verb.Specifically, while an asynchronous RECEIVE_AND_POST orRECEIVE_AND_WAIT is outstanding, an application can issue the followingverbs on the same conversation:v REQUEST_TO_SEND
 v GET_TYPE
 v GET_ATTRIBUTES
 v TEST_RTS
 v DEALLOCATE (AP_ABEND_PROG, AP_ABEND_SVC, or AP_ABEND_TIMER)v SEND_ERROR
 v TP_ENDED
 This enables an application, such as a server, to use an asynchronousRECEIVE_AND_WAIT to receive data. While the RECEIVE_AND_POST orRECEIVE_AND_WAIT is outstanding, the application can still use SEND_ERRORand REQUEST_TO_SEND.
 When the asynchronous operation is complete, the application’s window hWndreceives the message returned by RegisterWindowMessage with“WinAsyncAPPC” as the input string. The wParam argument contains theasynchronous task handle returned by the original function call. The IParamargument contains the original VCB pointer and can be used to determine the finalreturn code.
 WinAPPCCancelAsyncRequest permits an application to cancel any asynchronousAPPC action, but terminates the related conversation or transaction program asappropriate. Any outstanding operations return with AP_CANCELLED as thereturn code.
 If the function returns successfully, Personal Communications posts aWinAsyncAPPC() message to the application when the operation completes or theconversation is canceled.
 See also:“WinAsyncAPPCEx()” on page 55.“WinAPPCCancelAsyncRequest()” on page 57.
 WinAsyncAPPC()
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WinAsyncAPPCEx()
 This is an asynchronous entry point for all of the APPC verbs. Use this call toenable multiple sessions to be handled on the same thread.
 Use this entry point if you want the application to be notified of completionthrough an event and your application requires the ability to cancel outstandingverbs; otherwise, use the APPC queue-level nonblocking entry point.
 SyntaxHANDLE WINAPI WinAsyncAPPCEx(HANDLE handle,long vcb);
 Parameters
 handleHandle of the event that the application will wait on.
 vcb Pointer to verb control block.
 Returned ValuesThe return value specifies whether the asynchronous request was successful. If thefunction was successful, the actual return value is a handle. If the function was notsuccessful, Personal Communications returns a 0.
 Usage NotesThis verb is intended for use with WaitForMultipleObjects in the Win32 API.
 APPC verbs that can block are as follows:v [MC_]ALLOCATE
 v [MC_]CONFIRM
 v [MC_]CONFIRMED
 v [MC_]DEALLOCATE
 v [MC_]FLUSH
 v [MC_]PREPARE_TO_RECEIVE
 v RECEIVE_ALLOCATE
 v [MC_]RECEIVE_AND_WAIT
 v [MC_]REQUEST_TO_SEND
 v [MC_]SEND_CONVERSATION
 v [MC_]SEND_DATA
 v [MC_]SEND_ERROR
 v TP_ENDED
 v TP_STARTED
 This entry point does not support queue-level nonblocking. If the queue-levelnonblocking flag AP_NON_BLOCKING is specified on the asynchronous interface,Personal Communications ignores it. When using the asynchronous entry point, anapplication can have only one outstanding function in progress on a conversationat a time. An attempt to initiate a second function results in the error codeAP_CONV_BUSY.
 WinAsyncAPPCEx()
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The WinAsyncAPPCEx entry point permits the verb to be canceled, but does notsupport queue-level nonblocking. The APPC entry point supports queue-levelnonblocking, but does not permit the application to cancel the verb. The exceptionsto the previous paragraph are RECEIVE_AND_POST and RECEIVE_AND_WAIT.To enable full use to be made of the asynchronous support, PersonalCommunications alters asynchronously issued RECEIVE_AND_WAIT verbs to actlike the RECEIVE_AND_POST verb. Specifically, while an asynchronousRECEIVE_AND_POST or RECEIVE_AND_WAIT is outstanding, an applicationcan issue the following verbs on the same conversation:v REQUEST_TO_SEND
 v GET_TYPE
 v GET_ATTRIBUTES
 v TEST_RTS
 v DEALLOCATE (AP_ABEND_PROG, AP_ABEND_SVC, or AP_ABEND_TIMER)v SEND_ERROR
 v TP_ENDED
 This enables an application, and in particular, a server application, to use anasynchronous RECEIVE_AND_WAIT to receive data. While theRECEIVE_AND_POST or RECEIVE_AND_WAIT is outstanding, the applicationcan still use SEND_ERROR and REQUEST_TO_SEND.
 When the asynchronous operation is complete, Personal Communications notifiesthe application by the signaling of the event. When the application receives thesignal, it examines the primary return code and secondary return code for anyerror conditions.
 See also:“WinAsyncAPPC()” on page 53.“WinAPPCCancelAsyncRequest()” on page 57.“APPC” on page 52.
 WinAsyncAPPCEx()
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WinAPPCCancelAsyncRequest()
 This function cancels an outstanding WinAsyncAPPC-based request.
 Syntaxint WINAPI WinAPPCCancelAsyncRequest(HANDLE handle);
 Parameters
 handleSupplied parameter; specifies the handle of the request to be canceled.
 Returned ValuesThe return value specifies whether the asynchronous request was canceled. If thevalue is 0, Personal Communications canceled the request. Otherwise, the value isone of the following error codes:
 WAPPCINVALIDThe specified asynchronous task ID was not valid.
 WAPPCALREADYThe asynchronous routine to be canceled has already completed.
 Usage NotesAn application program can cancel an asynchronous task that was previouslyissued with one of the WinAsyncAPPC functions prior to completion, by issuingthe WinAPPCCancelAsyncRequest() call, and specifying the asynchronous eventas returned by the initial function in the handle.
 If the outstanding verb relates to a conversation (for example, SEND_DATA orRECEIVE_AND_WAIT), Personal Communications purges the verb anddeactivates the session. If the verb relates to a transaction program (for example,RECEIVE_ALLOCATE or TP_STARTED), Personal Communications ends thetransaction program. In both cases, although Personal Communications deactivatesconversations and sessions as cleanly as possible, it does not flush send buffers orwaiting-for-confirmations or other pending actions. This call is synchronous. Afterthe previously described processing is complete, Personal Communications posts acompletion message for the canceled verb.
 If an attempt to cancel an existing asynchronous WinAsyncAPPC routine fails withan error code of WAPPCALREADY, the original routine has already completed.Either the application has dealt with the resulting notification, or the applicationhas not dealt with the completion notification. It is not possible to cancel anasynchronous verb issued through the APPC queue-level nonblocking entry point.
 See also: “WinAsyncAPPC()” on page 53.
 WinAPPCCancelAsyncRequest()
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WinAPPCCancelBlockingCall()
 This function cancels any outstanding blocking operation for its thread. If PersonalCommunications cancels an outstanding blocked call, it generates an error code ofAP_CANCELLED. Use this call only from within a blocking hook function.Personal Communications and Communications Server provides this function forbackward compatibility with existing applications.
 SyntaxInt WINAPI WINAPPCCancelBlockingCall(void);
 Returned ValuesThe return value specifies whether the cancellation request was successful. If thevalue is 0, Personal Communications canceled the request. Otherwise, the value isthe following error code:
 WAPPCINVALIDThere is no outstanding blocking call.
 Usage NotesIf the outstanding verb relates to a conversation (for example, SEND_DATA orRECEIVE_AND_WAIT), Personal Communications purges the verb anddeactivates the session. If the verb relates to a transaction program (for example,RECEIVE_ALLOCATE or TP_STARTED), Personal Communications ends thetransaction program. In both cases, although Personal Communications deactivatesconversations and sessions as cleanly as possible, it does not flush send buffers orwaiting-for-confirmations or other pending actions. This call is synchronous. Afterthe previously described processing is complete, the function is finished.
 A multithreaded application can have multiple blocking operations outstanding,but only one per thread. To distinguish between multiple outstanding calls,WinAPPCCancelBlockingCall() cancels the outstanding operation on the current,or calling, application thread if one exists; otherwise, it fails. APPC suspends thecalling application thread while an operation is outstanding. As a result, the threadon which the blocking operation was initiated does not regain control (andtherefore, is not be able to issue a call to WinAPPCCancelBlockingCall()) unlessthe application has previously registered a blocking hook for the thread by usingWinAPPCSetBlockingHook.
 This is not supported for Windows 95, Windows 98, Windows NT,Windows Me, and Windows 2000 SNA API clients.
 WinAPPCCancelBlockingCall()
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WinAPPCCleanup()
 This function terminates and deregisters an application from the APPC API.
 SyntaxBOOL WINAPI WinAPPCCleanup(void);
 Returned ValuesThe return value specifies whether the deregistration was successful. If the value isnot 0, Personal Communications have successfully deregistered the application. IfPersonal Communications have not deregistered the application, it returns a valueof 0.
 Usage NotesUse WinAPPCCleanup() to deregister Personal Communications application fromthe APPC API.
 Personal Communications and Communications Server terminates conversationsthat are still active and ends transaction programs. This function is equivalent toissuing TP_ENDED(HARD) on all transaction programs owned by the application.
 See also: “WinAPPCStartup()” on page 61.
 WinAPPCCleanup()
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WinAPPCIsBlocking()
 This function determines if a thread is executing while waiting for a previousblocking call to finish. Personal Communications and Communications Serverprovides this function for backward compatibility with existing applications.
 SyntaxBOOL WlNAPI WinAPPCIsBlocking(void);
 Returned ValuesThe return value specifies the outcome of the function. If the value is not 0, anoutstanding blocking call is awaiting completion. A value of 0 means there is nooutstanding blocking call.
 Usage NotesPersonal Communications and Communications Server DLL prohibits more thanone blocking call per thread; it returns AP_THREAD_BLOCKING if this occurs. Athread that is executing a blocking call is not reentered unless a blocking hookfunction has been set. In this case, WinAPPClsBlocking returns true only fromwithin a blocking hook function.
 See also:“WinAPPCCancelBlockingCall()” on page 58.“WinAPPCSetBlockingHook()” on page 62.“WinAPPCUnhookBlockingHook()” on page 63.
 This is not supported for Windows 95, Windows 98, Windows NT,Windows Me, and Windows 2000 SNA API clients.
 WinAPPCIsBlocking()
 60 Client/Server Communications Programming

Page 79
						

WinAPPCStartup()
 This function enables an application to specify the version of PersonalCommunications required and to retrieve version information from PersonalCommunications. This call is not required.
 Syntaxint WINAPI WinAPPCStartup(WORD wVersionRequired,
 LPWAPPCDATA wappcdata);
 Parameters
 wVersionRequiredSpecifies the version of Personal Communications support required. Thehigh-order byte specifies the minor version (revision) number; thelow-order byte specifies the major version number.
 wappcdataReturns the version of APPC API and a description of API implementation.
 Returned ValuesThe return value specifies whether Personal Communications successfullyregistered the application and whether it can support the specified version number.If the value is 0, Personal Communications supports the specified version and itsuccessfully registers the application. Otherwise, one of the following values isreturned:
 WAPPCSYSNOTREADYThe underlying network subsystem is not ready for networkcommunication.
 WAPPCVERNOTSUPPORTEDThis particular Personal Communicationsor Communications Serverimplementation does not support the version of PersonalCommunicationsor Communications Server support requested.
 WAPPCINVALIDPersonal Communications and Communications Server could notdetermine the specified version.
 Usage NotesWinAPPCStartup() is intended to help with compatibility of future releases of theAPI. This DLL supports Version 1.0.
 See also: “WinAPPCCleanup()” on page 59.
 WinAPPCStartup()
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WinAPPCSetBlockingHook()
 This function enables an APPC implementation of the APPC API to block APPCfunction calls.
 Personal Communications and Communications Server provides this function forcompatibility with existing applications.
 SyntaxFARPROC WINAPI WinAPPCSetBlockingHook(FARPROC IpBlockFunc);
 Parameters
 IpBlockFuncSpecifies the procedure instance address of the blocking function to beinstalled.
 Returned ValuesThe return value points to the procedure instance of the previously installedblocking function. The application or library that calls the SetBlockingHookfunction should save this return value so that it can be restored if needed. (Ifnesting is not important, the application can simply discard the value returned byWinAPPCSetBlockingHook() and eventually use WinAPPCUnhookBlockingHookto restore the default mechanism.)
 Usage NotesA blocking function returns FALSE if it receives a WM_QUIT message so thatPersonal Communications can return control to the application to process themessage and terminate gracefully. Otherwise, the function returns TRUE.
 No default blocking hook is implemented. If an application does not set a blockinghook, the application thread waits indefinitely for the blocking call to return.
 If the blocking hook function does not return TRUE, returns the blocking verb tothe application with the primary return code AP_CANCELLED.
 This function is implemented by thread. It provides for a particular thread toreplace the blocking mechanism without affecting other threads.
 See also:“WinAPPCCancelBlockingCall()” on page 58.“WinAPPCIsBlocking()” on page 60.“WinAPPCUnhookBlockingHook()” on page 63.
 This is not supported for Windows 95, Windows 98, Windows NT,Windows Me, and Windows 2000 SNA API clients.
 WinAPPCSetBlockingHook()
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WinAPPCUnhookBlockingHook()
 This function removes any previous blocking hook that has been installed.
 Personal Communications and Communications Server provides this function forbackward compatibility with existing applications.
 SyntaxBOOL WINAPI WinAPPCUnhookBlockingHook (void);
 Returned ValuesThe return value specifies the outcome of the function. It is not 0 if PersonalCommunications successfully reinstalled the default mechanism. The value is 0 ifPersonal Communications did not reinstall the default mechanism.
 Usage NotesAfter the function is called, this application thread waits indefinitely for all futureblocking calls to complete.
 See also: “WinAPPCSetBlockingHook()” on page 62.
 This is not supported for Windows 95, Windows 98,Windows NT, Windows Me, and Windows 2000 SNAAPI clients.
 WinAPPCUnhookBlockingHook()
 Chapter 7. APPC Entry Points 63

Page 82
						

GetAppcConfig()This function is not implemented. However, an entry point is provided forbackward compatibility. If a valid set of parameters is specified, PersonalCommunications returns APPC_CFG_SUCESS_NO_DEFAULT_REMOTE and putsa NULL terminator in the first byte of the RemLu buffer.
 In many cases this call is not necessary because Personal Communications areAPPN capable nodes. The partner LU name can be specified on ALLOCATE and asearch for the LU will be initiated. However, applications can use the NodeOperator Facility (NOF) interface to retrieve this information. For information onusing the NOF interface, refer to the System Management Programming.
 GetAppcConfig()
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GetAppcReturnCode()
 This function converts the primary and secondary return codes in the VCB to aprintable string. It provides a standard set of error strings for use by APPCapplications.
 Syntaxint WINAPI GetAppcReturnCode (struct appc_hdr *vcb,
 UINT buffer_length,unsigned char *buffer_addr);
 Parameters
 vcb Supplied parameter; specifies the address of the verb control block.
 buffer_lengthSupplied parameter; specifies the length of the buffer pointed to bybuffer_addr. The recommended length is 256.
 buffer_addrSupplied/returned parameter; specifies the address of the buffer that willhold the formatted, null-terminated string. Length of the string in thespecified buffer.
 Returned Values0x20000001
 The parameters are not valid; the function could not read from thespecified verb control block or could not write to the specified buffer.
 0x20000002The specified buffer is too small.
 Usage NotesThe descriptive error string returned in buffer_addr does not terminate with a newline character (\n).
 GetAppcReturnCode()
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GetAppcReturnCode()
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Chapter 8. APPC Verbs
 This chapter documents the syntax of each verb passed across the APPC API, anddescribes the parameters passed in and returned for each verb.
 This chapter also provides reference information for the APPC basic and mappedconversation verbs that are provided for APPC duplex and half-duplexconversations. As you read through this chapter, you will discover that the basicand mapped verbs are very similar and that is why they have been combined intoone chapter. However, there are some differences. Those differences are denoted asfollows:
 This symbol appears when information applies only to a basicverb.
 This symbol appears when information applies only to a mappedverb.
 When the conversation verb can be basic or mapped, it is denoted as follows:[MC_]VERBNAME
 Note: Included in chapters of Part 1 of this book is information on the APPC APIprovided by the following systems:v Communications Server running on Windows NT or Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with CommunicationsServer
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
 Verb Control BlocksThis section contains a general description of the fields and indications for eachverb.
 Common FieldsEach VCB has a number of common fields, as follows:
 opcodeVerb operation code: an identifying field containing the name of the verb.
 formatIdentifies the format of the VCB. The value that this field must be set to inorder to specify the current version of the VCB is documented individuallyunder each verb.
 © Copyright IBM Corp. 1994, 2002 67
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primary_rcPrimary return code. Possible values for each verb are listed in thefollowing sections.
 secondary_rcSecondary return code. This supplements the information provided by theprimary return code. Possible values for each verb are listed in thefollowing sections. Some VCBs also contain the following fields.
 opext Verb extension code. This supplements the information provided by theverb operation code. If the verb signal is to be processed in nonblockingmode, the flag AP_NON_BLOCKING must be set. In the signals describedbelow these common fields are included, but not explained individually.
 TP IdentifiersAn 8-byte transaction program identifier is assigned to each activetransaction program. This identifier is assigned by PersonalCommunications.
 The transaction program identifier is used to route TP_ENDED verbs andas a correlator on conversation verbs.
 The verb control blocks for each signal are described in the following section.
 APPC API Support
 Verbs SupportedPersonal Communications supports the following verbs at the APPC API.
 Type Independent Verbs
 GET_TP_PROPERTIESGET_TYPERECEIVE_ALLOCATESET_TP_PROPERTIESTP_ENDEDTP_STARTED
 Conversation Verbs
 [MC_]ALLOCATE[MC_]CONFIRM[MC_]CONFIRMED[MC_]DEALLOCATE[MC_]FLUSH[MC_]GET_ATTRIBUTES[MC_]PREPARE_TO_RECEIVE[MC_]RECEIVE_AND_POST[MC_]RECEIVE_AND_WAIT[MC_]RECEIVE_EXPEDITED_DATA[MC_]RECEIVE_IMMEDIATE[MC_]REQUEST_TO_SEND[MC_]SEND_CONVERSATION[MC_]SEND_DATA[MC_]SEND_ERROR[MC_]SEND_EXPEDITED_DATA[MC_]TEST_RTS[MC_]TEST_RTS_AND_POST
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GET_TP_PROPERTIES
 GET_TP_PROPERTIES returns attributes associated with the transaction program.
 VCB Structuretypedef struct get_tp_properties{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned char reserv2[2] /* verb format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned char tp_name[64]; /* TP name */unsigned char lu_alias[8]; /* LU alias */luw_id_overlay luw_id; /* LUW identifier */unsigned char fqlu_name[17]; /* fully qualified LU name */unsigned char reserv3[10]; /* reserved */unsigned char user_id[10]; /* user id */} GET_TP_PROPERTIES;typedef struct luw_id_overlay{unsigned char fqlu_name_len; /* fully qualified LU name length */unsigned char fqlu_name[17]; /* fully qualified LU name */unsigned char instance[6]; /* instance number */unsigned char sequence[2]; /* sequence number */} LUW_ID_OVERLAY;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcodeAP_GET_TP_PROPERTIES
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to one to specify the versionof the VCB listed above.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 tp_nameName of the local transaction program, that is, the transaction programissuing this verb. Personal Communications does not check the characterset of this field.
 GET_TP_PROPERTIES
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lu_aliasAlias of the local LU associated with the transaction program. This is an8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set.
 The luw_id field is a Logical Unit of Work identifier associated with unprotectedconversations (conversations with sync_level of AP_NONE orAP_CONFIRM_SYNC_LEVEL). The luw_id_overlay contains the followingparameters:
 luw_id_overlay.fqlu_name_lenLength of fully qualified LU name associated with Logical Unit of Work.
 luw_id_overlay.fqlu_nameFully qualified LU name associated with Logical Unit of Work. This nameis up to 17 bytes long and is right-padded with EBCDIC blanks. It iscomposed of two type-A EBCDIC character strings concatenated by anEBCDIC dot. (Each name can have a maximum length of 8 bytes with noembedded blanks. If the network ID is not present, then omit the dot.) Ifthe name length is less than 17 bytes, instance and sequence immediatelyfollow the name (note that this means the fields of the LUW_ID_OVERLAYstructure cannot be used to access either instance or sequence).
 luw_id_overlay.instanceLogical unit of work instance number. This is a binary string of length 6bytes.
 luw_id_overlay.sequenceLogical unit of work sequence number. This is a binary string of length 2bytes.
 If luw_id_overlay.fqlu_name_len is less than 17, luw_id_overlay is right paddedwith EDCDIC blanks (after instance and sequence).
 fqlu_nameFully qualified name of the local LU associated with the transactionprogram. This name is 17 bytes long and is right-padded with EBCDICblanks. It is composed of two type-A EBCDIC character stringsconcatenated by an EBCDIC dot. (Each name can have a maximum lengthof 8 bytes with no embedded blanks. If the network ID is not present, thenomit the dot.)
 user_idUser ID of the initiator of the transaction. This is a 10-byte type-AEEBCDIC character string, padded to the right with EBCDIC spaces.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_TP_ID
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERROR
 GET_TP_PROPERTIES
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GET_TYPE
 The GET_TYPE verb returns the conversation type (basic or mapped) of aparticular conversation.
 VCB Structuretypedef struct get_type{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char conv_type; /* conversation type */unsigned char conv_style; /* conversation style */} GET_TYPE;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcodeAP_GET_TYPE
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to one to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier. The value of this parameter was returned by theALLOCATE verb in the invoking transaction program or byRECEIVE_ALLOCATE in the invoked transaction program.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 conv_typeConversation type of the conversation identified by conv_id.
 AP_BASIC_CONVERSATIONAP_MAPPED_CONVERSATION
 conv_styleConversation style of the conversation identified by conv_id. This fieldrequires the format 1 version of the VCB. See “Full-Duplex VCBs” onpage 39 for more details on accessing format 1 VCBs.
 GET_TYPE
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AP_HALF_DUPLEXAP_FULL_DUPLEX
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_TP_ID
 AP_BAD_CONV_ID
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERROR
 GET_TYPE
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RECEIVE_ALLOCATE
 The RECEIVE_ALLOCATE verb requests information needed to establish a newtransaction program for a conversation with a partner transaction program that hasissued an ALLOCATE or MC_ALLOCATE verb.
 VCB Structuretypedef struct receive_allocate{unsigned shor opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned shor primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_name[64]; /* TP name */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char sync_level; /* sync Level */unsigned char conv_type; /* conversation type */unsigned char user_id[10]; /* user ID */unsigned char lu_alias[8]; /* LU alias */unsigned char plu_alias[8]; /* partner LU alias */unsigned char mode_name[8]; /* mode name */unsigned char reserv3[2]; /* reserved */unsigned long conv_group_id; /* conversation group ID */unsigned char fqplu_name[17]; /* fully qualified partner LU name */unsigned char pip_incoming; /* received PIP data */unsigned char conversation_style; /* conversation style */unsigned char reserv4[3]; /* reserved */unsigned char password[10]; /* security password */unsigned char reserv5[2]; /* reserved */unsigned char dload_id[8]; /* user ID */} RECEIVE_ALLOCATE;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcodeAP_RECEIVE_ALLOCATE
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_nameName of the transaction program. Personal Communications does notcheck the character set of this field.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 tp_id Identifier for the local transaction program. This value is assigned by
 RECEIVE_ALLOCATE
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Personal Communications to the transaction program. The transactionprogram passes this identifier to Personal Communications on allsubsequent APPC verbs.
 conv_idConversation identifier. This value identifies the conversation establishedbetween the two transaction programs.
 sync_levelSynchronization level of the conversation.
 AP_CONFIRM_SYNC_LEVEL
 AP_NONE
 conv_typeConversation type of the conversation identified by conv_id.
 AP_BASIC_CONVERSATIONAP_MAPPED_CONVERSATION
 user_idUser ID supplied by the partner transaction program. This is a 10-bytetype-AE EBCDIC character string, padded to the right with EBCDICspaces.
 lu_aliasAlias by which the local LU is known. This is an 8-byte string in a locallydisplayable character set. All 8 bytes are significant and must be set.
 plu_aliasAlias by which the partner LU is known to the local transaction program.This is an 8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set.
 mode_nameName of a set of networking characteristics defined during configuration.This is an 8-byte alphanumeric type-A EBCDIC string (starting with aletter), padded to the right with EBCDIC spaces.
 conv_group_idConversation group identifier for the session being used by thisconversation.
 fqplu_nameFully qualified LU name for the partner LU. This name is 17 bytes longand is right-padded with EBCDIC blanks. It is composed of two type-AEBCDIC character strings concatenated by an EBCDIC dot. (Each name canhave a maximum length of 8 bytes with no embedded blanks. If thenetwork ID is not present, omit the dot.)
 pip_incomingSpecifies whether the partner transaction program-supplied ProgramInitialization Parameters (PIP) on the [MC_]ALLOCATE request. Set toAP_YES or AP_NO. If AP_YES, the PIP data will be received on the first[MC_]RECEIVE_* verb issued on this conversation.
 conversation_styleConversation style of the conversation identified by conv_id.
 AP_HALF_DUPLEXAP_FULL_DUPLEX
 RECEIVE_ALLOCATE
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passwordPassword associated with user_id. This is a 10-byte type-AE EBCDICcharacter string, padded to the right with EBCDIC spaces. This is requiredif Security=Program (AP_PGM or AP_PGM_STRONG); otherwise, it isoptional.
 dload_idThis field can only be set if the format field is set to 1. If theRECEIVE_ALLOCATE is issued in response to aDYNAMIC_LOAD_INDICATION, then this field can be used to correlatethe two signals in the following ways.
 The RECEIVE_ALLOCATE will only be correlated with theDYNAMIC_LOAD_INDICATION if the dload_id is set to one of thefollowing:v All zerosv The dload_id field on the DYNAMIC_LOAD_INDICATION.
 Note: This parameter is not supported on the SNA API clients.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_UNDEFINED_TP_NAME
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_UNEXPECTED_SYSTEM_ERROR
 RECEIVE_ALLOCATE
 Chapter 8. APPC Verbs 75

Page 94
						

SET_TP_PROPERTIES
 SET_TP_PROPERTIES sets attributes associated with the TP.
 VCB Structuretypedef struct set_tp_properties{
 unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned char set_prot_id; /* set protected LUW identifier */unsigned char new_prot_id; /* new protected LUW identifier */unsigned char prot_id[26]; /* protected LUW identifier */unsigned char set_unprot_id; /* set unprotected LUW identifier */unsigned char new_unprot_id; /* new unprotected LUW identifier */unsigned char unprot_id[26]; /* unprotected LUW identifier */unsigned char set_user_id; /* */unsigned char set_password; /* */unsigned char user_id[10]; /* */unsigned char new_password[10];/* */
 } SET_TP_PROPERTIES;
 Supplied ParametersThe TP supplies the following parameters to Personal Communications:
 opcodeAP_SET_TP_PROPERTIES
 tp_id Identifier for the local TP. The value of this parameter was returned by theTP_STARTED verb in the invoking TP or by RECEIVE_ALLOCATE in theinvoked TP.
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 set_prot_idSpecifies whether the protected Logical Unit of Work identifier should beset.
 AP_YESAP_NO
 new_prot_idSpecifies whether Personal Communications should generate a newprotected Logical Unit of Work identifier. Otherwise, prot_id is used to setthe protected LUW identifier. Reserved if set_prot_id is set to AP_NO.
 AP_YESAP_NO
 The prot_id structure specifies the new protected LUW identifier ifset_prot_id is set to AP_YES and new_prot_id is set to AP_NO. Otherwisethis structure is reserved.
 set_unprot_idSpecifies whether the unprotected Logical Unit of Work identifier shouldbe set.
 SET_TP_PROPERTIES
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AP_YESAP_NO
 new_unprot_idSpecifies whether Personal Communications should generate a newunprotected Logical Unit of Work identifier. Otherwise, unprot_id is usedto set the protected LUW identifier. Reserved if set_unprot_id is set toAP_NO.
 AP_YESAP_NO
 The unprot_id structure specifies the new unprotected LUW identifier ifset_unprot_id is set to AP_YES and new_unprot_id is set to AP_NO.Otherwise this structure is reserved.
 set_user_idSpecifies whether the user_id field should be set.
 AP_YESAP_NO
 set_passwordSpecifies whether the new_password field should be set.
 AP_YESAP_NO
 user_idIf set_user_id is set to AP_YES, it specifies the new user id. Otherwise thisfield is reserved.
 new_passwordIf set_password is set to AP_YES, it specifies the new password. Otherwisethis field is reserved.
 Note: If an ALLOCATE or SEND_CONVERSATION specifies a securitytype of NAP_SAME, but does not specify a user ID and passwordspecified on a previous SET_TP_PROPERTIES verb (if any) are used. If theALLOCATE or SEND_CONVERSATION do carry a user ID and password,then these are always used in preference to any which may have beenspecified on the SET_TP_PROPERTIES verb.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_TP_ID
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_TP_BUSY
 SET_TP_PROPERTIES
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AP_UNEXPECTED_SYSTEM_ERROR
 SET_TP_PROPERTIES
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TP_ENDED
 The TP_ENDED verb notifies Personal Communications that a specifiedtransaction program has ended.
 VCB Structuretypedef struct tp_ended{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned char type; /* type of TP ended */} TP_ENDED;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcodeAP_TP_ENDED
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb for an invoking transactionprogram, or by the RECEIVE_ALLOCATE verb for an invoked transactionprogram.
 type Type of TP_ENDED.
 AP_HARDAP_SOFTAP_ABENDAP_CANCEL
 If type is AP_ABEND, Personal Communications does not reply to the TP_ENDEDsignal.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 Returned ParametersIf the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 TP_ENDED
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secondary_rcAP_BAD_TP_ID
 AP_BAD_TYPE
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERROR
 TP_ENDED
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TP_STARTED
 The TP_STARTED verb notifies Personal Communications that a program hasrequested resources for a transaction program initiated as a result of a localcommand, rather than an incoming allocation request.
 VCB Structuretypedef struct tp_started{unsigned short opcode; /* verb operation */unsigned char opext; /* verb extension */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char lu_alias[8]; /* LU alias */unsigned char tp_id[8]; /* TP identifier */unsigned char tp_name[64]; /* TP name */} TP_STARTED;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcodeAP_TP_STARTED
 opext AP_BASIC_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 lu_aliasAlias by which the local LU is known. If it is set to zero, CommunicationsServer uses the control point LU. This is an 8-byte string in a locallydisplayable character set. For Personal Communications, use the defaultlocal LU, if specified, otherwise use the control point LU. This is an 8–bytestring in a locally displayable character set. All 8 bytes are significant andmust be set. A blank lu_alias field is accepted. In this caseCommunications Server uses the control point LU and PersonalCommunications uses the default local LU, if specified, otherwise PersonalCommunications uses the control point LU.
 The following information only applies on theCommunications Server Windows 95, Windows NT, andWindows 2000 SNA API clients.
 The default local LU alias for each user can be assigned using theappropriate configuration utility, either INI configuration or LDAP.
 APPC programs can choose to use a default local LU alias rather thanspecify one directly. When an APPC program issues a TP_START verbwith the local_LU_alias field set to binary zeroes, the APPC API uses theconfigured default local LU alias.
 TP_STARTED
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tp_nameName of the transaction program. Personal Communications does notcheck the character set of this field.
 Returned ParametersIf the verb was executed successfully, Personal Communications returns thefollowing parameters:
 primary_rcAP_OK
 tp_id Identifier for the local transaction program. This value is assigned byPersonal Communications to the transaction program. The transactionprogram passes this identifier to Personal Communications on allsubsequent APPC verbs.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_INVALID_LU_NAME
 AP_INVALID_ENABLE_POOL
 The conditions generating the following possible primary return code (primary_rc)are described in Appendix A, “APPC Common Return Codes” on page 321.
 AP_UNEXPECTED_SYSTEM_ERROR
 TP_STARTED
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[MC_]ALLOCATE
 The [MC_]ALLOCATE verb is issued by the invoking transaction program. Thisverb allocates a session between the local LU and the partner LU and then (inconjunction with the RECEIVE_ALLOCATE verb) establishes a conversationbetween the invoking transaction program and the invoked transaction program.
 The ALLOCATE verb can establish either a basic or mapped conversation. Usingthe ALLOCATE verb to establish a mapped conversation enables the transactionprogram to use basic conversation verbs to communicate with a mappedconversation partner transaction program.
 Personal Communications generates a conversation identifier (conv_id) when thisverb executes successfully. This identifier is a parameter that is required for allother APPC conversation verbs.
 VCB Structuretypedef struct allocate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char conv_type; /* conversation type */unsigned char sync_level; /* sync level */unsigned char reserv3[2]; /* reserved */unsigned char rtn_ctl; /* return control */unsigned char conversation_style; /* conversation style */unsigned long conv_group_id; /* conversation group identifier */unsigned long sense_data; /* sense data */unsigned char plu_alias[8]; /* partner LU alias */unsigned char mode_name[8]; /* mode name */unsigned char tp_name[64]; /* partner TP name */unsigned char security; /* security level */unsigned char reserv5[11]; /* reserved */unsigned char pwd[10]; /* security password */unsigned char user_id[10]; /* security user_id */unsigned short pip_dlen; /* PIP data length */unsigned char *pip_dptr; /* pointer to PIP data */unsigned char reserv5a; /* reserved */unsigned char fqplu_name[17]; /* fully qualified partner LU */
 /* name */unsigned char reserv6[8]; /* reserved */} ALLOCATE;
 typedef struct mc_allocate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */unsigned char sync_level; /* sync level */unsigned char reserv4[2]; /* reserved */unsigned char rtn_ctl; /* return control */unsigned char conversation_style; /* conversation style */unsigned long conv_group_id; /* conversation group identifier */
 [MC_]ALLOCATE
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unsigned long sense_data; /* sense data */unsigned char plu_alias[8]; /* partner LU alias */unsigned char mode_name[8]; /* mode name */unsigned char tp_name[64]; /* partner TP name */unsigned char security; /* security level */unsigned char reserv6[11]; /* reserved */unsigned char pwd[10]; /* security password */unsigned char user_id[10]; /* security user_id */unsigned short pip_dlen; /* PIP data length */unsigned char *pip_dptr; /* pointer to PIP data */unsigned char reserv6a; /* reserved */unsigned char fqplu_name[17]; /* fully qualified partner LU */
 /* name */unsigned char reserv7[8]; /* reserved */} MC_ALLOCATE;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_ALLOCATE
 AP_M_ALLOCATE
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb for aninvoking transaction program, or by the RECEIVE_ALLOCATE verb foran invoked transaction program.
 conv_type
 Type of conversation to allocate.
 AP_BASIC_CONVERSATIONAP_MAPPED_CONVERSATION
 If the ALLOCATE verb establishes a mapped conversation, the localtransaction program must issue basic-conversation verbs and provide itsown mapping layer to convert data records to logical records and logicalrecords to data records. The partner transaction program can issuebasic-conversation verbs and provide the mapping layer, or it can usemapped-conversation verbs (if the implementation of APPC that thepartner transaction program is using supports mapped-conversation verbs).For further information, refer to IBM Systems Network Architecture: LU 6.2Reference: Peer Protocols.
 sync_levelSynchronization level of the conversation.
 [MC_]ALLOCATE
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AP_CONFIRM_SYNC_LEVELAP_NONE
 rtn_ctl Specifies when the local LU acting on a session request from the localtransaction program is to return control to the local transaction program.
 AP_IMMEDIATEAP_WHEN_SESSION_ALLOCATEDAP_WHEN_SESSION_FREEAP_WHEN_CONV_GROUP_ALLOCAP_WHEN_CONWINNER_ALLOCAP_WHEN_CONLOSER_ALLOC
 conversation_styleConversation style of the conversation identified by conv_id
 AP_HALF_DUPLEXAP_FULL_DUPLEX
 This is not supported on the Communications Server SNAAPI clients for OS/2 and Windows 3.1.
 conv_group_idConversation group identifier for the session to be allocated. Thisparameter is only supplied if rtn_ctl is set toAP_WHEN_CONV_GROUP_ALLOC.
 plu_aliasAlias by which the partner LU is known to the local transaction program.This is an 8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set. This name must match the name of a partnerLU established during configuration. If this field is set to all zeros,Personal Communications uses the fqplu_name field to specify therequired partner LU.
 The following information only applies to CommunicationsServer Windows 95, Windows NT, Windows Me, andWindows 2000 SNA API clients.
 The default partner LU alias for each user can be assigned using theappropriate configuration utility, either INI configuration or LDAP.
 APPC programs can choose to use a default partner LU alias rather thanspecify one directly. When an APPC program issues an ALLOCATE verbwith the partner_LU_alias field and the fully_qualified_partner_LU fieldset to binary zeroes, the APPC API uses the configured default partner LUalias.
 mode_nameName of a set of networking characteristics usually defined duringconfiguration. This is an 8-byte alphanumeric type-A EBCDIC string(starting with a letter), padded to the right with EBCDIC spaces.
 [MC_]ALLOCATE
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tp_nameName of the invoked transaction program. Personal Communications doesnot check the character set of this field. The value of tp_name specified bythe ALLOCATE verb in the invoking transaction program must match thevalue of tp_name specified by the RECEIVE_ALLOCATE verb in theinvoked transaction program.
 securitySpecifies the information the partner LU requires in order to validateaccess to the invoked transaction program.
 AP_NONE
 The invoked transaction program uses no conversation security.
 AP_PGM
 The invoked transaction program uses conversation security, whichrequires a user ID and password.
 AP_SAME
 The invoked transaction program uses conversation security and isconfigured to accept an already-verified indicator. The user ID will be sentwith an already-verified indicator, informing the invoked transactionprogram that no password is required.
 AP_PGM_STRONG
 Same as AP_PGM, but the ALLOCATE will only succeed if the session tothe partner LU supports password substitution.
 Note: If the [MC_]ALLOCATE specifies a security type of AP_SAME butdoes not specify a user ID and password, the user ID and passwordspecified on a previous SET_TP_PROPERTIES verb (if any) are used.If the [MC_]ALLOCATE does carry a user ID and password, thenthese are always used in place of any that may have been specifiedon the SET_TP_PROPERTIES verb.
 pwd Password associated with user_id. This is a 10-byte type-AE EBCDICcharacter string, padded to the right with EBCDIC spaces. This is requiredif Security=Program (AP_PGM or AP_PGM_STRONG); otherwise, it isoptional.
 user_idUser ID required to access the partner transaction program. This is a10-byte type-AE EBCDIC character string, padded to the right withEBCDIC spaces. This is required if Security=Program (AP_PGM orAP_PGM_STRONG); otherwise, it is optional.
 pip_dlenLength of the program initialization parameters (PIP) to be passed to thepartner transaction program. Range: 0–32767
 pip_dptrAddress of buffer containing PIP data. Use this parameter only if pip_dlenis greater than zero.
 [MC_]ALLOCATE
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fqplu_nameFully qualified LU name for the partner LU. This name is 17 bytes longand is right-padded with EBCDIC blanks. It is composed of two type-AEBCDIC character strings concatenated by an EBCDIC dot. (Each name canhave a maximum length of 8 bytes with no embedded blanks. If thenetwork ID is not present, then omit the dot.) This field is only significantif the plu_alias field is set to all zeros.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 conv_idConversation identifier. This value identifies the conversation establishedbetween the two transaction programs.
 conv_group_idConversation group identifier of the session allocated to the conversation.
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the rtn_ctl parameter was set to AP_IMMEDIATE, and no session is availableimmediately, Personal Communications returns the following parameter:
 primary_rcAP_UNSUCCESSFUL
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rc
 AP_BAD_CONV_TYPEAP_BAD_DUPLEX_TYPEAP_BAD_RETURN_CONTROLAP_BAD_SECURITYAP_BAD_SYNC_LEVELAP_CONFIRM_INVALID_FOR_FDX
 AP_NO_USE_OF_SNASVCMG_CPSVCMGAP_BAD_TP_IDAP_PIP_LEN_INCORRECTAP_UNKNOWN_PARTNER_MODE
 sense_dataProvides additional information on the reason the [MC_]ALLOCATEfailed.
 [MC_]ALLOCATE
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The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_ALLOCATION_FAILURE_NO_RETRYAP_ALLOCATION_FAILURE_RETRYAP_FDX_NOT_SUPPORTED_BY_LUAP_SEC_REQUESTED_NOT_SUPPORTED
 AP_TP_BUSYAP_UNSUCCESSFULAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 If the primary_rc is set to AP_ALLOCATION_ERROR, the sense_data field carriesmore information on the failure.
 [MC_]ALLOCATE
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[MC_]CONFIRM
 The CONFIRM verb sends the contents of the local LUs send buffer and aconfirmation request to the partner transaction program. In response to theCONFIRM verb, the partner transaction program normally issues theCONFIRMED verb to confirm that it has received the data without error. (If thepartner transaction program encounters an error, it issues the SEND_ERROR verbor abnormally deallocates the conversation.)
 The transaction program can issue the CONFIRM verb only if the conversation’ssynchronization level, established by the ALLOCATE verb, isAP_CONFIRM_SYNC_LEVEL.
 VCB Structuretypedef struct confirm{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */#ifdef WINAPPC_FORMAT_1unsigned char expd_data_rcvd; /* expedited data received */#endif} CONFIRM;
 typedef struct mc_confirm{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */#ifdef WINAPPC_FORMAT_1unsigned char expd_data_rcvd; /* expedited data received */#endif} MC_CONFIRM;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_CONFIRM
 AP_M_CONFIRM
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 [MC_]CONFIRM
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formatIdentifies the format of the VCB. Set this field to one to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier. The value of this parameter was returned by theALLOCATE verb in the invoking transaction program or byRECEIVE_ALLOCATE in the invoked transaction program.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 This field requires the format 1 version of the VCB. See “Full-DuplexVCBs” on page 39 for more details on accessing format 1 VCBs.
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters;
 primary_rcAP_OPERATION_INCOMPLETE
 opext If the verb is nonblocking and has not completed, PersonalCommunications returns the following parameters:
 AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_CONFIRM_INVALID_FOR_FDXAP_CONFIRM_ON_SYNC_LEVEL_NONE
 [MC_]CONFIRM
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If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_CONFIRM_BAD_STATE
 AP_CONFIRM_NOT_LL_BDY
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RETRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_TIMER
 AP_PROG_ERROR_PURGING
 AP_SVC_ERROR_PURGING
 AP_CONVERSATION_TYPE_MIXED
 AP_UNEXPECTED_SYSTEM_ERROR
 AP_TP_BUSYAP_CANCELLED
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]CONFIRM verb is issued, the
 [MC_]CONFIRM
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[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]CONFIRM verb. See “[MC_]SEND_DATA” on page 134 for a list oferror return codes.
 [MC_]CONFIRM
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[MC_]CONFIRMED
 The CONFIRMED verb replies to a confirmation request from the partnertransaction program. It informs the partner transaction program that the localtransaction program has not detected an error in the received data.
 Because the transaction program issuing the confirmation request waits for aconfirmation, the CONFIRMED verb synchronizes the processing of the twotransaction programs.
 VCB Structuretypedef struct confirmed{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} CONFIRMED;
 typedef struct mc_confirmed{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} MC_CONFIRMED;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_CONFIRMED
 AP_M_CONFIRMED
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier. The value of this parameter was returned by theALLOCATE verb in the invoking transaction processor or byRECEIVE_ALLOCATE in the invoked transaction processor.
 [MC_]CONFIRMED
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Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_CONFIRMED_INVALID_FOR_FDX
 If the conversation is in the wrong state when the transaction processor issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_CONFIRMED_BAD_STATE
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERRORAP_CONVERSATION_TYPE_MIXED
 [MC_]CONFIRMED
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[MC_]DEALLOCATE
 The DEALLOCATE verb deallocates a conversation between two transactionprograms. Before deallocating the conversation, this verb performs the equivalentof one of the following verbs:v The FLUSH verb, which sends the contents of the local LU’s send buffer to the
 partner LU (and transaction processor).v The CONFIRM verb, which sends the contents of the local LU’s send buffer and
 a confirmation request to the partner transaction programs.
 After this verb has successfully executed, the conversation ID is no longer valid.
 For half-duplex conversation:v Deallocates the specified conversation from the transaction program, it can
 include the function of the FLUSH or CONFIRM verb.
 For full-duplex conversationv DEALLOCATE with TYPE(FLUSH) closes the local program’s send queue. Both
 the local and remote programs must close their send queues independentlytherefore, two DEALLOCATE TYPE(FLUSH) verbs are required to end theconversation. Notification that the partner has closed its send queue is given tothe receive queue in the form of a DEALLOCATE_NORMAL return code.
 v DEALLOCATE with TYPE(ABEND) is an abrupt termination that will closeboth sides of the conversation simultaneously. This notification is returned to theremote program’s send queue as an ERROR_INDICATION return code, and toremote program’s receive queue as a DEALLOCATE_ABEND return code.
 VCB Structuretypedef struct deallocate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */#ifdef WINAPPC_FORMAT_1unsigned char expd_data_rcvd; /* expedited data received */unsigned char reserv3; /* reserved */#endifunsigned char dealloc_type; /* deallocate type */unsigned short log_dlen; /* log data length */unsigned char *log_dptr; /* pointer to log data */} DEALLOCATE;
 typedef struct mc_deallocate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */#ifdef WINAPPC_FORMAT_1unsigned char expd_data_rcvd; /* expedited data received */unsigned char reserv3; /* reserved */#endif
 [MC_]DEALLOCATE
 Chapter 8. APPC Verbs 95

Page 114
						

unsigned char dealloc_type; /* deallocate type */unsigned char reserv4[2]; /* reserved */unsigned char reserv5[4]; /* reserved */} MC_DEALLOCATE;
 Supplied ParametersThe transaction programs supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_DEALLOCATE
 AP_M_DEALLOCATE
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together with
 AP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to one to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprocessor or by RECEIVE_ALLOCATE in the invoked transactionprogram.
 conv_idConversation identifier. The value of this parameter was returned by theALLOCATE verb in the invoking transaction program or byRECEIVE_ALLOCATE in the invoked transaction program.
 dealloc_typeSpecifies how to perform the deallocation.
 AP_ABEND
 AP_ABEND_PROGAP_ABEND_SVCAP_ABEND_TIMERAP_FLUSHAP_SYNC_LEVEL
 The following values apply to basic only.AP_TP_NOT_AVAIL_NO_RETRYAP_TP_NOT_AVAIL_RETRYAP_TPN_NOT_RECOGNIZEDAP_PIP_DATA_NOT_ALLOWEDAP_PIP_DATA_INCORRECTAP_RESOURCE_FAILURE_NO_RETRY
 [MC_]DEALLOCATE
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AP_CONV_TYPE_MISMATCHAP_SYNC_LVL_NOT_SUPPORTEDAP_SECURITY_PARAMS_INVALID
 log_dlen
 Number of bytes of data to be sent to the error log file.
 Range: 0–32767
 The application can append data to the end of the VCB, in which case thisfield will be greater than zero and log_dptr must be set to NULL. (Alength of zero indicates that there is no error log data.)
 log_dptr
 Address of data buffer containing error information. The application canappend data to the end of the VCB, in which case log_dptr must be set toNULL.
 This data is sent to the local error log and to the partner LU. Thetransaction processor must format the error data as a General Data Stream(GDS) error log variable. For further information, refer to IBM SystemsNetwork Architecture: LU 6.2 Reference: Peer Protocols.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 This field requires the format 1 version of the VCB. See “Full-DuplexVCBs” on page 39 for more details on accessing format 1 VCBs.
 AP_YESAP_NO
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_IDAP_BAD_TP_IDAP_DEALLOC_BAD_TYPE
 AP_DEALLOC_LOG_LL_WRONG
 [MC_]DEALLOCATE
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If the verb does not execute because of a parameter error, Personal
 Communications returns the following parameters (for mapped only):
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the conversation is in the wrong state when the transaction processor issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_DEALLOC_CONFIRM_BAD_STATEAP_DEALLOC_FLUSH_BAD_STATE
 AP_DEALLOC_NOT_LL_BDY
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTEDAP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_SVC
 AP_DEALLOC_ABEND_TIMERAP_PROG_ERROR_PURGING
 AP_SVC_ERROR_PURGING
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLEDAP_ERROR_INDICATION
 AP_ALLOCATION_ERROR_PENDINGAP_DEALLOC_ABEND_PROG_PENDING
 [MC_]DEALLOCATE
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AP_DEALLOC_ABEND_SVC_PENDINGAP_DEALLOC_ABEND_TIMER_PENDINGAP_UNKNOWN_ERROR_TYPE_PENDING
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]DEALLOCATE verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]DEALLOCATE verb. See “[MC_]SEND_DATA” on page 134 for a listof error return codes.
 [MC_]DEALLOCATE
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[MC_]FLUSH
 The FLUSH verb sends the contents of the local LU’s send buffer to the partner LU(and transaction program). If the send buffer is empty, no action takes place.
 VCB Structuretypedef struct flush{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} FLUSH;
 typedef struct mc_flush{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} MC_FLUSH;
 Supplied ParametersThe transaction processor supplies the following parameters to PersonalCommunications: .
 opcode
 AP_B_FLUSH
 AP_M_FLUSH
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversation, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier. The value of this parameter was returned by theALLOCATE verb in the invoking transaction program or byRECEIVE_ALLOCATE in the invoked transaction program.
 [MC_]FLUSH
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Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_ID
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_FLUSH_NOT_SEND_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_ERROR_INDICATION
 AP_ALLOCATION_ERROR_PENDINGAP_DEALLOC_ABEND_PROG_PENDINGAP_DEALLOC_ABEND_SVC_PENDINGAP_DEALLOC_ABEND_TIMER_PENDINGAP_UNKNOWN_ERROR_TYPE_PENDING
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]FLUSH verb is issued, the [MC_]SEND_DATA isforwarded to the server for processing. If there is a [MC_]SEND_DATAerror return code, it is returned on the [MC_]FLUSH verb. See“[MC_]SEND_DATA” on page 134 for a list of error return codes.
 [MC_]FLUSH
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[MC_]GET_ATTRIBUTES
 The GET_ATTRIBUTES verb returns the attributes of the conversation.
 VCB Structuretypedef struct get_attributes{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* verb format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */unsigned char sync_level; /* sync_level */unsigned char mode_name[8]; /* mode name */unsigned char net_name[8]; /* network name of local LU */unsigned char lu_name[8]; /* local LU name */unsigned char lu_alias[8]; /* local LU alias */unsigned char plu_alias[8]; /* partner LU alias */unsigned char plu_un_name[8];
 /* partner LU uninterpreted name */unsigned char reserv4[2]; /* reserved */unsigned char fqplu_name[17];
 /* fully qualified partner LU *//* name */
 unsigned char reserv5; /* reserved */unsigned char user_id[10]; /* user identifier */unsigned long conv_group_id; /* conversation group identifier */unsigned char conv_corr_len; /* conversation correlator */
 /* length */unsigned char conv_corr[8]; /* conversation correlator */unsigned char reserv6[13]; /* reserved */} GET_ATTRIBUTES;
 typedef struct mc_get_attributes{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* verb format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */unsigned char sync_level; /* sync_level */unsigned char mode_name[8]; /* mode name */unsigned char net_name[8]; /* network name of local LU */unsigned char lu_name[8]; /* local LU name */unsigned char lu_alias[8]; /* local LU alias */unsigned char plu_alias[8]; /* partner LU alias */unsigned char plu_un_name[8]; /* partner LU uninterpreted name */unsigned char reserv4[2]; /* reserved */unsigned char fqplu_name[17]; /* fully qualified partner LU */
 /* name */unsigned char reserv5; /* reserved */unsigned char user_id[10]; /* user identifier */unsigned long conv_group_id; /* conversation group identifier */unsigned char conv_corr_len; /* conversation correlator */
 /* length */unsigned char conv_corr[8]; /* conversation correlator */unsigned char reserv6[13]; /* reserved */} MC_GET_ATTRIBUTES;
 [MC_]GET_ATTRIBUTES
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Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_GET_ATTRIBUTES
 AP_M_GET_ATTRIBUTES
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the ALLOCATE verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 sync_levelSynchronization level of the conversation.
 AP_CONFIRM_SYNC_LEVELAP_NONE
 mode_nameName of the set of networking characteristics associated with the sessionallocated to the conversation. This is an 8-byte alphanumeric type-AEBCDIC string (starting with a letter), padded to the right with EBCDICspaces.
 net_nameName of the network containing the local LU. This is an 8-bytealphanumeric type-A EBCDIC string (starting with a letter), padded to theright with EBCDIC spaces.
 lu_nameName of the local LU. This is an 8-byte alphanumeric type-A EBCDICstring (starting with a letter), padded to the right with EBCDIC spaces.
 [MC_]GET_ATTRIBUTES
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lu_aliasAlias by which the local LU is known to the local transaction program.This is an 8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set.
 plu_aliasAlias by which the partner LU is known to the local transaction program.This is an 8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set.
 plu_un_nameUninterpreted name of partner LU, that is, the name of the partner LU asdefined at the system services control point (SSCP). This is an 8-bytetype-A EBCDIC character string.
 fqplu_nameFully qualified name of the partner LU. This name is 17 bytes long and isright-padded with EBCDIC blanks. It is composed of two type-A EBCDICcharacter strings concatenated by an EBCDIC dot. (Each name can have amaximum length of 8 bytes with no embedded blanks. If the network ID isnot present, then omit the dot.)
 user_idUser ID sent by the invoking transaction program through the ALLOCATEverb to access the invoked transaction program (if applicable). This is a10-byte type-AE EBCDIC character string, padded to the right withEBCDIC spaces.
 conv_group_idThe conversation group identifier of the session allocated to theconversation.
 conv_corr_lenAlways set to 0.
 Range: 0–8
 conv_corrAlways set to 0.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_ID
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERROR
 [MC_]GET_ATTRIBUTES
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[MC_]PREPARE_TO_RECEIVE
 The PREPARE_TO_RECEIVE verb changes the state of the conversation for thelocal transaction program from SEND or SEND_PENDING to RECEIVE.
 Before changing the conversation state, this verb performs the equivalent of one ofthe following verbs:v The FLUSH verb, which sends the contents of the local LU’s send buffer to the
 partner LU (and transaction program).v The CONFIRM verb, which send the contents of the local LU’s send buffer and
 a confirmation request to the partner transaction program.
 After this verb has successfully executed, the local transaction program can receivedata.
 VCB Structuretypedef struct prepare_to_receive{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char ptr_type; /* prepare to receive type */unsigned char locks; /* prepare to receive locks */} PREPARE_TO_RECEIVE;
 typedef struct mc_prepare_to_receive{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char ptr_type; /* prepare to receive type */unsigned char locks; /* prepare to receive locks */} MC_PREPARE_TO_RECEIVE;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_PREPARE_TO_RECEIVE
 AP_M_PREPARE_TO_RECEIVE
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 [MC_]PREPARE_TO_RECEIVE
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tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the ALLOCATE verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 ptr_typeSpecifies how to perform the state change.
 AP_FLUSHAP_SYNC_LEVELAP_P_TO_R_CONFIRM
 locks Specifies when Personal Communications is to return control to the localtransaction processor.
 AP_LONGAP_SHORT
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters;
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_P_TO_R_INVALID_FOR_FDXAP_P_TO_R_INVALID_TYPE
 If the conversation is in the wrong state when the transaction processor issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rc
 AP_TO_R_NOT_LL_BDY
 [MC_]PREPARE_TO_RECEIVE
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AP_P_TO_R_NOT_SEND_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTEDAP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_SVC
 AP_DEALLOC_ABEND_TIMER
 AP_PROG_ERROR_PURGING
 AP_SVC_ERROR_PURGINGAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]PREPARE_TO_RECEIVE verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]PREPARE_TO_RECEIVE verb. See “[MC_]SEND_DATA” on page 134for a list of error return codes.
 [MC_]PREPARE_TO_RECEIVE
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[MC_]RECEIVE_AND_POST
 The RECEIVE_AND_POST verb receives application data and status informationasynchronously. This enables the transaction program to proceed with processingwhile data is still arriving at the local LU. This verb can only be issued through theAPPC entry point.
 VCB Structuretypedef struct receive_and_post{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char fill; /* data fill */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */unsigned long *sema; /* post handle for verb */unsigned char reserv5; /* reserved */} RECEIVE_AND_POST;
 typedef struct mc_receive_and_post{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char reserv4; /* reserved */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */unsigned long *sema; /* post handle for verb */unsigned char reserv6; /* reserved */} MC_RECEIVE_AND_POST;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_RECEIVE_AND_POST
 [MC_]RECEIVE_AND_POST
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AP_M_RECEIVE_AND_POST
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the ALLOCATE verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 rtn_statusIndicates whether status information and data can be returned on the sameverb.
 AP_YESAP_NO
 fill
 Indicates the manner in which the local transaction program receives data.AP_BUFFERAP_LL
 max_lenMaximum number of bytes of data the local transaction program canreceive.
 Range: 0–65535
 This value must not exceed the length of the buffer to contain the receiveddata.
 dptr Address of the buffer to contain the data received by the local LU. Theapplication can append data to the end of the VCB in which case dptrmust be set to NULL.
 sema Handle of the event that the application will wait on. This verb is intendedfor use with WaitForMultipleObjects in the Win32 API orDosWaitEventSem for OS/2.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 AP_DEALLOC_NORMAL
 [MC_]RECEIVE_AND_POST
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what_rcvdStatus information received with the incoming data. If rtn_status is set toAP_NO, this field always contains a value from the following list:
 AP_NONEAP_CONFIRM_DEALLOCATEAP_CONFIRM_SENDAP_CONFIRM_WHAT_RECEIVED
 AP_DATAAP_DATA_COMPLETEAP_DATA_INCOMPLETEAP_SEND
 AP_USER_CONTROL_DATA_COMPLETE
 AP_USER_CONTROL_DATA_INCMP
 AP_PS_HEADER_COMPLETE
 AP_PS_HEADER_INCOMPLETE
 AP_DATA_CONFIRMAP_DATA_COMPLETE_CONFIRMAP_DATA_CONFIRM_DEALLOCATEAP_DATA_COMPLETE_CONFIRM_DEALLAP_DATA_CONFIRM_SENDAP_DATA_COMPLETE_CONFIRM_SENDAP_DATA_SENDAP_DATA_COMPLETE_SEND
 If rtn_status is set to AP_YES, this field can contain any value from eitherthe previous list or the following list.
 The following parameters are for mapped only:AP_UC_DATA_COMPLETE_CONFIRMAP_UC_DATA_COMPLETE_CNFM_DEALLAP_UC_DATA_COMPLETE_CNFM_SENDAP_UC_DATA_COMPLETE_SENDAP_PS_HDR_COMPLETE_CONFIRMAP_PS_HDR_COMPLETE_CNFM_DEALLAP_PS_HDR_COMPLETE_CNFM_SENDAP_PS_HDR_COMPLETE_SEND
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 [MC_]RECEIVE_AND_POST
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This format field requires the format 1 version of the VCB. See“Full-Duplex VCBs” on page 39 for more details on accessing format 1VCBs.
 dlen Number of bytes of data received (the data is stored in the buffer specifiedby the dptr parameter). A length of zero indicates that no data wasreceived. This parameter is only used if the what_rcvd parameter indicatesthat data was received.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_RETURN_STATUS_WITH_DATAAP_BAD_TP_ID
 AP_RCV_AND_POST_BAD_FILL
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_RCV_AND_POST_BAD_STATE
 AP_RCV_AND_POST_NOT_LL_BDY
 If the verb did not execute because it was canceled by another verb issued by thetransaction program, Personal Communications returns the following parameter:
 primary_rcAP_CANCELLED
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTEDAP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 [MC_]RECEIVE_AND_POST
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AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_SVC
 AP_DEALLOC_ABEND_TIMERAP_DEALLOC_NORMALAP_PROG_ERROR_NO_TRUNC
 AP_PROG_ERROR_PURGING
 AP_PROG_ERROR_TRUNC
 AP_SVC_ERROR_NO_TRUNC
 AP_SVC_ERROR_PURGINGAP_SVC_ERROR_TRUNCAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]RECEIVE_AND_POST verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]RECEIVE_AND_POST verb. See “[MC_]SEND_DATA” on page 134for a list of error return codes.
 [MC_]RECEIVE_AND_POST
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[MC]RECEIVE_AND_WAIT
 The RECEIVE_AND_WAIT verb receives any data that is currently available fromthe partner transaction program. If no data is currently available, the localtransaction program waits for data to arrive.
 For half-duplex conversations:The program can issue this verb when the conversation is in send state. Inthis case, the LU flushes its send buffer, sending all buffered informationand the SEND indication to the remote program. This changes theconversation to receive state. The LU then waits for information to arrive.The remote program can send data to the local program after it receivesthe SEND indication.
 For full-duplex conversations:If the send buffer contains the conversation allocation request, it will beflushed; otherwise, this verb will not cause the LU to flush its send buffer.If it is important that the data remaining in the send buffer be transmittedbefore receiving data, the local program should issue a FLUSH beforeissuing this verb.
 VCB Structuretypedef struct receive_and_wait{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char fill; /* data fill */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */unsigned char reserv5[5]; /* reserved */} RECEIVE_AND_WAIT;
 typedef struct mc_receive_and_wait{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char reserv4; /* reserved */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 [MC_]RECEIVE_AND_WAIT
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/* data */unsigned char *dptr; /* pointer to data buffer */unsigned char reserv6[5]; /* reserved */} MC_RECEIVE_AND_WAIT;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_RECEIVE_AND_WAIT
 AP_M_RECEIVE_AND_WAIT
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the ALLOCATE verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 rtn_statusIndicates whether status information and data can be returned on the sameverb.
 AP_YESAP_NO
 fill
 Indicates the manner in which the local transaction program receives data.AP_BUFFERAP_LL
 max_lenMaximum number of bytes of data the local transaction program canreceive.
 Range: 0–65535
 This value must not exceed the length of the buffer to contain the receiveddata.
 [MC_]RECEIVE_AND_WAIT
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dptr Address of the buffer to contain the data received by the local LU. Theapplication can append data to the end of the VCB, in which case dptrmust be set to NULL.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 AP_DEALLOC_NORMAL
 what_rcvdStatus information received with the incoming data. If rtn_status is set toAP_NO, this field always contains a value from the following list:
 AP_NONEAP_CONFIRM_DEALLOCATEAP_CONFIRM_SENDAP_CONFIRM_WHAT_RECEIVED
 AP_DATAAP_DATA_COMPLETEAP_DATA_INCOMPLETEAP_SEND
 AP_USER_CONTROL_DATA_COMPLETE
 AP_USER_CONTROL_DATA_INCMP
 AP_PS_HEADER_COMPLETE
 AP_PS_HEADER_INCOMPLETE
 AP_DATA_CONFIRMAP_DATA_COMPLETE_CONFIRM
 AP_DATA_CONFIRM_DEALLOCATEAP_DATA_COMPLETE_CONFIRM_DEALL
 AP_DATA_CONFIRM_SENDAP_DATA_COMPLETE_CONFIRM_SEND
 AP_DATA_SENDAP_DATA_COMPLETE_SEND
 If rtn_status is set to AP_YES, this field can contain any value from eitherthe previous list or the following list.
 The following parameters apply to mapped only:AP_UC_DATA_COMPLETE_CONFIRMAP_UC_DATA_COMPLETE_CNFM_DEALL
 [MC_]RECEIVE_AND_WAIT
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AP_UC_DATA_COMPLETE_CNFM_SENDAP_UC_DATA_COMPLETE_SENDAP_PS_HDR_COMPLETE_CONFIRMAP_PS_HDR_COMPLETE_CNFM_DEALLAP_PS_HDR_COMPLETE_CNFM_SENDAP_PS_HDR_COMPLETE_SEND
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 This format of the following verb is the format 1 version of the VCB. See“Full-Duplex VCBs” on page 39 for more details on accessing format 1VCBs.
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 dlen This parameter is only used if the what_rcvd parameter indicates that datawas received. Number of bytes of data received (the data is stored in thebuffer specified by the dptr parameter). A length of zero indicates that nodata was received.
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters;
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_RETURN_STATUS_WITH_DATAAP_BAD_TP_ID
 AP_RCV_AND_WAIT_BAD_FILL
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_RCV_AND_WAIT_BAD_STATE
 AP_RCV_AND_WAIT_NOT_LL_BDY
 [MC_]RECEIVE_AND_WAIT
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The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTEDAP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABENDAP_DEALLOC_NORMALAP_PROG_ERROR_NO_TRUNCAP_PROG_ERROR_PURGINGAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 The following parameters apply to basic only:
 AP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMERAP_PROG_ERROR_TRUNCLAP_SVC_ERROR_NO_TRUNCAP_SVC_ERROR_PURGINGAP_SVC_ERROR_TRUNC
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]RECEIVE_AND_WAIT verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]RECEIVE_AND_WAIT verb. See “[MC_]SEND_DATA” on page 134for a list of error return codes.
 [MC_]RECEIVE_AND_WAIT
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[MC_]RECEIVE_EXPEDITED_DATA
 This is not supported on the Communications Server SNA APIclients for OS/2 and Windows 3.1.
 The [MC_]RECEIVE_EXPEDITED_DATA verb receives any expedited data that iscurrently available from the partner TP. If expedited data is currently available, thelocal transaction program receives it without waiting; otherwise, the behavior isgoverned by the rtn_ctl field.
 VCB Structuretypedef struct receive_expedited_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char return_control; /* when to return control */unsigned char reserv1[3]; /* reserved */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */} RECEIVE_EXPEDITED_DATA
 typedef struct mc_receive_expedited_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char return_control; /* when to return control */unsigned char reserv1[3]; /* reserved */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */} MC_RECEIVE_EXPEDITED_DATA
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_RECEIVE_EXPEDITED_DATA
 [MC_]RECEIVE_EXPEDITED_DATA
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AP_M_RECEIVE_EXPEDITED_DATA
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the ALLOCATE verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 return_controlSpecifies when to return control to the transaction program.
 AP_WHEN_EXPD_RECEIVEDAP_IMMEDIATE
 max_lenMaximum number of bytes of data the local transaction program canreceive.
 Range: 0–86
 This value must not exceed the length of the buffer to contain the receiveddata.
 dptr Address of the buffer to contain the data received by the local LU. Theapplication can append data to the end of the VCB, in which case dptrmust be set to NULL.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 [MC_]RECEIVE_EXPEDITED_DATA
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dlen Number of bytes of data received (the data is stored in the buffer specifiedby the dptr parameter). A length of zero indicates that no data wasreceived. Note that any data received is unformatted. No 2-byte lengthfield (LL) is present.
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rc
 AP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because the remote LU does not support expediteddata, Personal Communications returns the following parameter:
 primary_rcAP_EXPD_NOT_SUPPORTED_BY_LU
 If no data is immediately available from the partner transaction program and thertn_ctl flag is AP_IMMEDIATE, Personal Communications returns the followingparameter:
 primary_rcAP_UNSUCCESSFUL
 If the data buffer provided by the transaction program is not large enough tocontain all of the expedited data available at the LU, no data is returned andPersonal Communications returns the following parameters:
 primary_rcAP_BUFFER_TOO_SMALL
 dlen Number of bytes expedited data that the LU has available to receive.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_EXPD_BAD_RETURN_CONTROLAP_RCV_EXPD_INVALID_LENGTH
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_EXPD_DATA_BAD_CONV_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 [MC_]RECEIVE_EXPEDITED_DATA
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AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRYAP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMERAP_DEALLOC_NORMALAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 AP_ERROR_INDICATION
 [MC_]RECEIVE_EXPEDITED_DATA
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[MC_]RECEIVE_IMMEDIATE
 The [MC_]RECEIVE_IMMEDIATE verb receives any data or status informationthat is currently available from the partner transaction program. If none iscurrently available, the local transaction program returns immediately and doesnot wait.
 VCB Structuretypedef struct receive_immediate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char fill; /* data fill */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */unsigned char reserv5[5]; /* reserved */} RECEIVE_IMMEDIATE;
 typedef struct mc_receive_immediate{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned short what_rcvd; /* what received */unsigned char rtn_status; /* return status with data */unsigned char reserv4; /* reserved */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short max_len; /* maximum length of received */
 /* data */unsigned short dlen; /* actual length of received */
 /* data */unsigned char *dptr; /* pointer to data buffer */unsigned char reserv6[5]; /* reserved */} MC_RECEIVE_IMMEDIATE;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_RECEIVE_IMMEDIATE
 AP_M_RECEIVE_IMMEDIATE
 [MC_]RECEIVE_IMMEDIATE
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opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 rtn_statusIndicates whether status information and data can be returned on the sameverb.
 AP_YESAP_NO
 fill
 Indicates the manner in which the local transaction program receives data.AP_BUFFERAP_LL
 max_lenMaximum number of bytes of data the local transaction program canreceive.
 Range: 0–65535
 This value must not exceed the length of the buffer to contain the receiveddata.
 dptr Address of the buffer to contain the data received by the local LU. Theapplication can append data to the end of the VCB, in which case dptrmust be set to NULL.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 AP_DEALLOC_NORMAL
 [MC_]RECEIVE_IMMEDIATE
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what_rcvdStatus information received with the incoming data. If rtn_status is set toAP_NO, this field always contains a value from the following list:
 AP_NONEAP_CONFIRM_DEALLOCATEAP_CONFIRM_SENDAP_CONFIRM_WHAT_RECEIVEDAP_DATAAP_DATA_COMPLETEAP_DATA_INCOMPLETE
 AP_SEND
 AP_USER_CONTROL_DATA_COMPLETE
 AP_USER_CONTROL_DATA_INCMP
 AP_PS_HEADER_COMPLETE
 AP_PS_HEADER_INCOMPLETE
 AP_DATA_CONFIRMAP_DATA_COMPLETE_CONFIRMAP_DATA_CONFIRM_DEALLOCATEAP_DATA_COMPLETE_CONFIRM_DEALLAP_DATA_CONFIRM_SENDAP_DATA_COMPLETE_CONFIRM_SEND
 AP_DATA_SEND
 If rtn_status is set to AP_YES, this field can contain any value from eitherthe previous list or the following list.
 The following parameters apply to mapped only:AP_DATA_COMPLETE_SENDAP_UC_DATA_COMPLETE_CONFIRMAP_UC_DATA_COMPLETE_CNFM_DEALLAP_UC_DATA_COMPLETE_CNFM_SENDAP_UC_DATA_COMPLETE_SENDAP_PS_HDR_COMPLETE_CONFIRMAP_PS_HDR_COMPLETE_CNFM_DEALLAP_PS_HDR_COMPLETE_CNFM_SENDAP_PS_HDR_COMPLETE_SEND
 expd_data_rcvdExpedited-data-received indicator.
 AP_YESAP_NO
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 [MC_]RECEIVE_IMMEDIATE
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dlen This parameter is only used if the what_rcvd parameter indicates that datawas received. Number of bytes of data received (the data is stored in thebuffer specified by the dptr parameter). A length of zero indicates that nodata was received.
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameter.
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_BASIC_CONVERSION or AP_MAPPED_CONVERSATION ORedtogether with
 AP_NON_BLOCKING ORed together withAP_OPERATION_INCOMPLETE_FLAG
 If no data is immediately available from the partner transaction program, PersonalCommunications returns the following parameter.
 primary_rcAP_UNSUCCESSFUL
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_RETURN_STATUS_WITH_DATAAP_BAD_TP_ID
 AP_RCV_IMMD_BAD_FILL
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_RCV_IMMD_BAD_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 [MC_]RECEIVE_IMMEDIATE
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AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMERAP_DEALLOC_NORMALAP_PROG_ERROR_NO_TRUNCAP_PROG_ERROR_PURGING
 AP_PROG_ERROR_TRUNC
 AP_SVC_ERROR_NO_TRUNC
 AP_SVC_ERROR_PURGING
 AP_SVC_ERROR_TRUNC
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_DUPLEX_TYPE_MIXEDAP_CANCELLED
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]RECEIVE_IMMEDIATE verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing. If there is a[MC_]SEND_DATA error return code, it is returned on the[MC_]RECEIVE_IMMEDIATE verb. See “[MC_]SEND_DATA” on page 134for a list of error return codes.
 [MC_]RECEIVE_IMMEDIATE
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[MC_]REQUEST_TO_SEND
 The [MC_]REQUEST_TO_SEND verb notifies the partner transaction programthat the local transaction program wants to send data.
 VCB Structuretypedef struct request_to_send{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} REQUEST_TO_SEND;
 typedef struct mc_request_to_send{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */} MC_REQUEST_TO_SEND;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_REQUEST_TO_SEND
 AP_M_REQUEST_TO_SEND
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 [MC_]REQUEST_TO_SEND
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Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 primary_rcAP_OK
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If [MC_]REQUEST_TO_SEND is issued in nonblocking mode (see “Queue-LevelNonblocking” on page 39), and the conversation ends while processing a verb onthe send/receive queue, Personal Communications returns the followingparameter:
 primary_rcAP_CONVERSATION_ENDED
 The application should not issue any more verbs for this conversation.
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_R_T_S_INVALID_FOR_FDX
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_R_T_S_BAD_STATE
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 [MC_]REQUEST_TO_SEND
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[MC_]SEND_CONVERSATION
 The [MC_]SEND_CONVERSATION verb allocates a conversation to a sessionbetween the local LU and partner LU (causing a transaction program on thepartner LU to start), sends a single data record on this conversation, thendeallocates the conversation without waiting for confirmation. It is equivalent to an[MC_]ALLOCATE, [MC_]SEND_DATA, [MC_]DEALLOCATE (FLUSH) sequenceof verbs (commonly termed a single one-way bracket).
 VCB Structuretypedef struct send_conversation{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned char reserv3[8]; /* reserved */unsigned char rtn_ctl; /* return control */unsigned char reserv4; /* reserved */unsigned long conv_group_id; /* conversation group identifier */unsigned long sense_data; /* sense data */unsigned char plu_alias[8]; /* partner LU alias */unsigned char mode_name[8]; /* mode name */unsigned char tp_name[64]; /* TP name */unsigned char security; /* security */unsigned char reserv5[11]; /* reserved */unsigned char pwd[10]; /* security password */unsigned char user_id[10]; /* security user_id */unsigned short pip_dlen; /* PIP data length */unsigned char *pip_dptr; /* pointer to PIP data */unsigned char reserv5a; /* reserved */unsigned char fqplu_name[17]; /* fully qualified partner LU */
 /* name */unsigned char reserv6[8]; /* reserved */unsigned short dlen; /* data length */unsigned char *dptr; /* pointer to data buffer */} SEND_CONVERSATION;
 typedef struct mc_send_conversation{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned char reserv3[8]; /* reserved */unsigned char rtn_ctl; /* return control */unsigned char reserv4; /* reserved */unsigned long conv_group_id; /* conversation group identifier */unsigned long sense_data; /* sense data */unsigned char plu_alias[8]; /* partner LU alias */unsigned char mode_name[8]; /* mode name */unsigned char tp_name[64]; /* TP name */unsigned char security; /* security */unsigned char reserv6[11]; /* reserved */unsigned char pwd[10]; /* security password */unsigned char user_id[10]; /* security user_id */unsigned short pip_dlen; /* PIP data length */unsigned char *pip_dptr; /* pointer to PIP data */unsigned char reserv6a; /* reserved */unsigned char fqplu_name[17]; /* fully qualified partner LU */
 [MC_]SEND_CONVERSATION
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/* name */unsigned char reserv7[8]; /* reserved */unsigned short dlen; /* data length */unsigned char *dptr; /* pointer to data buffer */} MC_SEND_CONVERSATION;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_SEND_CONVERSATION
 AP_M_SEND_CONVERSATION
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb for aninvoking transaction program, or by the RECEIVE_ALLOCATE verb foran invoked transaction program.
 rtn_ctl Specifies when the local LU acting on a session request from the localtransaction processor is to return control to the local transaction program.
 AP_IMMEDIATEAP_WHEN_SESSION_ALLOCATEDAP_WHEN_SESSION_FREEAP_WHEN_CONV_GROUP_ALLOCAP_WHEN_CONWINNER_ALLOCAP_WHEN_CONLOSER_ALLOC
 conv_group_idThe conversation group identifier for the session to be allocated. Thisparameter is only supplied if rtn_ctl is set toAP_WHEN_CONV_GROUP_ALLOC.
 plu_aliasAlias by which the partner LU is known to the local transaction program.This is an 8-byte string in a locally displayable character set. All 8 bytes aresignificant and must be set. This name must match the name of a partnerLU established during configuration.
 If this field is set to all zeros, Personal Communications uses thefqplu_name field to specify the required partner LU.
 mode_nameName of a set of networking characteristics defined during configuration.This is an 8-byte alphanumeric type-A EBCDIC string (starting with aletter), padded to the right with EBCDIC spaces.
 tp_nameName of the invoked transaction program. Personal Communications does
 [MC_]SEND_CONVERSATION
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not check the character set of this field. The value of tp_name specified bythe ALLOCATE verb in the invoking transaction program must match thevalue of tp_name specified by the RECEIVE_ALLOCATE verb in theinvoked transaction program.
 securitySpecifies the information the partner LU requires in order to validateaccess to the invoked transaction program.
 AP_NONEAP_PGMAP_SAMEAP_PGM_STRONG
 pwd Password associated with user_id. This is a 10-byte type-AE EBCDICcharacter string, padded to the right with EBCDIC spaces. This is requiredif Security=Program (AP_PGM or AP_PGM_STRONG); otherwise, it isoptional.
 user_idUser ID required to access the partner transaction program. This is a10-byte type-AE EBCDIC character string, padded to the right withEBCDIC spaces. This is required if Security=Program (AP_PGM orAP_PGM_STRONG); otherwise, it is optional.
 pip_dlenLength of the program initialization parameters (PIP) to be passed to thepartner transaction program.
 Range: 0–32767
 pip_dptrAddress of buffer containing PIP data. Use this parameter only if pip_dlenis greater than zero.
 fqplu_nameThe fully qualified LU name for the partner LU. This name is 17 bytes longand is right-padded with EBCDIC blanks. It is composed of two type-AEBCDIC character strings concatenated by an EBCDIC dot. (Each name canhave a maximum length of 8 bytes with no embedded blanks. If thenetwork ID is not present, then omit the dot.) This field is only significantif the plu_alias field is set to all zeros.
 dlen Number of bytes of data to send.
 Range: 0–65535
 dptr Address of the buffer containing the data to send. The application canappend data to the end of the VCB, in which case dptr must be set toNULL.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 conv_group_idThe conversation group identifier of the session allocated to theconversation.
 [MC_]SEND_CONVERSATION
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If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameter:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the rtn_ctl parameter was set to AP_IMMEDIATE, and no session is availableimmediately, Personal Communications returns the following parameters:
 primary_rcAP_UNSUCCESSFUL
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rc
 AP_BAD_TP_ID
 AP_BAD_LL
 AP_BAD_RETURN_CONTROLAP_BAD_SECURITYAP_PIP_LEN_INCORRECT
 AP_NO_USE_OF_SNASVCMG
 AP_UNKNOWN_PARTNER_MODE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_UNSUCCESSFUL
 AP_ALLOCATION_ERRORAP_ALLOCATION_FAILURE_NO_RETRYAP_ALLOCATION_FAILURE_RETRY
 AP_SEC_REQUESTED_NOT_SUPPORTED
 AP_TP_BUSY
 AP_CONVERSATION_TYPE_MIXED
 AP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 [MC_]SEND_CONVERSATION
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If the primary_rc is set to AP_ALLOCATION_ERROR, the sense_data field carriesmore information on the failure.
 [MC_]SEND_CONVERSATION
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[MC_]SEND_DATA
 The [MC_]SEND_DATA verb puts data in the local LU’s send buffer fortransmission to the partner transaction program.
 VCB Structuretypedef struct send_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short dlen; /* data length */unsigned char *dptr; /* pointer to data */unsigned char type; /* send data type */unsigned char reserv4; /* reserved */} SEND_DATA;
 typedef struct mc_send_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */#ifdef WINAPPC_FORMAT_1unsigned char expd_data_rcvd; /* expedited data received */#elseunsigned char data_type; /* data type received */#endifunsigned short dlen; /* data length */unsigned char *dptr; /* pointer to data */unsigned char type; /* send data type */#ifdef WINAPPC_FORMAT_1unsigned char data_type; /* data type received */#elseunsigned char reserv4; /* reserved */#endif} MC_SEND_DATA;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_SEND_DATA
 AP_M_SEND_DATA
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 [MC_]SEND_DATA
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On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatFormat of the VCB. Set this to one to get the format listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 dlen Number of bytes of data to be put in the local LU’s send buffer.
 Range: 0–65535
 dptr Address of the buffer containing the data to be put in the local LU’s sendbuffer. The application can append data to the end of the VCB, in whichcase dptr must be set to NULL.
 type Specifies whether to perform the function of another verb in addition toSEND_DATA.
 AP_NONEAP_SEND_DATA_CONFIRMAP_SEND_DATA_FLUSHAP_SEND_DATA_P_TO_R_FLUSHAP_SEND_DATA_P_TO_R_SYNC_LEVELAP_SEND_DATA_P_TO_R_CONFIRMAP_SEND_DATA_DEALLOC_FLUSHAP_SEND_DATA_DEALLOC_SYNC_LEVEAP_SEND_DATA_DEALLOC_CONFIRMAP_SEND_DATA_DEALLOC_ABEND
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]SEND_DATA verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing.
 If there is a SEND_DATA error return code, it is returned on the subsequentverb.
 primary_rcAP_OK
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 [MC_]SEND_DATA
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expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 If the verb does not execute due to a parameter error, Personal Communicationsreturns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rc
 AP_BAD_CONV_IDAP_BAD_TP_ID
 AP_BAD_LL
 AP_SEND_DATA_INVALID_TYPEAP_SEND_DATA_CONFIRM_SYNC_NONEAP_SEND_TYPE_INVALID_FOR_FDX
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_SEND_DATA_NOT_SEND_STATE
 AP_SEND_DATA_NOT_LL_BDY
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RETRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 [MC_]SEND_DATA
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AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRY
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_SVC
 AP_DEALLOC_ABEND_TIMER
 AP_PROG_ERROR_PURGING
 AP_SVC_ERROR_PURGING
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXED
 AP_DUPLEX_TYPE_MIXED
 AP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLEDAP_ERROR_INDICATION
 AP_ALLOCATION_ERROR_PENDINGAP_DEALLOC_ABEND_PROG_PENDINGAP_DEALLOC_ABEND_SVC_PENDINGAP_DEALLOC_ABEND_TIMER_PENDINGAP_UNKNOWN_ERROR_TYPE_PENDING
 [MC_]SEND_DATA
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[MC_]SEND_ERROR
 The [MC_]SEND_ERROR verb notifies the partner transaction program that thelocal transaction program has encountered an application-level error.
 VCB Structuretypedef struct send_error{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */unsigned char err_type; /* error type */unsigned char err_dir; /* error direction */unsigned char expd_data_rcvd; /* expedited data received */unsigned short log_dlen; /* log data length */unsigned char *log_dptr; /* pointer to log data */} SEND_ERROR;
 typedef struct mc_send_error{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */unsigned char err_type; /* error type */unsigned char err_dir; /* error direction */unsigned char expd_data_rcvd; /* expedited data received */unsigned char reserv5[2]; /* reserved */unsigned char reserv6[4]; /* reserved */} MC_SEND_ERROR;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_SEND_ERROR
 AP_M_SEND_ERROR
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 [MC_]SEND_ERROR
 138 Client/Server Communications Programming

Page 157
						

tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 err_type
 Indicates the type of the error being reported: application program orservice program.
 AP_PROGAP_SVC
 err_dirIndicates whether the error being reported is in the data received from thepartner transaction program, or in the data the local transaction programwas about to send.
 This parameter is used only when the SEND_ERROR verb is being issuedin SEND_PENDING state.
 AP_RCV_DIR_ERRORAP_SEND_DIR_ERROR
 log_dlen
 Number of bytes of data to be sent to the error log file.
 Range: 0–32767
 The application can append data to the end of the VCB, in which case thisfield will be greater than zero and log_dptr must be set to NULL. (Alength of zero indicates that there is no error log data.)
 log_dptr
 Address of data buffer containing error information. The application canappend data to the end of the VCB, in which case log_dptr must be set toNULL.
 This data is sent to the local error log and to the partner LU. Thisparameter is used by the SEND_ERROR verb if log_dlen is greater thanzero.
 The transaction program must format the error data as a General DataStream (GDS) error log variable. For further information, refer to IBMSystems Network Architecture: LU 6.2 Reference: Peer Protocols.
 [MC_]SEND_ERROR
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Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_IDAP_BAD_ERROR_DIRECTIONAP_BAD_TP_ID
 AP_SEND_ERROR_BAD_TYPE
 AP_SEND_ERROR_LOG_LL_WRONG
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_SEND_ERROR_BAD_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 Verb Issued in Any Permitted StateThe following return codes can be generated when the [MC_]SEND_ERROR verbis issued in any permitted state:
 [MC_]SEND_ERROR
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AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRYAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLEDAP_ERROR_INDICATION
 AP_ALLOCATION_ERROR_PENDINGAP_DEALLOC_ABEND_PROG_PENDINGAP_DEALLOC_ABEND_SVC_PENDINGAP_DEALLOC_ABEND_TIMER_PENDINGAP_UNKNOWN_ERROR_TYPE_PENDING
 Verb Issued in SEND State: The following return codes can be generated only ifthe [MC_]SEND_ERROR verb is issued in SEND state:
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 AP_DEALLOC_ABEND
 AP_DEALLOC_ABEND_PROG
 AP_DEALLOC_ABEND_SVC
 AP_DEALLOC_ABEND_TIMERAP_PROG_ERROR_PURGING
 AP_SVC_ERROR_PURGING
 Verb Issued in RECEIVE State: The following return code can be generated onlyif the verb is issued in RECEIVE state:
 AP_DEALLOC_NORMAL
 Note: For performance reasons, the SNA API client can return a successful returncode on the [MC_]SEND_DATA verb without forwarding it to the server.When a subsequent [MC_]SEND_ERROR verb is issued, the[MC_]SEND_DATA is forwarded to the server for processing.
 If there is a [MC_]SEND_DATA error return code, it is returned on the[MC_]SEND_ERROR verb. See “[MC_]SEND_DATA” on page 134 for a listof error return codes.
 [MC_]SEND_ERROR
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[MC_]SEND_EXPEDITED_DATA
 This is not supported on the Communications Server SNA APIclients for OS/2 and Windows 3.1.
 The [MC_]SEND_EXPEDITED_DATA verb puts data in the local LU’s expeditedsend buffer for transmission to the partner transaction program. This data canarrive at the partner transaction program before non-expedited data that was sentearlier.
 VCB Structuretypedef struct send_expedited_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */unsigned short dlen; /* data length */unsigned char *dptr; /* pointer to data */unsigned char reserve4[2]; /* TP identifier */} SEND_EXPEDITED_DATA;
 typedef struct mc_send_expedited_data{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char rts_rcvd; /* request to send received */unsigned char expd_data_rcvd; /* expedited data received */
 /* transaction plan *//* data */
 unsigned short dlen; /* actual length of received *//* data */
 unsigned char *dptr; /* pointer to data buffer */unsigned char reserv4[2]; /* reserved */} MC_SEND_EXPEDITED_DATA
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_SEND_EXPEDITED_DATA
 AP_M_SEND_EXPEDITED_DATA
 [MC_]SEND_EXPEDITED_DATA
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opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION. Fornonblocking operation, this flag can be ORed together withAP_NON_BLOCKING.
 On full-duplex conversations, this flag must be ORed together withAP_FULL_DUPLEX_CONVERSATION.
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 dlen Number of bytes of data to be put in the local LU’s send buffer.
 Range: 1–86
 dptr Address of data buffer containing error information. The application canappend data to the end of the VCB, in which case dptr must be set toNULL.
 Note that the data is unformatted—no 2-byte length field (LL) is present.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameters:
 primary_rcAP_OK
 rts_rcvdRequest-to-send-received indicator.
 AP_YESAP_NO
 expd_data_rcvdExpedited-data-received indicator. This indication continues to be set toAP_YES until a RECEIVE_EXPEDITED_DATA is issued.
 AP_YESAP_NO
 If the verb is nonblocking and has not completed, Personal Communicationsreturns the following parameters:
 primary_rcAP_OPERATION_INCOMPLETE
 opext AP_OPERATION_INCOMPLETE_FLAG
 If the verb does not execute because the remote LU does not support expediteddata, Personal Communications returns the following parameter:
 [MC_]SEND_EXPEDITED_DATA
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primary_rcAP_EXPD_NOT_SUPPORTED_BY_LU
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_IDAP_BAD_TP_IDAP_SEND_EXPD_INVALID_LENGTH
 AP_RCV_EXPD_INVALID_LENGTH
 If the conversation is in the wrong state when the transaction program issues thisverb, Personal Communications returns the following parameters:
 primary_rcAP_STATE_CHECK
 secondary_rcAP_EXPD_DATA_BAD_CONV_STATE
 The conditions generating the following possible primary return codes(primary_rc) and indented secondary return codes (secondary_rc) are described inAppendix A, “APPC Common Return Codes” on page 321.
 AP_ALLOCATION_ERRORAP_SECURITY_NOT_VALIDAP_TRANS_PGM_NOT_AVAIL_RETRYAP_TRANS_PGM_NOT_AVAIL_NO_RTRYAP_TP_NAME_NOT_RECOGNIZEDAP_PIP_NOT_ALLOWEDAP_PIP_NOT_SPECIFIED_CORRECTLYAP_CONVERSATION_TYPE_MISMATCHAP_SYNC_LEVEL_NOT_SUPPORTED
 AP_CONV_FAILURE_NO_RETRYAP_CONV_FAILURE_RETRYAP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMERAP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_DUPLEX_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 [MC_]SEND_EXPEDITED_DATA
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[MC_]TEST_RTS
 The [MC_]TEST_RTS verb determines whether a request-to-send notification hasbeen received from the partner transaction program.
 VCB Structuretypedef struct test_rts{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */} TEST_RTS;
 typedef struct mc_test_rts{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */} MC_TEST_RTS;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_TEST_RTS
 AP_M_TEST_RTS
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program. The value of this parameterwas returned by the TP_STARTED verb in the invoking transactionprogram or by RECEIVE_ALLOCATE in the invoked transaction program.
 conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 Returned ParametersIf the verb executes successfully, Personal Communications returns the followingparameter:
 [MC_]TEST_RTS
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primary_rcIndicates whether a request-to-send notification has been received from thepartner transaction program.
 AP_OKAP_UNSUCCESSFUL
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_TEST_INVALID_FOR_FDX
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_TP_BUSYAP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERROR
 [MC_]TEST_RTS
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[MC_]TEST_RTS_AND_POST
 The [MC_]TEST_RTS_AND_POST verb asynchronously determines whether arequest-to-send notification has been received from the partner transactionprogram. A transaction program can issue a [MC_]TEST_RTS_AND_POST at anytime, even when there is another verb outstanding on the conversation.[MC_]TEST_RTS_AND_POST returns when a request-to-send notification isreceived, or when the conversation ends, or when a conversation failure isdetected.
 This verb can only be issued through the APPC entry point.
 VCB Structuretypedef struct test_rts_and_post{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */unsigned long sema; /* post handle for verb */} TEST_RTS_AND_POST;
 typedef struct mc_test_rts_and_post{unsigned short opcode; /* verb operation code */unsigned char opext; /* verb extension code */unsigned char format; /* format */unsigned short primary_rc; /* primary return code */unsigned long secondary_rc; /* secondary return code */unsigned char tp_id[8]; /* TP identifier */unsigned long conv_id; /* conversation identifier */unsigned char reserv3; /* reserved */unsigned long sema; /* post handle for verb */} MC_TEST_RTS_AND_POST;
 Supplied ParametersThe transaction program supplies the following parameters to PersonalCommunications:
 opcode
 AP_B_TEST_RTS_AND_POST
 AP_M_TEST_RTS_AND_POST
 opext AP_BASIC_CONVERSATION or AP_MAPPED_CONVERSATION
 formatIdentifies the format of the VCB. Set this field to zero to specify the versionof the VCB listed above.
 tp_id Identifier for the local transaction program.
 The value of this parameter was returned by the TP_STARTED verb in theinvoking transaction program or by RECEIVE_ALLOCATE in the invokedtransaction program.
 [MC_]TEST_RTS_AND_POST
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conv_idConversation identifier.
 The value of this parameter was returned by the [MC_]ALLOCATE verbin the invoking transaction program or by RECEIVE_ALLOCATE in theinvoked transaction program.
 sema Handle of the event that the application will wait on. This verb is intendedfor use with WaitForMultipleObjects in the Win32 API. For moreinformation about this function, see the programming documentation forthe Win32 API.
 Returned ParametersIf the verb executes successfully (that is, a request-to-send notification is received),Personal Communications return the following parameter:
 primary_rcAP_OK
 If the verb returns because the conversation has ended or a conversation failurehas been detected, Personal Communications returns the following parameter:
 primary_rcAP_UNSUCCESSFUL
 If the verb does not execute because of a parameter error, PersonalCommunications returns the following parameters:
 primary_rcAP_PARAMETER_CHECK
 secondary_rcAP_BAD_CONV_ID
 AP_BAD_TP_IDAP_TEST_INVALID_FOR_FDX
 The conditions generating the following possible primary return codes(primary_rc) are described in Appendix A, “APPC Common Return Codes” onpage 321.
 AP_CONVERSATION_TYPE_MIXEDAP_UNEXPECTED_SYSTEM_ERRORAP_CANCELLED
 [MC_]TEST_RTS_AND_POST
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Chapter 9. Fundamental Concepts of the IBM Conventional LUApplication
 This chapter describes the IBM conventional logical unit application (LUA) accessmethod and describes its relationship to Systems Network Architecture (SNA).
 Note: Included in the chapters of Part 2 of this book is information on the LUAAPI provided by the following systems:v Communications Server running on Windows NT and Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with theCommunications Server/NT product
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
 Understanding LUA and SNAThe IBM LUA access method provides an application programming interface (API)for secondary dependent logical units (LUs). LUA consists of system software andinterfaces that supply input/output (I/O) service routines to supportcommunications using LU types 0, 1, 2, and 3 SNA protocols. The RUI and SLIinterface of LUA is supported.
 The Communications Server is designed to be binary compatible with MicrosoftNT SNA Server and similar to the implementation of Communications Server/2.
 The services that LUA provides to application programs include only those thatsupport data communications; LUA does not provide any device emulationfacilities. However, LUA does provide a unique subset of presentation serviceslayer functions.
 Communications Server must be installed and configured before an LUAapplication program can run on the workstation. Refer to Quick Beginnings forinformation about installing and configuring Communications Server.
 Connection CapabilitiesThe main objective of any communications system is to connect with othersystems. The goal of SNA is to supply common protocols that give universalconnectivity. LUA communication and connectivity requirements include theSystem/370™ (S/370™) connections.
 LUA Application ProgramsIn this book, the term LUA application program means an application program, or aportion of an application program, that uses LUA communications functions.Application programs use these functions to communicate with applicationprograms on other systems that support LU types 0, 1, 2, or 3.
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As a local LUA application program runs, it exchanges data with a remote hostapplication program. The local and remote application programs are called partnerapplication programs.
 LUA VerbsA verb is a formatted request that is processed by LUA. An application programissues a verb to request that LUA take some action. LUA verbs are coded ascontrol blocks. Each verb control block has a precisely defined format. To use theLUA facilities, an application program supplies verb control blocks to the LUAAPI.
 An LUA verb always returns immediately to its caller. If the return code isIN_PROGRESS, the application needs to wait for completion of the verb, using theposting method specified in the verb request. See Chapter 12, “RUI LUA EntryPoints” on page 181 for a description of LUA verb postings.
 Verb control block layouts are available in the INCLUDE directory. You can use theverb control block layouts and sample programs to help you write LUAapplication programs.
 LUs, Local LUs, and Partner LUsA logical unit (LU) manages the exchange of data between application programs.Every LUA application program gains access to an SNA network through an LU,which acts as an intermediary between the LUA application program and the SNAnetwork.
 In LUA, there is a one-to-many relationship between LUA application programprocesses and LUs. One LUA application program process can own multiple LUssimultaneously, but a given LU can be owned by only one LUA applicationprogram process simultaneously. Before a second application program process canuse an LU, the first application program must release the LU.
 An LUA application program issues LUA verbs to its local LU. These verbs causecommands and data to flow across the network to the partner LU.
 Note: You need to define your local LU only once for each machine, as describedin Quick Beginnings.
 System Services Control Point (SSCP)The system services control point (SSCP) component in a host system isresponsible for starting host applications, for associating host applications withdependent LUs, and for creating and terminating the connections between LUs.
 SNA LayersSNA is a hierarchical structure that consists of seven well-defined layers. Eachlayer in the architecture performs a specific function. Understanding the layeredstructure of SNA helps in understanding the various functions that LUA supplies.The following descriptions of the five highest-level SNA layers show therelationship between LUA and SNA.
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Data Link Control LayerThe data link control (DLC) layer consists of the elements that provide an interfaceto the hardware. The DLC elements supply support for various DLC protocols,such as Synchronous Data Link Control (SDLC) and the IBM Token-Ring Network.The DLC layer supplies a common link appearance to the elements in the pathcontrol (PC) layer. The DLC layer is common to all Personal Communications LUimplementations, including LUA.
 Path Control LayerThe path control (PC) layer of SNA in a peripheral node supplies basic functions,such as routing to and from multiple half-sessions within its node. SNA permitsthe PC layer to route to and from only one data link at a time. The PC layer iscommon to all Personal Communications LU implementations, including LUA.
 Transmission Control LayerThe transmission control (TC) layer of SNA supplies the connection-point-managerfunction and the session-control function for each locally supported half-session.The connection-point-manager function controls sequence-number checking,pacing, and other support functions that relate to half-session data flows. Thesession-control function supplies session-specific support for starting, pacing,enciphering, deciphering, and other support functions that relate to session-relateddata flows. LUA contains an implementation of the TC layer for LU types 0, 1, 2,and 3 within Personal Communications.
 Data Flow Control LayerThe data flow control (DFC) layer of SNA controls the flow of functionmanagement data (FMD) requests and FMD responses between FMD pairs that arein sessions and between sessions. The data flow control layer supplies variousfunctions, such as request/response formatting, data-chaining protocol,request/response correlation, send- and receive-mode protocols, bracket protocol,error-recovery protocol, stop-bracket-initiation protocol, and queued-responseprotocol. LUA contains an implementation of the data flow control layer for LUtypes 0, 1, 2, and 3 within Personal Communications.
 Presentation Services LayerThe presentation services (PS) layer of SNA contains the function that presents thecommunications data interface to the user. The presentation services layer isdefined in the architecture for all LU types except LU 0. LUA contains a uniquesubset of the presentation services layer within Personal Communications. Formore information about the presentation services layer, refer to Systems NetworkArchitecture Concepts and Products.
 The LU services functions are a part of the SNA-session message flow layers.These functions supply support before session establishment, build sessionstructures, and take down session structures. LUA functions interface withcommon Personal Communications and Communications Server support to defineLUs and to start and stop SNA sessions.
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Using SNA SessionsBefore an LUA application program can communicate with a partner hostapplication program, the respective LUs must be connected in a mutualrelationship called a session. An SNA session is a logical connection that enablestwo network addressable units (NAUs) to communicate with each other; an LU isone kind of NAU. Because the session connects two LUs, it is called an LU-LUsession. LU-LU sessions enable end users to exchange data.
 A session manages how data moves between a pair of LUs in an SNA network.Therefore, sessions are concerned with such things as the quantity of data beingtransmitted, data security, network routing, data loss, and traffic congestion.Session characteristics are determined by the SNA BIND command originatingfrom the primary LU, when the secondary LU accepts the BIND command.
 Prerequisites to an SNA SessionAn LU-LU session consists of communication between a primary logical unit (PLU)and a secondary logical unit (SLU). The SLU is implemented by the LUAapplication program. Before data can be transferred between a PLU and an SLU onan LU-LU session, the following events must occur:1. Personal Communications and Communications Server activate the data link.2. When the data link is ready, the system services control point (SSCP)
 establishes a session between itself and a physical unit (SSCP-PU session) bysending an Activate Physical Unit (ACTPU) command and reading a positiveresponse from either the Personal Communications or Communications Serverprogram. Then either program sends a positive response if the PU address fromthe ACTPU command corresponds to the configuration information.
 3. The SSCP establishes a session between itself and the logical unit (SSCP-LUsession) by sending an Activate Logical Unit (ACTLU) command and reading apositive response from either the Personal Communications or CommunicationsServer program. Then either program sends a positive response if the LUaddress from the ACTLU command corresponds to the configurationinformation.
 Starting SessionsEither the SLU or the PLU can start an LU-LU session.
 Starting an LU-LU Session from an SLUAfter the SSCP-LU session is established, the SLU program can request an LU-LUsession by sending the Initiate Self (INITSELF) command to the SSCP. The SSCPreceives the INITSELF command and checks whether the named host applicationprogram is valid. A host application program is valid if it is known and active. Ifthe host application program is valid, the SSCP sends a positive response to theSLU, and the PLU starts the session. If the host application program is not valid,the SSCP sends a negative response to the SLU, and the PLU does not start thesession.
 If the SSCP sends a positive response to an INITSELF command but the sessioncannot be established, the SSCP sends a Network Services Procedure Error (NSPE)command to the SLU to stop the attempt to establish a session. The SLU canreissue the INITSELF command after the NSPE command.
 Starting an LU-LU Session from a PLUThe PLU program can start unsolicited LU-LU sessions. The PLU starts sessions bygenerating a BIND command. A subsequent positive response establishes the
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agreement to communicate. A data field that is associated with the BINDcommand contains the name of the PLU application program and the sessionBIND parameters. For more information about the format of this data field, referto Systems Network Architecture: Formats.
 For nonnegotiable BINDs, the SLU returns a positive response if the parametersare acceptable. If the parameters are unacceptable, the SLU returns a negativeresponse with sense data to the PLU.
 The negotiable BIND command permits the SLU to return a positive response witha minimum of 26 bytes of updated session parameters indicating compatibilitywith the PLU parameters. If the PLU finds the returned parameters acceptable, itsends a Start Data Traffic (SDT) command. If the returned parameters areunacceptable, the PLU sends an UNBIND command that indicates unacceptablenegotiable BIND command parameters from the SLU.
 Transferring Data on an LU-LU SessionAfter the LU-LU session is established and the SLU program responds to the SDTcommand, data transfer can begin. For a data transmission operation, a messagemoves from end-user storage to Personal Communications or CommunicationsServer storage until it is transmitted. For a data-reception operation, eitherprogram would place a message in its own storage and then move the messageinto end-user storage.
 Quiesce protocols suspend the transfer of data in an LU-LU session. The PLU orthe SLU can send the following Quiesce protocol commands:v Quiesce at End of Chain (QEC). This command requests that the receiver of this
 command stop sending data after sending the last part in a data chain. A datachain is a series of related messages. For more information about data chaining,see “Using the Data-Chaining Protocol” on page 159.
 v Quiesce Complete (QC). This command notifies a QEC command that datatransfer is suspended. When the SLU sends the QC command, either PersonalCommunications or Communications Server prevents the SLU from sending anynormal-flow messages until the Release Quiesce (RELQ) command is received.
 v Release Quiesce (RELQ). This command notifies the receiver that data can againbe transferred.
 Stopping SessionsWhen all data has been transferred and verified, the session can end. An SLU mustend one session before it can begin a different session with either the same oranother PLU.
 Stopping an LU-LU Session by an SLUAn SLU can end an LU-LU session in either of two ways:v By sending a Terminate-Self (TERMSELF) command or an UNBIND command.
 Either command results in an immediate ending.v By sending a Request Shutdown (RSHUTD) command. This command solicits
 an UNBIND from the PLU.
 To end a session immediately, the SLU sends the TERMSELF command to theSSCP, which checks whether the named LUA application program is the oneparticipating in this session. If it is, the SSCP sends a positive, nondata response.Depending on the host SNA version being used, the SSCP can send a CLEAR
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command, which purges all messages from the LU-LU session, and can then sendan UNBIND command to end the session. Alternatively, the SLU can send anUNBIND command to the PLU.
 Stopping an LU-LU Session by a PLUA PLU can end an LU-LU session in either of two ways:v By sending a CLEAR command and then an UNBIND command, or an
 UNBIND command only. Either method results in an immediate ending.v By sending the Shutdown (SHUTD) command. This command results in an
 orderly session termination. The SLU and PLU have a dialog that tells each tostop sending data and that ensures that data already sent is received.
 Ending the LU-LU session has no effect on the SSCP-LU session.
 Stopping an SSCP-LU Session and an SSCP-PU SessionThe SSCP-LU session ends when the host sends the Deactivate Logical Unit(DACTLU) command to the SLU. When the last SSCP-LU session for PersonalCommunications ends, the SSCP can end the SSCP-PU session by sending aDeactivate Physical Unit (DACTPU) command.
 Disconnecting the Host LinkWhen the host receives the response to the DACTPU command, it returns acommand to Personal Communications such as the Set Disconnect Response Mode(SDRM) command when using SDLC protocol. The SSCP can also disconnectimmediately at any time by sending the same command to PersonalCommunications, which ends all sessions. When sessions are ended in this manner,all SLUs that were active earlier receive a loss-of-contact indication.
 Message NumbersAll normal-flow messages that are transmitted between the SLU and the PLUduring an LU-LU session are numbered in sequence. The SLU maintains asequence number for normal-flow messages from the SLU to the PLU and anothersequence number for normal-flow messages from the PLU to the SLU. Eachnormal-flow message gets a sequence number one greater than the sequencenumber of the preceding normal-flow message. There is one pair of sequencenumbers for each session that is established between an SLU and a PLU.
 For LU-LU expedited-flow messages and for all SSCP-LU and SSCP-PU messages,unsequenced identifiers are used instead of sequence numbers.
 When a session is reestablished or a CLEAR command is sent, the PLU and theSLU set their sequence numbers to 0. The PLU can change the sequence numberswith the Set and Test Sequence Numbers (STSN) command. This enables correctsequence numbering when a session is recovered or restarted.
 When the SLU encounters a sequence number error, it sends a negative response tothe PLU if a response was requested. When the SLU reads a response, the SLUuses the response sequence number to correlate the response with the originalrequest. When the SLU writes a response, the SLU must supply the sequencenumber of the original request.
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Restarting and Resynchronizing a SessionIf the PLU or the SLU encounters an unrecoverable error, such as a line failure,you might need to resynchronize the LU-LU session after restarting it.Resynchronizing the LU-LU session includes reprocessing recoverable messagesand (optionally) resetting the message sequence numbers. The applicationprograms can include routines to retransmit lost messages.
 When a session is restarted and resynchronized, the PLU sends the BIND, theSTSN, and the SDT commands. When the STSN command is sent, a dialog canoccur to establish the sequence numbers that are acceptable to both the PLU andthe SLU. This dialog consists of a series of STSN messages and positive responses.
 If the SLU determines that resynchronization is required, the SLU can send aRequest Recovery (RQR) command, a negative response, or an LU-Statuscommand (LUSTAT) with a description of the failure in the user sense bytes. If thePLU discovers the failure or receives an RQR command from the SLU, the PLUsends a CLEAR command to purge all LU-LU messages from the network, anSTSN command to establish new sequence numbers, and then an SDT command.
 Using Protocols to Control Requests and ResponsesVarious protocols can control the sequencing rules for requests and responses. Thissection describes some of the protocols used for managing the SNA network,transferring data, and synchronizing the states of network components.
 Using the Pacing ProtocolTo avoid a message-flow rate that is too fast for Personal Communications or thehost, you can specify pacing in the BIND command. Pacing applies to the LU-LUnormal flow only. While pacing, Personal Communications permits a specifiednumber of messages to flow and waits for a response before permitting additionalmessages to be sent. You can specify pacing on Personal Communications-to-hostflow, the host-to-Personal Communications flow, or both. Once the LU-LU sessionstarts, LUA handles all pacing with no participation by the application program.
 Receive-Pacing ProtocolReceive-pacing protocol gives the PLU control over the number and the frequencyof messages sent from the SLU on an LU-LU session. When the SLU receivespacing values in the BIND command, Personal Communications automaticallyenforces pacing for each SLU that communicates with the host.
 During a positive response to a negotiable BIND command, you can change thepacing values to any number except 0. When the SLU sends the first message of asequence, Personal Communications set a bit in the request/response header (RH)that indicates a pacing response is to be returned. If the pacing count is exhaustedbefore either program receives a pacing response from the PLU, neither programcan send additional data messages. If the application program issues a writeoperation and no pacing response is received, Personal Communications defer thewrite operation.
 Send-Pacing ProtocolThe SLU automatically controls the send-pacing protocol. If the pacing indicator isset on in a message from the PLU to the SLU, the SLU issues a pacing responsewhen the application program reads the message. The message response cancontain the pacing indicator or, if no response is required for the received message,
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the pacing response can be an isolated pacing response (IPR). The PLU can thensend another pacing window of messages.
 Using the Half-Duplex Contention/Flip-Flop ProtocolThe change-direction (CD) indicator is used with both of the following protocols:v Half-duplex contention protocol, which is a normal-flow send/receive mode in
 which either half-session can send normal-flow requests at the beginning of thesession or after sending or receiving the last request of a chain.
 v Half-duplex flip-flop protocol, which is a normal-flow send/receive mode inwhich one half-session sets the CD indicator in the response header (RH) on anend-of-chain to enable the other half-session to begin sending.
 A CD indicator tells the receiver that transmitting can begin.
 For example, if the SLU initiates a transaction, the SLU begins by sending themessages that completely describe the transaction. On the last message, the SLUsets the CD indicator to tell the PLU that it can begin transmitting a reply. If thePLU needs additional information to complete the transaction, it sends an inquiryand sets the CD indicator. The dialog proceeds in this half-duplex mode until thetransaction is complete. During a half-duplex dialog, the SLU can use the SIGcommand to tell the PLU to stop sending data and to change the direction of thedata flow.
 Using the Bracket ProtocolBracket protocol gives the SLU and the PLU context control of the datatransmission, indicating that a session concerns a single transaction. Bracketprotocol protects a current session from interruption by a concurrent transaction. Abracket encompasses the duration of a transaction.
 The first message in the bracket contains a begin-bracket (BB) indicator, and thelast message in the bracket contains an end-bracket (EB) indicator. A singlemessage can be a bracket if it contains both indicators.
 For a bracket session, the BIND command specifies one LU as the first speaker,and the other LU as the bidder. The first speaker can begin a bracket withoutpermission from the other LU. The bidder, however, must request and receivepermission from the first speaker to begin a bracket.
 A BID command is a normal-flow request that is issued by the bidder to requestpermission to begin a bracket. A positive response to a BID command indicatesthat the first speaker will not begin a bracket but will wait for the bidder to begina bracket. A negative response to a BID command indicates that the first speakerdenies permission for the bidder to begin a bracket. The first speaker can send aReady-to-Receive (RTR) command when permission is granted to start a bracket.
 The first speaker indicates a negative response to a BID command with one of tworesponse codes:
 Bracket-Bid-Reject-RTR-ForthcomingIndicates that an RTR command for that BID command will be sent later(granting permission to start a bracket). The bidder can wait for the RTRcommand or send the BID command again.
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Bracket-Bid-Reject-No-RTR-ForthcomingIndicates that no RTR command for that BID command will be sent later.The bidder must send the BID command again if the bidder still wants tobegin a bracket.
 Instead of sending a BID command followed by a first-in-chain FMD with a BBindicator, the bidder can attempt to initiate a bracket by sending a first-in-chainFMD with a BB indicator. The first speaker can grant the attempt with a positiveresponse or it can refuse the attempt with a negative response that indicates eitherof the negative response codes. However, if the bidder stops the chain that carriesthe BB indicator by sending the CANCEL command, the bracket is not initiated,regardless of the response. The RTR command can be issued by the first speakereither to grant permission to the bidder to begin a bracket or to find out if thebidder wants to begin a bracket.
 A positive response to an RTR command indicates that the bidder will initiate thenext bracket. If the bidder does not want to initiate a bracket, the bidder issues anegative response with the RTR-Not-Required sense code.
 Using the Data-Chaining ProtocolData chaining is an optional protocol for transmitting a group of related messages.To send chained messages from the SLU, the SLU sets to 1 the begin-chain (BC)indicator for the message to indicate the first message in a chain. For all messagesbetween the first and the last in the chain, the SLU sets the BC and the end-chain(EC) indicators to 0. For the last message in the chain, the EC is set to 1 again.When the SLU receives messages, it tests the chaining indicator to determine if themessages are chained.
 The data-chaining protocol comprises three types of chains, as follows:v No-response chain. Each request in the chain is marked no response.v Exception-response chain. Each request in the chain is marked exception response.v Definite-response chain. The last request in the chain is marked definite response;
 all other requests in the chain are marked exception response.
 When sending a message chain to the PLU, the SLU can send a CANCELcommand if the SLU or the PLU finds a message error. If the SLU sends aCANCEL command to the PLU, the PLU discards all messages in the chain that ithas received. If the PLU sends a negative response to any element of a chain, theSLU ends the chain normally or sends a CANCEL command.
 Data Exchange Control MethodsAn SNA session is conducted under rules for orderly exchange of data.
 Flow ProtocolsAt the transport level, data is exchanged through either a half-duplex (HDX)protocol or a full-duplex (FDX) protocol.
 When a half-duplex protocol is used, data flows in only one direction at a time,with one LU sending only and the other receiving only. In a half-duplex flip-flopprotocol, both LUs recognize which LU has the right to send and which to receive.At specified times the partner LUs agree to change the direction so that thereceiver can send and the sender can receive.
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When a full-duplex protocol is used, data can flow in either direction at any time.Both LUs can send and receive without constraint.
 Response ModesEach SNA message is either a request or a response. Every request from one LUelicits a matching response from the partner LU. Because the response carries thesame transmission sequence number as the request, responses and requests can bematched by their sequence numbers.
 When your application has received a request whose RH specifies a mandatoryresponse, your application must generate and send a response message. Theresponse mode rule determines when the response must be sent.
 Under immediate response mode, your application must send a response to arequest before it sends any request of its own. Under delayed response mode,however, responses can be sent at any time after a request is received.
 LUA Correlation TablesLUA keeps track of the sequence numbers of incoming and outgoing requests untilthey receive responses, until the application issues a response to an incomingrequest, or until the PLU responds to an outgoing request. These numbers arerecorded in Personal Communications and Communications Server areas calledcorrelation tables.
 Under immediate response mode, only a few outstanding requests can begenerated in a session, typically one at most. Under delayed response mode, thenumber can be larger.
 The LUA correlation tables are managed dynamically. LUA can record any numberof responses. If a very large number of responses accumulate (probably due to aprogram logic error), the server runs low on memory and PersonalCommunications might shut down.
 Exception Response Requests (RQEs)In most cases, LUA can correlate requests and responses automatically, without anyhelp from your program. LUA observes the request and response RUs as they flowin the session. LUA can tell when a request needs a response, and when theresponse has been sent. However, there is one case in which LUA cannot tell if aresponse will be sent, and your program must tell it.
 Bit fields in the RH of a request specify whether a response is mandatory, notwanted, or optional. When no response is wanted, LUA need not store the requestnumber in its correlation table. A mandatory response must be sent as the nextmessage on that flow. LUA enters the message in the correlation table, but it willquickly be cleared because the response must come next.
 The error response indicator (ERI) in the RH specifies that a response is optional,required only if the receiving LU cannot accept or process the RU. Thisoptional-response RU is called an exception response request (abbreviated RQE).LUA cannot always manage its correlation table automatically in the presence ofRQEs. Table 11 summarizes the instances in which LUA can clear a received RQEautomatically from its correlation table, and those in which LUA must wait for asignal from the application before clearing a received RQE.
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Table 11. Clearing of RQEs
 ImmediateResponse Mode Delayed Response Mode
 Verbs HDX FDX HDX FDX
 RUI_READ Automatic Automatic Applicationresponse
 Applicationresponse
 RUI_WRITE Automatic Applicationresponse
 Applicationresponse
 Applicationresponse
 In immediate response mode on either an HDX or FDX session, LUA can discardthe number of an RQE as soon as the application requests input (uses RUI_READ),because, in immediate response mode, a response must be sent before anotherrequest can be issued. Also, in immediate response mode on an HDX connection,LUA can discard the number of an RQE as soon as the application requests output(uses RUI_WRITE)—because the output will either be the RQE response, or noresponse is going to be sent.
 In all other instances, LUA cannot be sure whether a response to the RQE will beproduced. The application must format and send a positive response to an RQE,not for the benefit of the PLU (which wants only negative responses) but to informLUA that the RQE was accepted and will not be generating a negative response.
 LUA can then clear the RQE from its table. Because the response is a positive oneand the PLU wanted only negative ones, LUA does not transmit the application’sresponse on the network.
 In short, simply to assist LUA, your application must treat received RQE RUs as ifthey were definite-response RUs.
 Session ProfilesThe specific SNA protocols and conventions that can be used on a given session,taken together, comprise the profile of the session. Two profiles, the transmissionservices (TS) profile and the function management (FM) profile, can be bound tothe session. The choice of profiles is made at BIND time.
 TS ProfilesFive TS profiles, numbered 1, 2, 3, 4, and 7 are defined by SNA. However, becauseTS profile 1 is used only between the SSCP and the PU, only profiles 2, 3, 4, and 7are applicable to an LUA application. They differ in the SNA commands that canbe issued, as shown in Table 12.
 Table 12. TS Profile Characteristics
 Profile Pacing Use CLEAR CRV RQR SDT STSN
 2 Always Used Not used Not used Not used Not used
 3 Always Used Optional Not used Used Not used
 4 Always Used Optional Used Used Used
 7 Optional Not used Optional Not used Not used Not used
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FM ProfilesEight FM profiles, numbered 0, 2, 3, 4, 6, 7, 18, and 19 are defined by SNA.However, because profiles 0 and 6 are used only by the SSCP, and profile 19 isused only with LU type 6.2, five profiles can be applicable to an LUA application.Each profile differs in the SNA facilities that are restricted.
 An approximate summary of the FM profiles is shown in Table 13. In the table, ablank cell means that the SNA facility is not restricted in this profile—it can haveany use that can be specified in the BIND parameters.
 The LUA RUI supports FM profiles 2, 3, 4, 7, and 18.
 Table 13. FM Profile Characteristics
 SNA Facility FMP 2 FMP 3 FMP 4 FMP 7 FMP 18
 Request mode SLU uses delayed
 Response mode SLU uses immediate Immediate Immediate Immediate Immediate
 RU chains Single RU chainsonly
 Length-checkedcompression
 LU 0 only
 FMH-1 sessioncontrol block (SCB)compression
 Not allowed
 Data flow controlRUs allowed
 None v CANCELv SIGNALv LUSTAT (SLU
 only)v CHASEv SHUTDv SHUTCv RSHUTDv BID, RTR
 v CANCELv SIGNALv LUSTATv QECv QCv RELQv CHASEv SHUTDv SHUTCv RSHUTDv BID, RTR
 v CANCELv SIGNALv LUSTATv RSHUTD
 v CANCELv SIGNALv LUSTATv CHASEv BIS, SBIv BID, RTR
 FM Headers Not allowed
 Brackets Restricted use
 Flow protocol FDX
 Recovery By PLU only
 Using RUI LUA VerbsAn application accesses LUA through LUA verbs. Each verb supplies parameters toLUA, which performs the desired function and returns parameters to theapplication.
 Verb SummaryThe following is a brief summary of the seven LUA verbs that an application canuse. (For a detailed explanation of each verb, see Chapter 13, “RUI Verbs”.)
 RUI_BIDEnables the application to determine when information from the host isavailable to be read.
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RUI_INITSets up the LU-SSCP session for an LUA application.
 RUI_PURGECancels an outstanding RUI_READ verb.
 RUI_READReceives data or status information sent from the host to the LUAapplication’s LU, on either the LU-SSCP session or the LU-LU session.
 RUI_TERMEnds the LU-SSCP session for an LUA application. It also brings down theLU-LU session if it is active.
 RUI_WRITESends data to the host on either the LU-SSCP session or the LU-LU session.
 RUI SessionsAn RUI session consists of the ownership of an LU for a period of timedetermined by the application, which can include establishing a session betweenan SSCP and an LU (called an SSCP-LU session). An RUI session can also includeestablishing one or more non-overlapped LU-LU sessions. If the SSCP-LU sessionfails because of a loss-of-contact or another reset condition, the RUI session ends.An RUI session begins with an RUI_INIT verb and ends normally with anRUI_TERM verb.
 Issuing RUI VerbsTable 14 on page 164 shows the valid conditions under which an RUI applicationprogram can issue verbs to the RUI API for a given LU. The entries in the leftmostcolumn represent incoming verbs. The entries in the first row represent verbs thatare in progress. If an entry in the table is OK, the combination of verbs representsa valid condition. If an entry in the table is Error, the combination of verbsrepresents an incorrect condition and an error code is returned to the LUAapplication program.
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Table 14. RUI Verb Conditions
 In-Progress Commands
 IncomingCommands
 No CurrentSession
 RUI_INIT RUI_TERM RUI_WRITE RUI_READ RUI_PURGE RUI_BID
 RUI_INIT OK Error Error Error Error Error Error
 RUI_TERM Error OK Error OK OK OK OK
 RUI_WRITE Error Error Error OK(See Note 1)
 OK OK OK
 RUI_READ Error Error Error OK OK(See Note 2)
 OK OK
 RUI_PURGE Error Error Error OK OK Error OK
 RUI_BID Error Error Error OK OK OK Error
 Note:
 1. The RUI permits a maximum of two active RUI_WRITE verbs per session at the same time. The activeRUI_WRITE verbs must be for different session flows. Four session flows are possible:v SSCP-LU expeditedv SSCP-LU normalv LU-LU expeditedv LU-LU normal
 2. The RUI permits a maximum of four active RUI_READ verbs per session at the same time. The activeRUI_READ verbs must be for different session flows.
 Asynchronous Verb CompletionSome LUA verbs complete quickly, after some local processing (for example theRUI_PURGE verb); however, most verbs take some time to complete because theyrequire messages to be sent to and received from the host application. Because ofthis, LUA is implemented as an asynchronous interface; control can be returned tothe application while a verb is still in progress, so the application is free tocontinue with further processing (including issuing other LUA verbs).The way thatLUA returns control to the application is by way of an event handle in the verb.
 If Personal Communications’s verb response signal is delayed (for example,because it needs to wait for information from the remote node), then the stubshould return the verb asynchronously. The API does this by setting the primaryreturn code to LUA_IN_PROGRESS, and the lua_flag2 to LUA_ASYNC. Theapplication can now either perform other processing, or wait for notification fromthe API that the verb has completed. When the verb completes, the application isnotified by the setting of the primary return code in the VCB to its final value, andleaving the lua_flag2 set to LUA_ASYNC.
 Sample LUA Communication SequenceThe following is an example of an LUA communication sequence. It shows theLUA verbs used to start a session, exchange data, and end the session, and theSNA messages sent and received. The arrows indicate the direction in which SNAmessages flow.
 The following abbreviations are used:SSCP norm
 LU-SSCP session, normal flowLU norm
 LU-LU session, normal flow
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LU expLU-LU session, expedited flow
 +rsp Positive response to the indicated messageBC Begin chainMC Middle of chainEC End chainCD Change direction indicator setRQD Definite response required
 Verb issued byLUA application
 SNA message Flow directionApplication Host
 RUI_INIT (ACTLU) <-----(ACTLU +rsp) ----->
 RUI_WRITE (SSCP norm) INITSELF ----->RUI_READ (SSCP norm) INITSELF +rsp <-----RUI_READ (LU exp) BIND <-----RUI_WRITE (LU exp) BIND +rsp ----->RUI_READ (LU exp) SDT <-----RUI_WRITE (LU exp) SDT +rsp ----->RUI_WRITE (LU norm) data, BC ----->RUI_WRITE (LU norm) data, MC ----->RUI_WRITE (LU norm) data, EC, CD, RQD ----->RUI_READ (LU norm) data +rsp <-----RUI_READ (LU norm) data, BC <-----RUI_READ (LU norm) data, MC <-----RUI_READ (LU norm) data, EC, RQD <-----RUI_WRITE (LU norm) data +rsp ----->RUI_READ (LU exp) UNBIND <-----RUI_WRITE (LU exp) UNBIND +rsp ----->RUI_TERM (NOTIFY) ----->
 (NOTIFY +rsp) <-----
 In this example, the application performs the following steps:1. Issues the RUI_INIT verb to establish the LU-SSCP session. (The RUI_INIT
 verb does not complete until Personal Communications programs have receivedan ACTLU message from the host and sent a positive response; however, thesemessages are handled by each program and not exposed to the LUAapplication.)
 2. Sends an INITSELF message to the SSCP to request a BIND, and reads theresponse.
 3. Reads a BIND message from the host, and writes the response. This establishesthe LU-LU session.
 4. Reads an SDT message from the host, which indicates that initialization iscomplete and data transfer can begin.
 5. Sends a chain of data consisting of three RUs (the last indicates that a definiteresponse is required), and reads the response.
 6. Reads a chain of data consisting of three RUs, and writes the response.7. Reads an UNBIND message from the host, and writes the response. This
 terminates the LU-LU session.8. Issues the RUI_TERM verb to terminate the LU-SSCP session. (Personal
 Communications programs send a NOTIFY message to the host and waits for a
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positive response; however, these messages are handled by each program andare not exposed to the LUA application.)
 BIND CheckingDuring initialization of the LU-LU session, the host sends a BIND message to thePersonal Communications LUA application that contains information such as RUsizes to be used by the LU-LU session. Personal Communications returns thismessage to the LUA application on an RUI_READ verb. It is the responsibility ofthe LUA application to check that the parameters specified on the BIND aresuitable. The application has the following options:v Accept the BIND as it is, by issuing an RUI_WRITE verb containing an OK
 response to the BIND. No data needs to be sent on the response.v Try to negotiate one or more BIND parameters (this is only permitted if the
 BIND is negotiable). To do this, the application issues an RUI_WRITE verbcontaining an OK response, but including the modified BIND as data.
 v Reject the BIND by issuing an RUI_WRITE verb containing a negative response,using an appropriate SNA sense code as data.
 See Chapter 13, “RUI Verbs” on page 189, for more information on the RUI_WRITEverb.
 Note: Validation of the BIND parameters, and ensuring that all messages sent areconsistent with them, is the responsibility of the LUA application. However,the following two restrictions apply:v Personal Communications and Communications Server reject any
 RUI_WRITE verb that specifies an RU length greater than the sizespecified on the BIND.
 v Personal Communications and Communications Server require the BINDto specify that the secondary LU is the contention winner, and that errorrecovery is the responsibility of the contention loser.
 Negative Responses and SNA Sense CodesSNA sense codes may be returned to an LUA application in the following cases:v When the host sends a negative response to a request from the LUA application,
 this includes an SNA sense code indicating the reason for the negative response.This is reported to the application on a subsequent RUI_READ verb, as follows:– The primary return code is LUA_OK.– The Request/Response Indicator, Response Type Indicator, and Sense Data
 Included Indicator are all set to 1, indicating a negative response whichincludes sense data.
 – The data returned by the RUI_READ verb is the SNA sense code.v When Personal Communications receive incorrect data from the host, it
 generally sends a negative response to the host and does not pass the incorrectdata to the LUA application. This is reported to the application on a subsequentRUI_READ or RUI_BID verb, as follows:– The primary return code is LUA_NEGATIVE_RSP.– The secondary return code is the SNA sense code sent to the host.
 v In some cases, Personal Communications detect that data supplied by the host isnot valid, but cannot determine the correct sense code to send. In this case, itpasses the incorrect data in an Exception Request (EXR) to the LUA applicationon an RUI_READ verb in the following way:
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– The Request/Response Indicator is set to zero, indicating a request.– The Sense Data Included Indicator is set to one, indicating that sense data is
 included (this indicator is normally used only for a response).– The message data is replaced by a suggested SNA sense code.
 The application must then send a negative response to the message; it may usethe sense code suggested by Personal Communications, or may alter it.
 v Personal Communications and Communications Server may send a sense codeto the application to indicate that data supplied by the application was not valid.This is reported to the application on the RUI_WRITE verb that supplied thedata, as follows:– The primary return code is LUA_UNSUCCESSFUL.– The secondary return code is the SNA sense code.
 Distinguishing SNA Sense Codes from Other Secondary ReturnCodesFor a secondary return code which is not a sense code, the first two bytes of thisvalue are always zero. For an SNA sense code, the first two bytes are non-zero; thefirst byte gives the sense code category, and the second identifies a particular sensecode within that category. (The third and fourth bytes may contain additionalinformation, or may be zero.)
 Information on SNA Sense CodesIf you need information on a returned sense code, refer to IBM Systems NetworkArchitecture: Formats. The sense codes are listed in numeric order by category.
 PacingPacing is handled by LUA; an LUA application does not need to control pacing,and should never set the Pacing Indicator flag.
 If pacing is being used on data sent from the LUA application to the host (this isdetermined by the BIND), an RUI_WRITE verb may take some time to complete.This is because Personal Communications must wait for a pacing response fromthe host before it can send more data.
 If an LUA application is used to transfer large quantities of data in one direction,either to the host or from the host (for example, a file transfer application), thenthe host configuration should specify that pacing is used in that direction; this is toensure that the node receiving the data is not flooded with data and does not runout of data storage.
 SegmentationSegmentation of RUs is handled by LUA. LUA always passes complete RUs to theapplication, and the application should pass complete RUs to LUA.
 Courtesy AcknowledgmentsPersonal Communications and Communications Server keep a record of requestsreceived from the host in order to correlate any response sent by the applicationwith the appropriate request.When the application sends a response, the PersonalCommunications programs correlate this with the data from the original request,and can then free the storage associated with it.
 If the host specifies exception response only (a negative response may be sent, buta positive response should not be sent), Personal Communications must still keep a
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record of the request in case the application subsequently sends a negativeresponse. If the application does not send a response, the storage associated withthis request cannot be freed.
 Because of this, Personal Communications enable the LUA application to issue apositive response to an exception-response-only request from the host (this isknown as a courtesy acknowledgment). The response is not sent to the host, but isused by Personal Communications to clear the storage associated with the request.
 Purging Data to End of ChainWhen the host sends a chain of request units to an LUA application, theapplication may wait until the last RU in the chain is received before sending aresponse, or it may send a negative response to an RU which is not the last in thechain. If a negative response is sent mid-chain, Personal Communications purge allsubsequent RUs from this chain, and do not send them to the application.
 When Personal Communications receive the last RU in the chain, it indicates thisto the application by setting the primary return code of an RUI_READ orRUI_BID verb to LUA_NEGATIVE_RSP with a zero secondary return code.
 Note: The host may terminate the chain by sending a message such as CANCELwhile in mid-chain. In this case, the CANCEL message is returned to theapplication on an RUI_READ verb, and the LUA_NEGATIVE_RSP returncode is not used.
 ConfigurationEach LU used by an LUA application must be configured using PersonalCommunications NOF verbs or through the SNA Node Configuration program.(Refer to System Management Programming for more information.) In addition, theconfiguration may include LUA LU pools.A pool is a group of LUs with similarcharacteristics, such that an application can use any free LU from the group. Thiscan be used to allocate LUs on a first-come, first-served basis when there are moreapplications than LUs available, or to provide a choice of LUs on different links.
 LUA LU Pool (Optional)If required, you can configure more than one LUA LU for use by the application,and group the LUs into a pool. This means that an application can specify the poolrather than a specific LU when attempting to start a session, and will be assignedthe first available LU from the pool.
 An LUA application indicates to Personal Communications that it wants to start asession by issuing an RUI_INIT verb with an LU name. This name must match thename of an LUA LU or LU pool that has previously been defined in SystemManagement Programming. Personal Communications and Communications Serveruse this name as follows:v If the name supplied is the name of an LU that is not in a pool, a session will be
 assigned using that LU if it is available (that is, if it is not already in use by anLUA application).
 v If the name supplied is the name of an LU pool, or the name of a specific LUwithin the pool that is already in use, then a session will be assigned using thefirst available LU in the pool (if one is available).
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Note: This may not be the LU whose name was specified on the RUI_INITverb.
 SNA API Client ConsiderationsIf your LUA application resides on a client workstation, an LUA session shouldalso be defined on the local workstation. This LUA session name can containmultiple communication servers and LUA definitions, thus allowing the SNA clientcode to roll over to new servers when connections become unavailable.
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Chapter 10. Features of the RUI LUA Verbs
 This chapter covers the following special cases and usage tips for the LUA verbs.v Handling exception requests—requests from LUA for your program to issue a
 negative responsev Minimizing LAN traffic through program designv Dealing with indefinite suspensions of LUA verbsv Recovering from session failure
 Handling Exception RequestsBoth the RUI and SLI monitor the state of several protocols and validate theformat of RUs. When the interface detects an improper RU coming from theprimary logical unit (PLU), it must issue a negative response. LUA notifies yourapplication of this detected error by formatting the incoming RU as an exceptionrequest (EXR). An EXR is delivered to your program on either a bid verb(RUI_BID or SLI_BID) or on an input verb (RUI_READ or SLI_RECEIVE). AnEXR is indicated by the following conditions in the request header (RH):v lua_rh.rri set to 0 (RU is a request unit)v lua_rh.sdi set to 1 (sense data included)
 This is an abnormal combination of RH bits. Sense data is normally the contents ofa response RU, not a request RU. LUA uses this abnormal combination to alertyour program to the abnormal fact that the PLU has apparently made an error. A4-byte sense code is part of the EXR; it specifies the error detected. In addition tothe sense data, LUA returns up to three bytes of the original RU.
 Changing the Verb RecordYour application must format the EXR as a negative response and send it to thePLU using either RUI_WRITE, depending on the API in use. To convert an EXRinput to a response output, make the following changes in the verb record:v Set lua_rh.rri to 1 to show this is a response.v Set lua_rh.ri to 1, indicating a negative response.v Set the appropriate data-flow flag in lua_flag1 based on the values in lua_flag2.v Set lua_message_type to LUA_MESSAGE_TYPE_0.v Set lua_opcode to LUA_OPCODE_RUI_WRITE, depending on the API in use.v Set lua_data_length to 4, the length of the sense data.v Set lua_data_ptr to the address of the sense data, whose location depends on the
 verb that detected the EXR-if the verb was RUI_BID, the sense data is in the″peek buffer″ in the verb record; if the verb was RUI_READ, the sense data is inthe input buffer.
 v Set lua_max_length to 0.
 Your program can now use the verb record and buffer for the EXR to initiate theRUI_WRITE to send the negative response.
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Handling Bracket Bid RejectIn all but one case, the sense code provided by LUA in an EXR is the onlyappropriate one to return to the PLU. When bracketing is in use, however, and thePLU asks to become speaker, your application has a choice of sense codes:v LUA can reject a BID command from the PLU. To reject the BID, LUA formats
 an EXR containing the sense code LUA_BB_REJECT_NO_RTR, stating that thebracket bid is rejected and no RTR command will be issued later. The numericvalue of this sense code is 0x00001308L (in Intel, or byte-swapped, form, as youwould code it in a C program).
 v Your application can accept the BID command if it supports bracketing and canissue an RTR command later. To notify the PLU that its BID can now beaccepted, you can change the sense code to LUA_BB_REJECT_RTR (value0x00001408L), the sense code that states an RTR will be forthcoming. At somelater time your application must format and send an RTR message.
 Minimizing LAN TrafficIf your application must run on a client workstation, you can design it to minimizethe overhead of the LAN traffic by reducing the use of bid logic.
 Reducing RUI_BID UsageThe verb RUI_BID waits until a data unit is available at the server and thencompletes. The completion of RUI_BID notifies your program that data is ready, ona particular flow, and has a particular length. Your program can then allocate abuffer and issue an RUI_READ verb for the data.
 When you issue a bid verb followed by an input verb, the following four LANmessages are generated:v A message to initiate the RUI_BIDv A message to notify the workstation the bid is completev A message to initiate the RUI_READv A message returning data to the workstation
 However, RUI_READ can do the same job in one step. If you simply initiate theRUI_READ verb and wait for it to complete, two LAN messages are eliminated.
 The only benefit of bid logic is that you find out the size of a message before youreceive it. This allows you to defer allocating a data buffer until you know howlarge a buffer you need. When you use only input verbs, you must know themaximum buffer size in advance, rather than allocating a buffer after the bidcompletes.
 Dealing with SuspensionsThe completion of an RUI verb depends on the actions of the PLU application, thehost system, the network, and Personal Communications. If any one of theseresponds slowly or fails to respond, a verb can be suspended indefinitely. Whendesigning your program, you can anticipate suspensions by giving the user or theprogram a way of terminating suspended verbs.
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Canceling RUI_INITThe RUI_INIT verb suspends until the host activates the assigned LU. Normallythe host will have sent an ACTLU command before the application starts up, but itis not required to do so. When the application starts up, the mainframe might bedown or still initializing.
 If your program needs to cancel a suspended RUI_INIT, it can issue an RUI_TERMverb.
 Canceling RUI_WRITEWhen pacing is in use, output can be suspended. If the host temporarily stopsreading data or fails to transmit a pacing response, RUI_WRITE can be suspendedwaiting for the pacing window to open.
 If your program needs to cancel a suspended RUI_WRITE, it must close thesession with RUI_TERM.
 Canceling RUI_READAn input verb is normally suspended until input arrives on the flow that the verbspecified. Your program can cancel a pending RUI_READ using RUI_PURGE.Closing the session also cancels pending input verbs.
 Ensuring Verb CompletionYour program can create the appearance of an indefinite wait if it mishandles verbcompletion. If the program starts a verb, fails to note that the verb completedsynchronously, and waits for asynchronous completion, the program will waitforever.
 The RUI entry points return as their explicit result the primary return code of theverb that was executed. The simplest way to tell whether a verb will be completedasynchronously is to test this explicit return for LUA_IN_PROGRESS, as shown inFigure 8.
 Compressing DataData compression is supported for both the RUI and SLI API interfaces. The use ofdata compression is negotiated per session by the BIND and BIND response. Ifcompression is negotiated for use on the session, then LZ9 or run-length encoding(RLE) compression algorithms are accepted inbound from the primary LU (PLU)and RLE will be used for sending data to the PLU.
 For both the RUI and SLI APIs, data compression can be handled by either of thefollowing:v The application compresses and decompresses data
 unsigned short rc;rc = RUI(ptrToTheVerb);if (LUA_IN_PROGRESS == rc)
 // verb will complete later; the callback function will be enteredelse
 // verb is finished now; the callback function will never be entered
 Figure 8. Testing Verb Completion
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v Communications Server compresses and decompresses data with the host, butdelivers and accepts uncompressed data to and from the application.
 Rules for Negotiating Data Compression Per SessionFollowing are rules for negotiating data compression for both RUI and SLI APIsper session.
 RUI Rules1. To allow the RUI application to handle the compression and decompression of
 data:v The RUI application receives the BIND request that has bits 6 and 7 of Byte
 25 set to indicate compression is offered or requested.v The RUI application should return the positive BIND response with bits 6
 and 7 of Byte 25 set to indicate ″offered or mandated compression accepted″.2. To allow Communications Server to handle compression on behalf of the RUI
 application:v Use the Communications Server SNA Node Configuration utility to indicate
 that the node supports compression by doing the following:– Select Configure Node– Select Advanced– Set maximum compression level supported by node to RLE
 v The RUI application receives the BIND response with bits 6 and 7 of Byte 25set to indicate compression is offered or requested.
 v The RUI application returns the positive BIND response with bits 6 and 7 ofByte 25 set to indicate ″no compression″. Communications Server interceptsand modifies the BIND response, then compresses and decompresses thedata to the host.
 SLI Rules1. To allow the SLI application to handle the compression and decompression of
 data:v The SLI application must supply a BIND Callback routine when it issues the
 SLI_OPEN verb.v When the SLI application’s BIND callback routine is started, SLI receives the
 BIND request that has bits 6 and 7 of Byte 25 set to indicate compression isoffered or requested.
 v The SLI application should return the BIND response with bits 6 and 7 ofByte 25 set to indicate ″offered or mandated compression accepted″.
 2. To allow Communications Server to handle compression on behalf of SLI:v Use the Communications Server SNA Node Configuration utility to indicate
 that the node supports compression by doing the following:– Select Configure Node– Select Advanced– Set maximum compression level supported by node to RLE
 v If the application did not supply a BIND callback routine on the SLI_OPENverb, SLI will by default set the BIND response to indicate thatCommunications Server will compress and decompress the data for SLI.
 v If the application did supply a BIND callback routine:
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– When the BIND callback routine is started, it receives the BIND requestthat has bits 6 and 7 of Byte 25 set to indicate compression is offered orrequested.
 – The SLI application returns the BIND response with bits 6 and 7 of Byte25 set to indicate ″no compression″. Communications Server intercepts andmodifies the BIND response, and compresses and decompresses the datato the host.
 Recovering from Session FailureThere are two instances in which an LUA session has been closed due to an error:v When an LUA verb completes with the primary return code
 LUA_SESSION_FAILURE, orv When an LUA verb, after RUI_INIT completes successfully, completes with the
 primary return code LUA_STATE_CHECK and with the secondary return codeLUA_NO_RUI_SESSION.
 The session can often be reconstructed. LUA will attempt recovery if your programrequests it.
 When your program receives an LUA session closed due to an error, it should dothe following if it wants to recover:v Avoid closing the session; the session is already closed.v Reopen the session using the verb originally used to open the session
 (RUI_INIT). If this verb completes with a nonzero primary return code, thesession cannot be restarted at this time.
 v Notify the interactive user when recovery is underway, because the recoverymight take some time. The state of the user’s work will depend on the design ofthe PLU application.
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Chapter 11. Implementing LUA Programs
 This chapter describes some of the aspects of implementing and writing LUAprograms. It includes the following topics:v Calling and sequencing LUA servicesv Writing LUA programsv Using the asynchronous completion and callback functionsv Compiling and linking on different platforms
 The Communications Server implementation of LUA is designed to be binarycompatible with Microsoft NT SNA Server and similar to the implementation ofthe RUI and SLI interface of OS/2 Communications Manager/2 Version 1.0 LUA.
 Writing LUA ProgramsThe LUA contains one main DLL, for RUI verbs and for SLI verbs. An LUAapplication program calls this DLL to issue verbs.
 The LUA application program sets selected fields in a verb control block and callsthe RUI or SLI, passing a pointer to the verb control block. The fields in the verbcontrol block define the requested action to the LUA. The LUA modifies fields inthe verb control block to indicate the results of the action before the LUA returnscontrol to the application program. The application program can then use thereturned parameters from the verb control block in subsequent processing.
 Table 15 and Table 16 show source module usage of supplied header files andlibraries needed to compile and link RUI and SLI programs.
 Table 15. Header Files and Libraries for RUI APIs for Operating Systems
 OperatingSystem * Header File Library DLL Name
 WINNT &WIN95
 WINLUA.H WINRUI32.LIB WINRUI32.DLL
 WIN3.1 WINRUI.H WINRUI.LIB WINRUI.DLL
 OS/2 LUA_C.H ACSRUI.LIB ACSRUI.DLL
 Table 16. Header Files and Libraries for SLI APIs
 OperatingSystem * Header File Library DLL Name
 WIN32 WINLUA.H WINSLI32.LIB WINSLI32.DLL
 WIN3.1 WINSLI.H WINSLI.LIB WINSLI.DLL
 OS/2 LUA_C ACSSLI.LIB ACSSLI.DLL
 Note: SLI API is supported on the server and is not supported by theCommunications Server clients.
 *WIN32 = Windows 95, Windows 98, Windows NT, Windows Me, Windows 2000,and Windows XP
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*WIN3.1 = Windows 3.1 (available only on Communications Server)
 Calling LUA ServicesYour program invokes LUA services by calling a designated entry point andpassing a single parameter — the address of a data structure called a verb record.The record contains the input parameters for a particular function. LUA updatesthe record with the output parameters resulting from the operation.
 Understanding Verb Record ContentsAlthough structured differently, the three types of verb records all provide fieldsfor the following parameters:
 OperationA number specifying the particular operation to be done. Symbolic namesfor operations are declared in the “_cons.h” include files.
 Verb record lengthThe size of the verb record, which can vary from operation to operation,and which LUA needs in order to process the record.
 Session identifierIn communication and service verbs, a number to identify the session orthe name of the session.
 Primary return codeA number returned by LUA to indicate general success or failure.
 Secondary return codeA number returned by LUA on a failure to indicate the specific problem.
 CorrelatorA long integer that your application can use to relate the verb record toother data, or to identify the verb record during an asynchronouscompletion.
 Post handleThe handle of an event to be posted when the verb completesasynchronously.
 For Windows NT, Windows 2000, Windows 98, and Windows 95, thisshould be an event handle. In Windows 3.1, this should be a windowhandle. For OS/2, this should be a semaphore handle.
 Most of these fields have the identical data type and are at the identical offset inevery verb record in which they appear. The operation code and verb-length fieldshave different characteristics, however.
 Multiple ProcessesAn LUA application program is restricted to a single process. Different instances ofthe same LUA application program can start in different processes, but eachapplication program must use a different LUA LU.
 In addition, a single process can comprise multiple LUA application programs,each with its own LUA LU.
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Multiple ThreadsA single LUA application program can use multiple threads to issue verbs. Thislets you issue multiple verbs simultaneously from a single LUA applicationprogram. Different instances of the same LUA application program can start indifferent threads, but each application program can use a different LUA LU.
 Note: After an LUA application program issues a verb, it should not change anypart of the verb control block until the verb is complete. The RUI uses onlythe application copy of the verb control block. See “LUA Verb Postings” foradditional information.
 LUA Verb PostingsLUA verbs complete synchronously or asynchronously. Synchronous verbcompletion means that when the RUI returns to the LUA application program aftera call to LUA, all processing for that verb is finished and the asynchronous postingmethod is not used. Because of timing conditions, a verb can completeasynchronously, but all processing is completed by the time LUA returns to theLUA application program. Asynchronous verb completion means that LUA usesthe posting method to notify the application program when processing completes,either successfully or unsuccessfully.
 An LUA application program can be notified in one of the following ways when averb completes asynchronously:v The LUA application program uses the lua_flag2_async and lua_prim_rc
 parameters to determine the verb processing state.v The application specifies an event in the lua_post_handle parameter. This is set
 when the verb is complete.
 Converting to EBCDIC from ASCIITypically, all messages sent to the host are in EBCDIC, and the PLU assumes thatthe messages are in EBCDIC. For example, a PLU name that appears in a BINDshould be an EBCDIC string. An LUA application program that stores strings inASCII should convert the strings to EBCDIC before the strings are sent in SNAmessages.
 Whether an LUA application program needs to convert application data dependson a private agreement between the partner application programs. If your LUAapplication program communicates with a node that normally uses EBCDIC, youshould convert your ASCII data to EBCDIC where appropriate.
 Conversion of ASCII to EBCDIC (or vice versa) can be done by the convert verbsdescribed in Chapter 17, “Common Services Verbs (CSV)” on page 269.
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Chapter 12. RUI LUA Entry Points
 This chapter describes the procedure entry points for LUA.
 The RUI DLL defines the following procedure entry points:
 Note: This chapter includes information on the LUA API provided by thefollowing systems:v Communications Server running on Windows NT and Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with theCommunications Server/NT product
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
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RUI()
 Provides event notification for all RUI verbs.void WINAPI RUI (LUA_VERB_RECORD* vcb);
 Parameters
 vcb Supplied parameter; specifies the address of the verb control block.The value returned in lua_prim_rc indicates whether asynchronous notification willoccur. If the field is set to LUA_IN_PROGRESS, asynchronous notification willoccur through event signaling. If the flag is not LUA_IN_PROGRESS, the requestcompleted synchronously. Examine the primary return code and secondary returncode for any errors.The application must provide a handle to an event in the lua_post_handle parameterof the verb control block. The event must be in the not-signaled state.
 When the asynchronous operation is complete, the application is notified by thesignaling of the event. Upon signaling of the event, examine the primary returncode and secondary return code for any error conditions. See also: “WinRUI” onpage 183.
 This is the only RUI entry point supported for OS/2 clients.
 RUI()
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WinRUI
 Provides asynchronous message notification for all RUI verbs.int WINAPI WinRUI (HWND hWnd,LUA_VERB_RECORD* vcb);
 Parameters
 hWnd Window handle to receive completion message.
 vcb Pointer to verb control block.The function returns a value indicating whether the request was accepted by theRUI for processing. A returned value of 0 indicates that the request was acceptedand will be processed. A value other than 0 indicates an error. Possible error codesare as follows:
 WLUAINVALIDHANDLEThe window handle provided is not valid.
 The value returned in lua_flag2.async indicates whether asynchronous notificationwill occur. If the flag is set (nonzero), asynchronous notification will occur througha message posted to the application’s message queue. If the flag is not set, therequest completed synchronously. Examine the primary return code and secondaryreturn code for any error conditions.Upon completion of the verb, the application’s window hWind receives themessage returned by RegisterWindowMessage with WinRUI as the input string.The lParam argument contains the address of the VCB being posted as complete.The wParam argument is undefined. It is possible for the request to be accepted forprocessing (the function call returns 0), but rejected later with a primary returncode and secondary return code set in the VCB. Examine the primary return codeand secondary return code for any error conditions.
 If the application calls WinRUI without first initializing the session usingWinRUIStartup, an error is returned.
 See also: “RUI()” on page 182.
 This entry point is not supported for the Communications ServerWindows 3.1 client.
 WinRUI
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WinRUICleanup()
 Terminates and deregisters an application from the RUI API.BOOL WINAPI WinRUICleanup (void);
 The return value indicates success or failure of the deregistration. If the value isnot 0, the application was successfully deregistered. If the value is 0, theapplication was not deregistered.Use WinRUICleanup to deregister the RUI API, for example, to free up resourcesallocated to the specific application.
 If WinRUICleanup is called while LUs are in session (RUI_TERM not issued), thecleanup code issues RUI_TERM close type ABEND for the application for all opensessions. See also: “WinRUIStartup()” on page 187.
 WinRUICleanup()
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WinRUIGetLastInitStatus()
 This function provides a way for an application to determine the status of anRUI_INIT so that the application can determine whether the RUI_INIT should betimed out. Use this call to initiate the reporting of status, terminate the reporting ofstatus, or find the current status. For details, see the Usage Notes section.int WINAPI WinRUIGetLastInitStatus (DWORD dwSid,
 HANDLE hStatusHandle,DWORD dwNotifyType,BOOL bClearPrevious);
 Parameters
 dwSid Session identifier of the session for which status will be determined. If thevalue is 0, hStatusHandle is used to report status on all sessions. The lua_sidparameter in the RUI_INIT VCB is valid as soon as the call to RUI() orWinRUI() for the RUI_INIT returns.
 hStatusHandleA handle used for signaling the application that the status for the sessionhas changed. Can be a window handle, an event handle, or NULL;dwNotifyType must be set accordingly:v If hStatusHandle is a window handle, status is sent to the application
 through a window message. The program obtains the message fromRegisterWindowMessage using the string WinRUI. The parameterwParam contains the session status (see Return Values). Depending onthe value of dwNotifyType, lParam contains either the RUI session ID ofthe session, or the value of lua_correlator from the RUI_INIT verb.
 v If hStatusHandle is an event handle, when the status for the sessionspecified by dwSid changes, the event is put into the signaled state. Theapplication must then make a further call to WinRUIGetLastInitStatus()to find out the new status. The event should not be the same as oneused for signaling completion of any RUI verb.
 v If hStatusHandle is NULL, the status of the session specified by dwSid isreturned in the return code. In this case, dwSid must not be 0 unlessbClearPrevious is TRUE. If hStatusHandle is NULL, dwNotifyType isignored.
 dwNotifyTypeThe type of indication required. This determines the contents of the lParamof the window message and how WinRUIGetLastInitStatus() interpretshStatusHandle. Permitted values are:
 WLUA_NTFY_EVENTThe hStatusHandle parameter contains an event handle.
 WLUA_NTFY_MSG_CORRELATORThe hStatusHandle parameter contains a window handle and thelParam of the returned window message should contain the LUAcorrelator and RUI.
 WLUA_NTFY_MSG_SIDThe hStatusHandle parameter contains a window handle and thelParam of the returned window message should contain the LUAsession identifier.
 bClearPreviousIf TRUE, status messages are no longer sent for the session identified by
 WinRUIGetLastInitStatus()
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dwSid. If dwSid is 0, status messages are no longer sent for any session. IfbClearPrevious is TRUE, hStatusHandle and dwNotifyType are ignored.
 This function is intended to be used either with a window handle or an eventhandle to enable asynchronous notification of status changes, but it can also beused on its own to find out the current status of a session.
 To use this function with a window handle, you can implement it in one of twoways as follows:WinRUIGetLastInitStatus(Sid,Handle,WLUA_NTFY_MSG_CORRELATOR,FALSE);
 or
 WinRUIGetLastInitStatus(Sid,Handle,WLUA_NTFY_MSG_SID,FALSE);
 With this implementation, changes in status are reported by a window messagesent to the window handle specified. If WLUA_NTFY_MSG_CORRELATOR isspecified, the lParam field in the window message contains the lua_correlator fieldfor the session. If WLUA_NFTY_MSG_SID is specified, the lParam field in thewindow message contains the LUA session identifier for the session.
 When the function has been used with a window handle, use the followingcommand to cancel the reporting of status:WinRUIGetLastInitStatus(Sid,NULL,0,TRUE);
 For this implementation, note that if Sid is nonzero, status is only reported for thatsession. If Sid is 0, status is reported for all sessions.
 To use this function with an event handle, implement it as follows:WinRUIGetLastInitStatus(Sid,Handle,WLUA_NOTIFY_EVENT,FALSE);
 The event whose handle is given will be signaled when a change in state occurs.Because no information is returned when an event is signaled, the following callmust be issued to find out the status:Statu = WinRUIGetLastInitStatus(Sid,NULL,0,0,FALSE);
 In this case, a Sid must be specified.
 When the function has been used with an event handle, use the followingcommand to cancel the reporting of status:WinRUIGetLastInitStatus(Sid,NULL,0,TRUE);
 To use this function to query the current status of a session, it is not necessary touse an event or window handle. Instead, use the following command:Status = WinRUIGetLastInitStatus(Sid,NULL,0,0,FALSE);
 Note: WinRUIGetLastInitStatus is not supported on the Communications ServerSNA API clients.
 WinRUIGetLastInitStatus()
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WinRUIStartup()
 Enables an application to specify the required version of the RUI API and toretrieve details of the API.int WINAPI WinRUIStartup (WORD wVersionRequired,
 LPWLUADATA* luadata);
 Parameters
 wVersionRequiredSpecifies the version of RUI API support required. The high-order bytespecifies the minor version (revision) number; the low-order byte specifiesthe major version number.
 luadataReturns version of RUI implementation.
 The return value specifies whether the application was registered successfully andwhether the RUI API can support the specified version number. If the value is 0, itwas registered successfully and the specified version can be supported. Otherwise,the return value is one of the following values:
 WLUAVERNOTSUPPORTEDThe version of RUI API support requested is not provided by thisparticular RUI API.
 WLUAINVALIDThe version requested could not be determined.
 This call is intended to aid in compatibility with future versions of the API. Thecurrent version is 1.0. See also “WinRUICleanup()” on page 184.
 This entry point is not supported for the Communications ServerWindows 3.1 client.
 WinRUIStartup()
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GetLuaReturnCode()
 Converts the primary and secondary return codes in the VCB to a printable string.This function provides a standard set of error strings for use by LUA applications.int WINAPI GetLuaReturnCode (lua_common* vcb,
 UINT buffer_length,unsigned char* buffer_addr);
 Parameters
 vcb Supplied parameter; specifies the address of the verb control block.
 buffer_lengthSupplied parameter; specifies the length (in bytes) of the buffer pointed toby buffer_addr. The recommended length is 256.
 buffer_addrSupplied/returned parameter; specifies the address of the buffer that willhold the formatted, null-terminated string; the length of the string in thespecified buffer.
 The descriptive error string returned in buffer_addr does not terminate with a newline character (/n).
 Call ExampleThe following example shows how to call WINRUI32.DLL. The header file for thisDLL is WINLUA.H. This example calls the RUI DLL to issue an RUI verb from aprogram:
 #include "WINLUA.H" /* LUA C include file forthe LUA Application. */
 . . .
 . . .
 example(){LUA_VERB_RECORD VerbRecord; /* Declare VerbRecord as a verb
 control block using theTYPEDEF in WINLUA.H */
 . . .
 WINRUI((LUA_VERB_RECORD *) &VerbRecord); /* Call the RUI API */. . .}
 GetLuaReturnCode()
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Chapter 13. RUI Verbs
 This chapter contains the following information:v Details of the LUA common control block structurev A description of each LUA verb for all LUA verbs and the LUA verb records
 The following information is provided for each LUA verb:v The purpose of the verb.v Parameters supplied to and returned by LUA. The description of each parameter
 includes information on the valid values for that parameter, and any additionalinformation necessary.
 v Interactions with other verbs.v Additional information describing the use of the verb.
 Note: Parameters marked as reserved should always be set to zero.
 LUA Verb Control Block FormatThe verb control block consists of:v lua_common, used for all verbs and described in “Common Verb Header”.v specific, used only for the RUI_BID verb (described in “RUI_BID Data
 Structure” on page 193).
 The structure is defined as follows:typedef struct lua_verb_record{LUA_COMMON common; /* The common verb header */union{
 unsigned char lua_peek_data[12]; /* field specific to RUI_BID */}} LUA_VERB_RECORD;
 Common Verb HeaderThe Personal Communications LUA uses a generic common verb header to transportall incoming and outgoing data. The fields in the verb control block are defined asfollows:typedef struct lua_common{unsigned short lua_verb; /* LUA_VERB_RUI */unsigned short lua_verb_length; /* VCB length */unsigned short lua_prim_rc; /* primary return code */unsigned long lua_sec_rc; /* secondary return code */unsigned short lua_opcode; /* verb opcode */unsigned long lua_correlator; /* verb correlator */unsigned char lua_luname[8]; /* local LU name */unsigned short lua_extension_list_offset;
 /* reserved */unsigned short lua_cobol_offset; /* reserved */unsigned long lua_sid; /* session ID */unsigned short lua_max_length; /* max buffer length */unsigned short lua_data_length; /* actual data length */unsigned char *lua_data_ptr; /* data pointer */unsigned long lua_post_handle; /* post handle */
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LUA_TH lua_th; /* TH structure */unsigned char lua_rh; /* message RH */unsigned char lua_flag1; /* application message flag */unsigned char lua_message_type; /* SNA message type */unsigned char lua_flag2; /* LUA message flag */unsigned char lua_resv56[7]; /* reserved */unsigned char lua_encr_decr_option;/* cryptography */} LUA_COMMON;
 typedef struct lua_th{unsigned char flags; /* TH flags */unsigned char reserv1; /* reserved */unsigned char daf; /* DAF */unsigned char oaf; /* OAF */unsigned char snf[2]; /* SNF */} LUA_TH;
 lua_verbIdentifies this as an LUA verb: always set to LUA_VERB_RUI.
 lua_verb_lengthLength of the verb control block.
 lua_prim_rcPrimary return code set by LUA.
 lua_sec_rcSecondary return code set by LUA.
 lua_opcodeVerb operation code, which identifies the LUA verb being issued.
 lua_correlatorA 4-byte correlator, which you can use to correlate this verb with otherprocessing in your application. LUA does not use this parameter.
 lua_lunameThe local LU name used by the LUA session (in ASCII). This can be an LUname or an LU pool name; see “RUI_INIT” on page 199 for moreinformation.
 lua_sidThe session ID of the LUA session on which this verb is issued.
 lua_max_lengthThe length of the buffer used to receive data.
 lua_data_lengthThe length of the data to be sent, or the actual length of data received.
 lua_data_ptrA pointer to the data to be sent, or the data buffer to receive data.
 lua_post_handleThis is a 4–byte handle that is used to post the completion of asynchronousverbs.
 lua_th.flagsSpecifies the flags set in the transmission header. (Refer to Systems NetworkArchitecture: Formats for more information.) It can be one or more of thefollowing values ORed together:
 LUA_FIDFormat identification type 2
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LUA_MPFSegmenting mapping field
 LUA_BBIUBegin BIU
 LUA_EBIUEnd BIU
 LUA_ODAIOAF-DAF assignor Indicator
 LUA_EFIExpedited Flow Indicator
 lua_th.dafDAF (Destination address field).
 lua_th.oafOAF (Originating address field).
 lua_th.snfSequence number field.
 lua_rh Specifies the request/response header (RH) of the message sent orreceived. (Refer to Systems Network Architecture: Formats for moreinformation.) This can be one or more of the following values ORedtogether:
 LUA_RRIRequest-response indicator
 LUA_RH_FMDRU category: FMI data segment
 LUA_RH_NCRU category: Network control
 LUA_RH_DFCRU category: Data flow control
 LUA_RH_SCRU category: Session control
 LUA_FIFormat indicator
 LUA_SDISense data included indicator
 LUA_BCIBegin chain indicator
 LUA_ECIEnd chain indicator
 LUA_DR1IDefinite Response 1 indicator
 LUA_DR2IDefinite Response 2 indicator
 LUA_RIException response indicator (for a request), or response typeindicator (for a response)
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LUA_QRIQueued Response indicator
 LUA_PIPacing indicator
 LUA_BBIBegin Bracket indicator
 LUA_EBIEnd Bracket indicator
 LUA_CDIChange Direction indicator
 LUA_CSICode Selection indicator
 LUA_EDIEnciphered Data indicator
 LUA_PDIPadded Data indicator
 lua_flag1Specifies flags for messages supplied by the application. (Refer to SystemsNetwork Architecture: Formats for more information.) The flags can be one ormore of the following values ORed together:
 LUA_BID_ENABLEBid Enable indicator
 LUA_NOWAITNo Wait for Data flag
 LUA_SSCP_EXPSSCP expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_EXPLU expedited flow
 LUA_LU_NORMLU normal flow
 LUA_CLOSE_ABEND
 LUA_RESERVE1
 lua_message_typeThe type of SNA message received by an RUI_READ verb (or indicated toan RUI_BID verb). This can be one the following values:
 LUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_SSCP_DATALUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BINDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_CLEARLUA_MESSAGE_TYPE_CRV
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LUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RQRLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SHUTDLUA_MESSAGE_TYPE_SIGNALLUA_MESSAGE_TYPE_SDTLUA_MESSAGE_TYPE_STSNLUA_MESSAGE_TYPE_UNBIND
 lua_flag2Specifies flags for messages returned by LUA. (Refer to Systems NetworkArchitecture: Formats for more information.) The flags can be one or more ofthe following values ORed together:
 LUA_BID_ENABLEBid Enable indicator
 LUA_ASYNCAsynchronous verb completion flag
 LUA_SSCP_EXPSSCP expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_EXPLU expedited flow
 LUA_LU_NORMLU normal flow
 lua_encr_decr_optionCryptography option.
 RUI_BID Data StructureThe following parameter is specific to and only supplied on the RUI_BID verb:
 lua_peek_dataUp to 12 bytes of data waiting to be read.
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RUI_BID
 The RUI_BID verb is used by the application to indicate when a received messageis waiting to be read. This enables the application to determine what data, if any, isavailable before issuing the RUI_READ verb. When a message is available, theRUI_BID verb returns with details of the message flow on which it was received,the message type, the TH and RH of the message, and up to 12 bytes of messagedata. The main difference between RUI_BID and RUI_READ is that RUI_BIDenables the application to check the data without removing it from the incomingmessage queue, so it can be left and accessed at a later stage. RUI_READ removesthe message from the queue, so once the application has read the data it mustprocess it.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to
 sizeof(struct LUA_COMMON) + 12.
 lua_opcodeLUA_OPCODE_RUI_BID
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU used by the session. This must matchthe LU name of an active LUA session.
 This parameter is required only if the lua_sid parameter is zero. If asession ID is supplied in lua_sid, LUA does not use this parameter.
 This parameter must be 8 bytes long; pad on the right with spaces, 0x20, ifthe name is shorter than 8 characters.
 lua_sidThe session ID of the session. This must match a session ID returned on aprevious RUI_INIT verb. This parameter is optional; if you do not specifythe session ID, you must specify the LU name for the session in thelua_luname parameter.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 Returned ParametersThe following parameter will always be returned:
 lua_flag2This is only set to LUA_ASYNC if the verb completed asynchronously.
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 RUI_BID
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If the verb completed successfully, the following parameters are returned:
 lua_prim_rcLUA_OK
 lua_sidIf the application specified the lua_luname parameter when issuing thisverb, rather than specifying the session ID, LUA supplies the session ID.
 lua_max_lengthThe number of bytes of data in the received message.
 lua_data_lengthThe number of bytes of data returned in the lua_peek_data parameter;from 0 to 12.
 lua_th Information from the transmission header (TH) of the received message.
 lua_rh Information from the request/response header (RH) of the receivedmessage.
 lua_message_typeMessage type of the received message, which will be one of the followingvalues:
 LUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_SSCP_DATALUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BINDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_CLEARLUA_MESSAGE_TYPE_CRVLUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SHUTDLUA_MESSAGE_TYPE_SIGNALLUA_MESSAGE_TYPE_SDTLUA_MESSAGE_TYPE_STSNLUA_MESSAGE_TYPE_UNBIND
 lua_flag2One of the following flags will be set to indicate which message flow thedata was received on:
 LUA_SSCP_EXPSSCP expedited flow
 LUA_LU_EXPLU expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_NORMLU normal flow
 RUI_BID
 Chapter 13. RUI Verbs 195

Page 214
						

lua_peek_dataThe first 12 bytes of the message data (or all of the message data if it isshorter than 12 bytes).
 The following return codes indicate that the verb did not complete successfullybecause it was canceled by another verb:
 lua_prim_rcLUA_CANCELLED
 lua_sec_rcLUA_TERMINATED An RUI_TERM verb was issued while this verb waspending.
 The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 LUA_BID_ALREADY_ENABLEDThe RUI_BID verb was rejected because a previous RUI_BID verbwas already outstanding. Only one RUI_BID can be outstanding ata time.
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcLUA_NO_RUI_SESSION
 An RUI_INIT verb has not yet completed successfully for this session, or asession outage has occurred.
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcLUA_INVALID_PROCESS
 The application instance that issued this verb was not the same as the onethat issued the RUI_INIT verb for this session.
 The following return code indicates that Personal Communications detected anerror in the data received from the host. Instead of passing the received message to
 RUI_BID
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the application on an RUI_READ verb, Personal Communications discards themessage (and the rest of the chain if it is in a chain), and sends a negative responseto the host. LUA informs the application on a subsequent RUI_READ or RUI_BIDverb that a negative response was sent.
 lua_prim_rcLUA_NEGATIVE_RSP
 lua_sec_rcThe secondary return code contains the sense code sent to the host on thenegative response. See “SNA Layers” on page 152 for information oninterpreting the sense code values that can be returned.
 A zero secondary return code indicates that, following a previousRUI_WRITE of a negative response to a message in the middle of a chain,Personal Communications has now received and discarded all messagesfrom this chain.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons:
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcPossible values:
 LUA_LU_COMPONENT_DISCONNECTEDThe LUA session has failed because of a problem with thecommunications link or with the host LU.
 LUA_RUI_LOGIC_ERRORThis return code indicates one of the following things:v The host system has violated SNA protocols.v An internal error was detected within LUA.
 Attempt to reproduce the problem with tracing active, and check that thehost is sending correct data.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcode parameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThe RUI_INIT verb must complete successfully before this verb can be issued.
 Only one RUI_BID can be outstanding at any one time. After the RUI_BID verbhas completed successfully, it can be reissued by setting the lua_flag1 to
 RUI_BID
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LUA_BID_ENABLE on a subsequent RUI_READ verb. If the verb is to be reissuedin this way, the application program must not free or modify the storage associatedwith the RUI_BID verb record.
 If a message arrives from the host when an RUI_READ and an RUI_BID are bothoutstanding, the RUI_READ completes and the RUI_BID is left in progress.
 Usage NotesEach message that arrives will only be bid once. Once an RUI_BID verb hasindicated that data is waiting on a particular session flow, the application shouldissue the RUI_READ verb to receive the data. Any subsequent RUI_BID will notreport data arriving on that session flow until the message that was bid has beenaccepted by issuing an RUI_READ verb.
 In general, the lua_data_length parameter returned on this verb indicates only thelength of data in lua_peek_data, not the total length of data on the waitingmessage (except when a value of less than 12 is returned). The lua_max_lengthparameter returns the number of bytes in the received message. The applicationshould ensure that the data length on the RUI_READ verb that accepts the data issufficient to contain the message.
 RUI_BID
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RUI_INIT
 The RUI_INIT verb establishes the SSCP-LU session for a given LUA LU.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to sizeof(structLU_COMMON).
 lua_opcodeLUA_OPCODE_RUI_INIT
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU or LU pool that you want to start thesession. This must match a configured LUA LU name or LU pool name.For applications on the Personal Communications, the name is used asfollows:
 If the name is the name of an LU that is not in a pool, PersonalCommunications attempts to start the session using this LU.
 If the name is the name of an LU pool, or the name of an LU within apool, Personal Communications attempts to start the session using the firstavaliable LU from the pool. This field is an 8-byte ASCII string, paddedwith trailing space (0x20) characters if necessary.
 For applications on a SNA API client, the name should match a configuredLUA Session Name.
 The following information only applies to CommunicationsServer Windows 95, Windows 98, Windows NT, WindowsMe, and Windows 2000 SNA API clients.
 The default LUA session name for each user can be assigned using theappropriate configuration utility, either INI configuration or LDAP.
 LUA programs, such as 3270 emulators, can choose to use a default LUAsession name rather than specify one directly. When an LUA programissues an RUI_INIT verb with the lua_name field set to binary zeroes, orASCII blanks, the RUI API uses the configured default LUA session name.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 lua_flag1The application should set this to LUA_ASYNC_STATUS.
 RUI_INIT
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lua_encr_decr_optionSession-level cryptography option. Personal Communications accepts thefollowing two values:
 0 Session-level cryptography is not used.
 128 Encryption and decryption are performed by theapplication program.
 Any other value will result in the return codeLUA_ENCR_DECR_LOAD_ERROR. (Values in the range 1 to 127,indicating user-defined encryption and decryption routines, are supportedby OS/2 Communications Manager/2’s LUA implementation but not byPersonal Communications.)
 Returned ParametersThe following parameter will always be returned:
 lua_flag2This is only set to LUA_ASYNC if the verb completed asynchronously.
 Note: RUI_INIT will always complete asynchronously, unless it returns anerror such as LUA_PARAMETER_CHECK.
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 If the verb executes successfully, LUA returns the following parameters:
 lua_prim_rcLUA_OK
 lua_sidA session ID for the new session. This can be used by subsequent verbs toidentify this session.
 lua_lunameThe name of the local LU used by the session. This is required if theapplication specified an LU pool and needs to know which LU in the poolhas been used.
 The following return codes indicate that the verb did not complete successfullybecause it was canceled by another verb:
 lua_prim_rcLUA_CANCELLED
 lua_sec_rcLUA_TERMINATED
 An RUI_TERM verb was issued before the RUI_INIT had completed.
 The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 RUI_INIT
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LUA_INVALID_LUNAMEThe lua_luname parameter could not be found. Check that the LUname or LU pool name was defined in the Personal CommunicationsSystem Management Programming API.
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcLUA_DUPLICATE_RUI_INIT
 The lua_luname parameter specified an LU name or LU pool name that isalready in use by this application (or for which this application already hasan RUI_INIT verb in progress).
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcPossible values:
 LUA_COMMAND_COUNT_ERRORThe verb specified the name of an LU pool, or the name of an LUin a pool, but all LUs in the pool are in use.
 LUA_ENCR_DECR_LOAD_ERRORThe verb specified a value for lua_encr_decr_option other than 0or 128.
 LUA_INVALID_PROCESSThe LU specified by the lua_luname parameter is in use byanother process.
 LUA_LINK_NOT_STARTEDThe link to the host has not been started.
 The following values for lua_sec_rc are Personal Communications sense codes, andcan be returned if lua_prim_rc is LUA_UNSUCCESSFUL (these values reflect thestate of the LU):
 X10020000ACTPU has not been received. RUI_INIT will not activate the PU.
 X10100000ACTPU has not been received. RUI_INIT will activate the PU.
 RUI_INIT
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X10110000ACTPU has been received. ACTLU has not been received. SSCP does notsupport self-defining dependent LU (SSDLU). RUI_INIT will activate theLU.
 X10120000ACTPU has been received. ACTLU has not been received. SSCP doessupport SSDLU. RUI_INIT will activate the LU.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons:
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcLUA_LU_COMPONENT_DISCONNECTED
 The LUA session has failed because of a problem with the communicationslink or with the host LU.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcode parameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThis verb must be the first LUA verb issued for the session. Until this verb hascompleted successfully, the only other LUA verb that can be issued for this sessionis RUI_TERM (which will terminate a pending RUI_INIT). All other verbs issuedon this session must identify the session using one of the following parametersfrom this verb.v The session ID is returned to the application in the lua_sid parameter.v The LU name is supplied by the application in the lua_luname parameter.
 Usage NotesThe RUI_INIT verb completes after an ACTLU is received from the host. Ifnecessary, the verb waits indefinitely. If an ACTLU has already been received priorto the RUI_INIT verb, LUA sends a NOTIFY to the host to inform it that the LU isready for use.
 Note: Neither the ACTLU nor NOTIFY is visible to the LUA application.
 Once the RUI_INIT verb has completed successfully, this session uses the LU forwhich the session was started. No other LUA session (from this or any otherapplication) can use the LU until the RUI_TERM verb is issued.
 RUI_INIT
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RUI_PURGE
 The RUI_PURGE verb cancels a previous RUI_READ. An RUI_READ can waitindefinitely if it is sent without setting lua_flag1 to LUA_NO WAIT (theimmediate return option), and no data is available on the specified flow;RUI_PURGE forces the waiting verb to return (with the primary return codeCANCELLED).
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to sizeof(structLUA_COMMON).
 lua_opcodeLUA_OPCODE_RUI_PURGE
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU used by the session. This must matchthe LU name of an active LUA session.
 This parameter is required only if the lua_sid parameter is zero. If asession ID is supplied in lua_sid, LUA does not use this parameter.
 This parameter must be 8 bytes long; pad on the right with spaces, 0x20, ifthe name is shorter than 8 characters.
 lua_sidThe session ID of the session. This must match a session ID returned on aprevious RUI_INIT verb.
 This parameter is optional; if you do not specify the session ID, you mustspecify the LU name for the session in the lua_luname parameter.
 lua_data_ptrA pointer to the RUI_READ LUA_VERB_RECORD that is to be purged.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 Returned ParametersThe following parameter will always be returned:
 lua_flag2This is only set to LUA_ASYNC if the verb completed asynchronously.
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 If the verb completed successfully, the following parameters are returned:
 RUI_PURGE
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lua_prim_rcLUA_OK
 lua_sidIf the application specified the lua_luname parameter when issuing thisverb, rather than specifying the session ID, LUA supplies the session ID.
 The following return codes indicate that the verb did not complete successfullybecause it was canceled by another verb:
 lua_prim_rcLUA_CANCELLED
 lua_sec_rcLUA_TERMINATED
 An RUI_TERM verb was issued while this verb was pending.
 The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 LUA_BAD_DATA_PTRThe lua_data_ptr parameter was set to zero.
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcPossible values:
 LUA_SEC_RC_OKA previous RUI_PURGE verb is still in progress on this session.
 LUA_NO_RUI_SESSIONAn RUI_INIT verb has not yet completed successfully for thissession, or a session outage has occurred.
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcPossible values:
 RUI_PURGE
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LUA_INVALID_PROCESSThe application instance that issued this verb was not the same asthe one that issued the RUI_INIT verb for this session.
 LUA_NO_READ_TO_PURGEEither the lua_data_ptr parameter did not contain a pointer to anRUI_READ LUA_VERB_RECORD or the RUI_READ verbcompleted before the RUI_PURGE verb was issued.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons:
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcPossible values:
 LUA_LU_COMPONENT_DISCONNECTEDThe LUA session has failed because of a problem with thecommunications link or with the host LU.
 LUA_RUI_LOGIC_ERRORThis return code indicates one of the following things:v The host system has violated SNA protocols.v An internal error was detected within LUA.
 Attempt to reproduce the problem with tracing active, and checkthat the host is sending correct data.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcode parameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThis verb can only be used when an RUI_READ has been issued and is pendingcompletion (that is, the primary return code is IN_PROGRESS). This verb shouldnot be issued while another RUI_PURGE is in progress on this session.
 RUI_PURGE
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RUI_READ
 The RUI_READ verb receives data or status information sent from the host to theapplication’s LU. You can specify a particular message flow (LU normal, LUexpedited, SSCP normal, or SSCP expedited) from which to read data, or you canspecify more than one message flow. You can have multiple RUI_READ verbsoutstanding, provided that no two of them specify the same flow.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to sizeof(structLUA_COMMON).
 lua_opcodeLUA_OPCODE_RUI_READ
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU used by the session. This must matchthe LU name of an active LUA session.
 This parameter is required only if the lua_sid parameter is zero. If asession ID is supplied in lua_sid, LUA does not use this parameter.
 This parameter must be 8 bytes long; pad on the right with spaces, 0x20, ifthe name is shorter than 8 characters.
 lua_sidThe session ID of the session. This must match a session ID returned on aprevious RUI_INIT verb.
 This parameter is optional; if you do not specify the session ID, you mustspecify the LU name for the session in the lua_luname parameter.
 lua_max_lengthThe length of the buffer supplied to receive the data (see lua_data_ptr).
 lua_data_ptrA pointer to the buffer supplied to receive the data.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 lua_flag1The flags can be one or more of the following values ORed together:v Set LUA_NOWAIT if you want the RUI_READ verb to return
 immediately whether or not data is available to be read, or do not set itif you want the verb to wait for data before returning.
 v Set LUA_BID_ENABLE to reenable the most recent RUI_BID verb(equivalent to issuing RUI_BID again with exactly the same parametersas before), or do not set it if you do not want to reenable RUI_BID.
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Note: Reenabling the previous RUI_BID reuses theLUA_VERB_RECORD originally allocated and does not permitthe LUA_VERB_RECORD to be freed or modified.
 v Set one or more of the following flags to indicate which message flow toread data from:
 LUA_SSCP_EXPSSCP expedited flow
 LUA_LU_EXPLU expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_NORMLU normal flow
 If more than one flag is set, the highest-priority data available will bereturned. The order of priorities (highest to lowest) is as follows:1. SSCP expedited2. LU expedited3. SSCP normal4. LU normal
 The equivalent flag will be set in lua_flag2 to indicate which flow thedata was read from (see “Returned Parameters”).
 Returned ParametersThe following parameters will always be returned:
 lua_flag2LUA_ASYNC is set if the verb completes asynchronously (and not set ifthe verb completes synchronously).
 LUA_BID_ENABLE is set if an RUI_BID was successfully reenabled (andnot set if it was not reenabled).
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 If the verb executes successfully, LUA also returns the following parameters:
 lua_prim_rcLUA_OK
 The following parameters are returned if the verb completes successfully. They arealso returned if the verb returns with truncated data because the lua_data_lengthparameter supplied was too small.
 lua_sidIf the application specified the lua_luname parameter when issuing thisverb, rather than specifying the session ID, LUA supplies the session ID.
 lua_data_lengthThe length of the data received. LUA places the data in the buffer specifiedby lua_data_ptr.
 lua_th Information from the transmission header (TH) of the received message.
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lua_rh Information from the request/response header (RH) of the receivedmessage.
 lua_message_typeMessage type of the received message, which will be one of the followingvalues:
 LUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_SSCP_DATALUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BINDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_CLEARLUA_MESSAGE_TYPE_CRVLUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SHUTDLUA_MESSAGE_TYPE_SIGNALLUA_MESSAGE_TYPE_SDTLUA_MESSAGE_TYPE_STSNLUA_MESSAGE_TYPE_UNBIND
 lua_flag2 parametersThis will be set to one of the following values, to indicate which messageflow the data was received on:
 LUA_SSCP_EXPSSCP expedited flow
 LUA_LU_EXPLU expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_NORMLU normal flow
 The following return codes indicate that the verb did not complete successfullybecause it was canceled by another verb or by an internal error:
 lua_prim_rcLUA_CANCELLED
 lua_sec_rcPossible values:
 LUA_PURGEDThis RUI_READ verb has been canceled by an RUI_PURGE verb.
 LUA_TERMINATEDAn RUI_TERM verb was issued while this verb was pending.
 RUI_READ
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The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 LUA_BAD_DATA_PTRThe lua_data_ptr parameter contained an incorrect value.
 LUA_BID_ALREADY_ENABLEDThe lua_flag1 was set to LUA_BID_ENABLE to reenable anRUI_BID verb, but the previous RUI_BID verb was still inprogress.
 LUA_DUPLICATE_READ_FLOWThe flow flags on lua_flag1 specified one or more session flows forwhich an RUI_READ verb was already outstanding. Only oneRUI_READ at a time can be waiting on each session flow.
 LUA_INVALID_FLOWNone of the lua_flag1 flow flags was set. At least one of these flagsmust be set to indicate which flow or flows to read from.
 LUA_NO_PREVIOUS_BID_ENABLEDThe lua_flag1 was set to LUA_BID_ENABLE, to reenable anRUI_BID verb, but there was no previous RUI_BID verb thatcould be enabled. (See “Comments” on page 211 for moreinformation.)
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcLUA_NO_RUI_SESSION
 An RUI_INIT verb has not yet completed successfully for this session, or asession outage has occurred.
 The following primary return code indicates one of the following two cases, whichcan be distinguished by the secondary return code:v Personal Communications detected an error in the data received from the host.
 Instead of passing the received message to the application on an RUI_READverb, Personal Communications discards the message (and the rest of the chainif it is in a chain), and sends a negative response to the host. LUA informs theapplication on a subsequent RUI_READ or RUI_BID verb that a negativeresponse was sent.
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v The LUA application previously sent a negative response to a message in themiddle of a chain. Personal Communications has purged subsequent messagesin this chain, and is now reporting to the application that all messages from thechain have been received and purged.
 lua_prim_rcLUA_NEGATIVE_RSP
 lua_sec_rcA nonzero secondary return code contains the sense code sent to the hoston the negative response. This indicates that Personal Communicationsdetected an error in the host data, and sent a negative response to the host.See “SNA Layers” on page 152 for information on interpreting the sensecode values that can be returned.
 A zero secondary return code indicates that, following a previousRUI_WRITE of a negative response to a message in the middle of a chain,Personal Communications has now received and discarded all messagesfrom this chain.
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcPossible values:
 LUA_DATA_TRUNCATEDThe lua_data_length parameter was smaller than the actual lengthof data received on the message. Only lua_data_length bytes ofdata were returned to the verb; the remaining data was discarded.Additional parameters are also returned if this secondary returncode is obtained.
 LUA_NO_DATAThe lua_flag1 was set to LUA_NOWAIT to indicate immediatereturn without waiting for data, and no data was currentlyavailable on the specified session flow or flows.
 LUA_INVALID_PROCESSThe application instance that issued this verb was not the same asthe one that issued the RUI_INIT verb for this session.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons.
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcPossible values:
 LUA_LU_COMPONENT_DISCONNECTEDThe LUA session has failed because of a problem with thecommunications link or with the host LU.
 LUA_RUI_LOGIC_ERRORThis return code indicates one of the following things:
 RUI_READ
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v The host system has violated SNA protocols.v An internal error was detected within LUA.
 Try to reproduce the problem with tracing active, and check thatthe host is sending correct data.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcode parameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThe RUI_INIT verb must have completed successfully before this verb can beissued. While an existing RUI_READ is pending, you can issue anotherRUI_READ only if it specifies a different session flow or flows from pendingRUI_READs; that is, you cannot have more than one RUI_READ outstanding forthe same session flow.
 The lua_flag1 can only be set to LUA_BID_ENABLE if all of the following thingsare true:v An RUI_BID has already been issued successfully and has completed.v The storage allocated for the RUI_BID verb has not been freed or modified.v No other RUI_BID is pending.
 Usage NotesIf the data received is longer than the lua_max_length parameter, it will betruncated; only lua_max_length bytes of data will be returned. The primary andsecondary return codes LUA_UNSUCCESSFUL and LUA_DATA_TRUNCATEDwill also be returned.
 Once a message has been read using the RUI_READ verb, it is removed from theincoming message queue and cannot be accessed again.
 Note: The RUI_BID verb can be used as a nondestructive read; that is, theapplication can use it to check the type of data available, but the dataremains on the incoming queue and need not be used immediately.
 Pacing can be used on the primary-to-secondary half-session (this is specified inthe host configuration) to protect the Personal Communications node from beingflooded with messages. If the LUA application is slow to read messages, PersonalCommunications delays the sending of pacing responses to the host in order toslow it down.
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RUI_TERM
 The RUI_TERM verb ends both the LU-LU session and the LU-SSCP session for agiven LUA LU.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to size of (structLUA_COMMON).
 lua_opcodeLUA_OPCODE_RUI_TERM
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU used by the session. This must matchthe LU name of an active LUA session (or the LU name specified on anoutstanding RUI_INIT verb).
 This parameter is required only if the lua_sid parameter is zero. If asession ID is supplied in lua_sid, LUA does not use this parameter.
 This parameter must be 8 bytes long; pad on the right with spaces, 0x20, ifthe name is shorter than 8 characters.
 lua_sidThe session ID of the session. This must match a session ID returned on aprevious RUI_INIT verb.
 This parameter is optional; if you do not specify the session ID, you mustspecify the LU name for the session in the lua_luname parameter.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 Returned ParametersThe following parameter will always be returned:
 lua_flag2This is only set to LUA_ASYNC if the verb completed asynchronously.
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 If the verb executes successfully, LUA also returns the following parameter:
 lua_prim_rcLUA_OK
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The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcLUA_NO_RUI_SESSION
 An RUI_INIT verb has not yet completed successfully for this session, or asession outage has occurred.
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcPossible values:
 LUA_COMMAND_COUNT_ERRORAn RUI_TERM was already pending when the verb was issued.
 LUA_INVALID_PROCESSThe application instance that issued this verb was not the same asthe one that issued the RUI_INIT verb for this session.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons.
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcPossible values:
 LUA_LU_COMPONENT_DISCONNECTEDThe LUA session has failed because of a problem with thecommunications link or with the host LU.
 LUA_RUI_LOGIC_ERRORThis return code indicates one of the following things:v The host system has violated SNA protocols.
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v An internal error was detected within LUA.
 Try to reproduce the problem with tracing active, and check thatthe host is sending correct data.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcode parameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThis verb can be issued at any time after the RUI_INIT verb has been issued(whether or not it has completed). If any other LUA verb is pending whenRUI_TERM is issued, no further processing on the pending verb will take place,and it will return with a primary return code of LUA_CANCELLED.
 After this verb has completed, no other LUA verb can be issued for this session.
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RUI_WRITE
 The RUI_WRITE verb sends an SNA request or response unit from the LUAapplication to the host, over either the LU-LU session or the LU-SSCP session.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_RUI
 lua_verb_lengthThe length in bytes of the LUA verb record. Set this to sizeof(structLUA_COMMON).
 lua_opcodeLUA_OPCODE_RUI_WRITE
 lua_correlatorOptional. A 4-byte value, which you can use to correlate this verb withother processing within your application. LUA does not use or change thisinformation.
 lua_lunameThe name in ASCII of the local LU used by the session. This must matchthe LU name of an active LUA session.
 This parameter is required only if the lua_sid parameter is zero. If asession ID is supplied in lua_sid, LUA does not use this parameter.
 This parameter must be 8 bytes long; pad on the right with spaces, 0x20, ifthe name is shorter than 8 characters.
 lua_sidThe session ID of the session. This must match a session ID returned on aprevious RUI_INIT verb.
 This parameter is optional; if you do not specify the session ID, you mustspecify the LU name for the session in the lua_luname parameter.
 lua_data_lengthThe length of the supplied data (see lua_data_ptr). When sending data onthe LU normal flow, the maximum length is as specified in the BINDreceived from the host; for all other flows the maximum length is 256bytes.
 When sending a positive response, this parameter is normally set to zero.LUA will complete the response based on the supplied sequence number(see lua_th.snf). In the case of a positive response to a BIND or STSN, anextended response is permitted, so a nonzero value can be used.
 When sending a negative response, set this parameter to the length of theSNA sense code (4 bytes), which is supplied in the data buffer (seelua_data_ptr).
 lua_data_ptrA pointer to the buffer containing the supplied data.
 For a request, or a positive response that requires data, the buffer shouldcontain the entire RU. The length of the RU must be specified indata_length.
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For a negative response, the buffer should contain the SNA sense code.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 lua_th.snfRequired only when sending a response. The sequence number of therequest to which this is the response.
 lua_rh When sending a request, most of the lua_rh flags must be set tocorrespond to the RH (request header) of the message to be sent. Do notset LUA_PI and LUA_QRI; these will be set by LUA.
 When sending a response, only the following two lua_rh flags are set:
 LUA_RRIIs set to indicate a response.
 LUA_RIIs not set for a positive response, or set for a negative response.
 lua_flag1Set one of the following flags to indicate which message flow the data is tobe sent on:
 LUA_LU_EXPLU expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_NORMLU normal flow
 One and only one of the flags must be set.
 Note: Personal Communications does not permit applications to send dataon the SSCP expedited flow (LUA_SSCP_EXP).
 Returned ParametersThe following parameter will always be returned:
 lua_flag2This is only set to LUA_ASYNC if the verb completed asynchronously.
 Other returned parameters depend on whether the verb completed successfully;see the following sections.
 If the verb executes successfully, LUA also returns the following parameters:
 lua_prim_rcLUA_OK
 lua_sidIf the application specified the lua_luname parameter when issuing thisverb, rather than specifying the session ID, LUA supplies the session ID.
 lua_th The completed TH of the message written, including the fields filled in byLUA. You might need to save the value of lua_th.snf (the sequencenumber) for correlation with responses from the host.
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lua_rh The completed RH of the message written, including the fields filled in byLUA.
 lua_flag2This will be set to one of the following values to indicate which messageflow the data was received on:
 LUA_SSCP_EXPSSCP expedited flow
 LUA_LU_EXPLU expedited flow
 LUA_SSCP_NORMSSCP normal flow
 LUA_LU_NORMLU normal flow
 The following return codes indicate that the verb did not complete successfullybecause it was canceled by another verb:
 lua_prim_rcLUA_CANCELLED
 lua_sec_rcLUA_TERMINATED
 The verb was canceled because an RUI_TERMverb was issued for thissession.
 The following return codes indicate that the verb did not complete successfullybecause a supplied parameter was in error:
 lua_prim_rcLUA_PARAMETER_CHECK
 lua_sec_rcPossible values:
 LUA_BAD_DATA_PTRThe lua_data_ptr parameter contained an incorrect value.
 LUA_DUPLICATE_WRITE_FLOWAn RUI_WRITE was already outstanding for the session flowspecified on this verb (the session flow is specified by setting oneof the lua_flag1 flow flags). Only one RUI_WRITE at a time canbe outstanding on each session flow.
 LUA_INVALID_FLOWlua_flag1 was set to LUA_SSCP_EXP, indicating that the messageshould be sent on the SSCP expedited flow. PersonalCommunications does not permit applications to send data on thisflow.
 LUA_MULTIPLE_WRITE_FLOWSMore than one of the lua_flag1 flow flags was set. One and onlyone of these flags must be set to indicate which session flow thedata is to be sent on.
 LUA_REQUIRED_FIELD_MISSINGThis return code indicates one of the following cases:
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v None of the lua_flag1 flow flags was set. One and only one ofthese flags must be set.
 v The RUI_WRITE verb was used to send a response, and theresponse required more data than was supplied.
 LUA_RESERVED_FIELD_NOT_ZEROA reserved field in the verb record, or a parameter that is not usedby this verb, was set to a nonzero value.
 LUA_VERB_LENGTH_INVALIDThe value of the lua_verb_length parameter was less than thelength of the verb record required for this verb.
 The following return codes indicate that the verb was issued in a session state inwhich it was not valid:
 lua_prim_rcLUA_STATE_CHECK
 lua_sec_rcPossible values:
 LUA_MODE_INCONSISTENCYThe SNA message sent on the RUI_WRITE was not valid at thistime. This is caused by trying to send data on the LU-LU sessionbefore the session is bound. Check the sequence of SNA messagessent.
 LUA_NO_RUI_SESSIONAn RUI_INIT verb has not yet completed successfully for thissession, or a session outage has occurred.
 The following return codes indicate that the verb record supplied was valid, butthe verb did not complete successfully:
 lua_prim_rcLUA_UNSUCCESSFUL
 lua_sec_rcPossible values:
 LUA_FUNCTION_NOT_SUPPORTEDThis return code indicates one of the following cases:v lua_rh was set to LUA_FI (Format Indicator), but the first byte
 of the supplied RU was not a recognized request code.v lua_rh was set to LUA_RH_NC (RU category specified the
 Network Control (NC) category); Personal Communications doesnot permit applications to send requests in this category.
 LUA_INVALID_PROCESSThe application instance that issued this verb was not the same asthe one that issued the RUI_INIT verb for this session.
 LUA_INVALID_SESSION_PARAMETERSThe application used RUI_WRITE to send a positive response to aBIND message received from the host. However, the PersonalCommunications node cannot accept the BIND parameters asspecified, and has sent a negative response to the host. See “SNALayers” on page 152 for more information on the BIND profilesaccepted by Personal Communications.
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LUA_RSP_CORRELATION_ERRORWhen using RUI_WRITE to send a response, the lua_th.snfparameter (which indicates the sequence number of the receivedmessage being responded to) did not contain a valid value.
 LUA_RU_LENGTH_ERRORThe lua_data_length parameter contained an incorrect value. Whensending data on the LU normal flow, the maximum length is asspecified in the BIND received from the host; for all other flowsthe maximum length is 256 bytes.
 (any other value)Any other secondary return code here is an SNA sense codeindicating that the supplied SNA data was not valid or could notbe sent. See “SNA Layers” on page 152 for information oninterpreting the SNA sense codes that can be returned.
 The following primary and secondary return codes indicate that the verb did notcomplete successfully for other reasons:
 lua_prim_rcLUA_SESSION_FAILURE
 The session has been brought down.
 lua_sec_rcPossible values:
 LUA_LU_COMPONENT_DISCONNECTEDThe LUA session has failed because of a problem with thecommunications link or with the host LU.
 LUA_RUI_LOGIC_ERRORThis return code indicates one of the following things: The hostsystem has violated SNA protocols. An internal error was detectedwithin LUA.
 Attempt to reproduce the problem with tracing active, and check that thehost is sending correct data.
 lua_prim_rcLUA_INVALID_VERB
 Either the lua_verb parameter or the lua_opcodeparameter was not valid.The verb did not execute.
 lua_prim_rcLUA_UNEXPECTED_DOS_ERROR
 An operating system error occurred, such as resource shortage.
 lua_sec_rcThis value is the operating system return code. Check your operatingsystem documentation for the meaning of this return code.
 CommentsThe RUI_INIT verb must be issued successfully before this verb can be issued.While an existing RUI_WRITE is pending, you can issue a second RUI_WRITE
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only if it specifies a different session flow from the pending RUI_WRITE; that is,you cannot have more than one RUI_WRITE outstanding for the same sessionflow.
 The RUI_WRITE verb can be issued on the SSCP normal flow at any time after asuccessful RUI_INIT verb. RUI_WRITE verbs on the LU expedited or LU normalflows are permitted only after a BIND has been received, and must abide by theprotocols specified on the BIND.
 Usage NotesThe successful completion of RUI_WRITE indicates that the message was queuedsuccessfully to the data link; it does not necessarily indicate that the message wassent successfully, or that the host accepted it. Pacing can be used on thesecondary-to-primary half-session (this is specified on the BIND) to prevent theLUA application from sending more data than the local or remote LU can handle.If this is the case, an RUI_WRITE on the LU normal flow can be delayed by LUAand can take some time to complete.
 Note: Personal Communications does not permit applications to send data on theSSCP expedited flow (LUA_SSCP_EXP).
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Chapter 14. SLI Entry Points
 This chapter describes the procedure entry points for SLI.
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SLI()
 Provides event notification for all SLI verbs.
 Syntaxvoid WINAPI SLI (LUA_VERB_RECORD* vcb);
 Parameters
 vcb Supplied parameter; specifies the address of the verb control block.
 Returned ValuesThe value returned in lua_flag2.async indicates whether asynchronous notificationwill occur. If the flag is set (nonzero), asynchronous notification will occur throughevent signaling. If the flag is not set, the request completed synchronously.Examine the primary return code and secondary return code for any errorconditions.
 Usage NotesThe application must provide a handle to an event in the lua_post_handle parameterof the verb control block. The event must be in the not-signaled state.
 When the asynchronous operation is complete, the application is notified by thesignaling of the event. Upon signaling of the event, examine the primary returncode and secondary return code for any error conditions. See also: “WinSLI()” onpage 223.
 Only SLI verbs are supported for the OS/2 and Windows 3.1clients. (Windows 3.1 is available only on Communications Server.)
 SLI()
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WinSLI()
 Provides asynchronous message notification for all SLI verbs.
 Syntaxint WINAPI WinSLI (HWND hWnd,LUA_VERB_RECORD* vcb);
 Parameters
 hWnd Window handle to receive completion message.
 vcb Pointer to verb control block.
 Returned ValuesThe function returns a value indicating whether the request was accepted by theSLI for processing. A returned value of 0 indicates that the request was acceptedand will be processed. A value other than 0 indicates an error. Possible error codesare as follows:
 WLUAINVALIDHANDLEThe window handle provided is not valid.
 The value returned in lua_flag2.async indicates whether asynchronous notificationwill occur. If the flag is set (nonzero), asynchronous notification will occur througha message posted to the application’s message queue. If the flag is not set, therequest completed synchronously. Examine the primary return code and secondaryreturn code for any error conditions.
 Usage NotesUpon completion of the verb, the application’s window hWind receives themessage returned by RegisterWindowMessage with WinSLI as the input string.The lParam argument contains the address of the VCB being posted as complete.The wParam argument is undefined. It is possible for the request to be accepted forprocessing (the function call returns 0), but rejected later with a primary returncode and secondary return code set in the VCB. Examine the primary return codeand secondary return code for any error conditions.
 See also: “SLI()” on page 222.
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WinSLICleanup()
 Terminates and deregisters an application from the SLI API.
 SyntaxBOOL WINAPI WinSLICleanup (void);
 Returned ValuesThe return value indicates success or failure of the deregistration. If the value isnot 0, the application was successfully deregistered. If the value is 0, theapplication was not deregistered.
 Usage NotesUse WinSLICleanup to deregister the SLI API, for example, to free up resourcesallocated to the specific application.
 Using WinSLICleanup is not required.
 WinSLICleanup()
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WinSLIStartup()
 Enables an application to specify the required version of the SLI API and toretrieve details of the API.
 Syntaxint WINAPI WinSLIStartup (WORD wVersionRequired,
 LUADATA* luadata);
 Parameters
 wVersionRequiredSpecifies the version of SLI API support required. The high-order bytespecifies the minor version (revision) number; the low-order byte specifiesthe major version number.
 luadataReturns version of SLI implementation.
 Returned ValuesThe return value specifies whether the application was registered successfully andwhether the SLI API can support the specified version number. If the value is 0, itwas registered successfully and the specified version can be supported. Otherwise,the return value is one of the following values:
 WLUAVERNOTSUPPORTEDThe version of SLI API support requested is not provided by this particularSLI API.
 WLUAINVALIDThe version requested could not be determined.
 Usage NotesUsing WinSLIStartup is not required.
 WinSLIStartup()
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Chapter 15. SLI Verbs
 This chapter contains the following information for each SLI verb:v The purpose of the verb.v Parameters supplied to and returned by SLI. The description of each parameter
 includes information on the valid values for that parameter, and any additionalinformation necessary.
 v Interactions with other verbs.v Additional information describing the use of the verb.
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SLI_BID
 This verb tells an SLI application program that a message is pending to be read bySLI_RECEIVE or that status is presented. SLI_BID is used to preview the pendingdata so the application can formulate a strategy for receiving the data. When dataor status arrives for the SLI application program, SLI_BID is posted if an eligibleSLI_RECEIVE is not active. The application program issues an SLI_BID verb afterthe session opens successfully (or during the SLI_OPEN if the initiation type isprimary with SSCP access) to indicate that the application program will use the bidmechanism.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_BID verb.
 lua_opcodeLUA_OPCODE_SLI_BID
 The operation code for the verb.
 lua_correlatorA value that links the verb with other user-supplied information. Thisparameter is not used by the LUA interface.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks. LUA examines this parameter only if lua_sidis 0. Using the lua_luname parameter on all verbs helps make debuggingeasier, especially when multiple LUs are configured.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to beused. If this parameter is 0, the lua_luname parameter is used foridentification.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 Returned ParametersIf the verb completed successfully, the following parameters are returned:
 lua_prim_rcThe primary return code, set by the verb function.
 lua_sec_rcThe secondary return code, set by the verb function.
 lua_data_lengthThe length of the peek data received.
 SLI_BID
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lua_peek_dataThis parameter contains up to the first 12 bytes of RU data to be read. Thelength of the data returned in this parameter is in the lua_data_lengthparameter.
 lua_th A 6-byte parameter that contains the SNA transmission header (TH) for themessage.
 lua_rh A 3-byte parameter that contains the SNA request/response header (RH)for the message.
 lua_message_typeThe type of SNA data and commands. The valid message types follow:
 LUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_SSCP_DATALUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BINDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SIGNALLUA_MESSAGE_TYPE_STSN
 The SLI receives and responds to the BIND and STSN requests through theLUA interface extension routines.
 LU_DATA, LUSTAT_LU, LUSTAT_SSCP, and SSCP_DATA are not SNAcommands.
 lua_flag2A 1-byte flag that contains bits used as output parameters. At verbcompletion, all bits that are not described by value are reserved and mustbe set to 0. The flag in the high-order half-byte follows:lua_flag2.async
 A flag that indicates that this verb completes asynchronously
 The low-order half-byte contains flags that describe the message sessionand flow. One of the following flags is returned:lua_flag2.sscp_exp
 Specifies SSCP-expedited flowlua_flag2.sscp_norm
 Specifies SSCP-normal flowlua_flag2.lu_exp
 Specifies LU-expedited flowlua_flag2.lu_norm
 Specifies LU-normal flow
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
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lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesOnly one SLI_BID can be active for each session. The application program can bebid once for each flow if the SLI_BID is reactivated, even if the data is not read. Ifthe application program does not read the bid data, it is not bid again for thatspecific flow.
 Issuing the SLI_BID verb initially enables the bid function. After the SLI_BID verbposts complete, the bid function is disabled. The bid function can be reenabled inone of two ways:v By calling the SLI again with the address of an SLI_BID verb control block.v By issuing an SLI_RECEIVE with the lua_flag1.bid_enable parameter set to 1. If
 SLI_RECEIVE with lua_flag1.bid_enable is issued, the SLI uses the address ofthe last-accepted SLI_BID verb control block as the active bid.
 Notes:
 1. If multiple flows have data available when the SLI_BID is issued, the datareturned by the SLI_BID is from the highest priority flow that has data. Fromhighest to lowest, the priorities are:v SSCP–expeditedv LU–expeditedv SSCP–normalv LU–normal
 2. If, following SLI_BID completion, the LUA application issues an SLI_RECEIVEwith multiple lua_flag1 flow flags set, the data read could be for a differentflow from the data returned by the SLI_BID. This could happen if higherpriority data arrived from the host between the time that the SLI_BIDcompleted and the SLI_RECEIVE was issued.The LUA application can, however, guarantee that an SLI_RECEIVE reads thedata for which it was just bid. It does so by setting only one of the lua_flag1flow flags in the control block for the SLI_RECEIVE verb, specifying the sameflow as that returned in the lua_flag2 field of the completed SLI_BID.The SLI_BID completes as soon as an RU arrives. This RU could be the onlyRU in a chain, or it could be the first RU in a multiple-RU chain. At SLI_BIDcompletion, a single element chain is the only time a complete chain is bid tothe application.If the SLI_BID completes with the first RU of a multiple-RU chain and thesubsequent SLI_RECEIVE specifies the lua_flag1.nowait option, thelua_flag1.nowait option is ignored. The SLI_RECEIVE verb returns in progressand will complete asynchronously after all RUs in the chain arrive.
 If status is available, the application must read it. Until the application reads thestatus by issuing an SLI_BID or SLI_RECEIVE, all other operations are rejected,except for:v SLI_SEND verbs on the SSCP flowv SLI_CLOSE
 When the primary return code is STATUS, the only SLI_BID parameters returnedare lua_prim_rc, lua_sec_rc, and lua_sid. If SLI_BID and SLI_RECEIVE are both
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active when status becomes available, only the SLI_BID is posted with the status.When the application program is bid for status, all information is presented and noSLI_RECEIVE is required.
 When the value of the primary return code is STATUS, the possible values for thesecondary return code are:v READY
 Indicates the SLI session is now ready for processing all additional commands.The READY status is issued after a prior NOT_READY status was received.
 v NOT_READYIndicates that a CLEAR command or an UNBIND command with a type valueof X’02’ or X’01’ was received from the host. The SLI session is suspended.– When a CLEAR arrives, the session is suspended until an SDT command is
 received.– When an SNA UNBIND type X’02’ (UNBIND with BIND forthcoming)
 arrives, the session is suspended until BIND, optional CRV and STSN, andSDT commands are received. Any user extension routines must be reentrant.
 – When an UNBIND type X’01’ (UNBIND normal) arrives and the SLI_OPENverb for this session specified an lua_session_type ofLUA_SESSION_TYPE_DEDICATED, the session is suspended until BIND,optional CRV and STSN, and SDT commands are received. User extensionroutines provided to process these commands must be reentrant.After the CLEAR, UNBIND type X’02’, or UNBIND type X’01’ arrives, theapplication can send SSCP data before reading the NOT_READY status, andcan both send and receive SSCP data after reading the NOT_READY status.
 v SESSION_END_REQUESTEDIndicates that a SHUTD command was received from the host. The host isrequesting that the SLI application end the session as soon as convenient.When the application is ready to end the session, it should issue an SLI_OPEN.
 v INIT_COMPLETEIndicates that an RUI_INIT verb completed during SLI_OPEN processing. Thisstatus is returned only when the SLI_OPEN lua_init_type parameter isLUA_INIT_TYPE_PRIM_SSCP.After this status is received, the application can send and receive data on theSSCP-normal flow.
 In addition to the return codes, additional SNA sense data can be returned if arequest unit sent by the host application has been converted into an exceptionrequest (EXR). An EXR is indicated by having the SLI_BID complete with thefollowing returned verb parameters values:
 Parameters
 lua_prim_rc OK (X'0000')
 lua_sec_rc OK (X'00000000')
 lua_rh.rri bit off (request unit)
 lua_rh.sdi bit on (sense data included)
 Under these conditions, the request has been converted into an EXR and up to 7bytes of information is returned in the lua_peek_data verb parameter. The formatof the information in the lua_peek_data parameter is as follows:
 SLI_BID
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v Bytes 0—3 contain sense data defining the error detected. If LUA converted therequest into an EXR, the sense data is one of the following values:
 Sense Data Value of byes 0 - 3
 LUA_MODE_INCONSISTENCY X'08090000'
 LUA_BRACKET_RACE_ERROR X'080B0000'
 LUA_BB_REJECT_NO_RTR X'08130000'
 LUA_RECEIVER_IN_TRANSMIT_MODE X'081B0000'
 LUA_CRYPTOGRAPHY_FUNCTION_INOP X'08480000'
 LUA_SYNC_EVENT_RESPONSE X'10010000'
 LUA_RU_DATA_ERROR X'10020000'
 LUA_RU_LENGTH_ERROR X'10020000'
 LUA_INCORRECT_SEQUENCE_NUMBER X'20010000'
 The information returned to bytes 4 through 6 in lua_peek_data contain up to thefirst 3 bytes of the original request unit.
 SLI_BID
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SLI_CLOSE
 This verb closes the SNA session. SLI_CLOSE terminates the connection with thehost application program and frees the resources that were used. The posting ofSLI_CLOSE signifies that the LU-LU and the SSCP-LU communications haveended.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_CLOSE verb.
 lua_opcodeLUA_OPCODE_SLI_CLOSE
 The operation code for SLI_CLOSE.
 lua_correlatorA value that an LUA application program can supply to help correlate thisverb with other information that the program supplies. This parameter isnot used by the LUA interface.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks. LUA examines this parameter only if lua_sidis 0. Using the lua_luname parameter on all verbs helps make debuggingeasier, especially when multiple LUs are configured.
 lua_sidThe session ID returned by a successfully completed SLI verb thatidentifies the session to be used. If this parameter is 0, the lua_lunameparameter is used for identification.
 lua_post_handleThis is a 4-byte handle that is used to post the completion of asynchronousverbs.
 lua_flag1.close_abendSpecifies whether the close is a close immediate (on) or a normal close(off).
 Returned ParametersIf the verb completed successfully, the following parameters are returned:
 lua_flag2.asyncA flag that indicates that this verb completes asynchronously.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 SLI_CLOSE
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Usage NotesThere are two types of SLI_CLOSE: close normal and close abend.v Close Normal
 The close normal is identified when the lua_flag1.close_abend parameter is setto 0. The close sequence can be secondary initiated or primary initiated. Theclose normal uses a SHUTD command for a primary initiated or primaryinitiated. The close normal uses a SHUTD command for a primary initiated closeand sends an RSHUTD command for a secondary initiated close.If the host sends an UNBIND type X’02’ (UNBIND with BIND forthcoming)during a primary or secondary initiated SLI_CLOSE normal, the session is notclosed. The SLI_CLOSE verb completes with the CANCELED primary returncode, RECEIVED_UNBIND_HOLD secondary return code. The applicationprogram should issue an SLI_BID or SLI_RECEIVE verb to return STATUS.If the host sends UNBIND type X’01’ (normal UNBIND) during a primary orsecondary initiated SLI_CLOSE Normal and the SLI_OPEN verb for this sessionspecified and lua_session_type of LUA_SESSION_TYPE_DEDICATED, thesession is not closed. The SLI_CLOSE verb completes with the CANCELEDprimary return code and the RECEIVED_UNBIND_NORMAL secondary returncode. The application program should issue SLI_BID or SLI_RECEIVE to returnSTATUS.
 v Close AbendThe close abend is identified when the lua_flag.close_abend parameter is set to1. The CLOSE_ABEND option tells the SLI to end the session immediately.
 The following SNA commands can flow during the different types of closeprocessing:v SLI_CLOSE Normal
 – Secondary Initiated CloseAfter the SLI application program issues an SLI_CLOSE verb withlua_flag.close_abend set to 0, the SLI performs the following processing:
 Writes the RSHUTD commandReads and processes the RSHUTD command responseReads and processes the CLEAR command (if required)Writes the CLEAR command response (if required)Reads and processes the UNBIND commandWrites the UNBIND command responseStops the RUI session
 – Primary Initiated CloseReads the SHUTD command and gives the applicationSESSION_END_REQUESTED status.After the SLI application program issues SLI_CLOSE withlua_flag.close_abend set to 0, the SLI performs the following processing:
 Writes the CHASE commandReads and processes the CHASE command responseWrites the Shutdown Complete (SHUTC) commandReads and processes the SHUTC command responseReads and processes the CLEAR command (if required)Writes the CLEAR command response (if required)
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Reads and processes the UNBIND commandWrites the UNBIND command responseStops the RUI session
 – SLI_CLOSE Abend- After the SLI application program issues an SLI_CLOSE verb with
 lua_flag1.close_abend set to 1, the SLI stops the RUI session.
 The completion of the SLI_CLOSE verb implies that the LU-LU session isunbound and that the SSCP was notified of no-session capability for the LU. Afterthe SLI_CLOSE verb completes successfully, no other SLI command can be issuedfor the session except another SLI_OPEN . All pending commands are terminatedwhen the SLI_CLOSE verb is received.
 Notes:
 1. Do not use this function to close sessions that are established using the RUI.2. Before you issue an SLI_CLOSE normal, be certain that all owed responses
 have been sent to the host. The SLI automatically changes the CLOSE type toABEND if responses are owed.The CLOSE type might be automatically changed to ABEND if the LUAapplication program ignores data. It is good programming practice to use theSLI_RECEIVE verb to receive all data from the host. Otherwise, the SLI mightassume that a response is owed, even if the data was an exception request, andchange the CLOSE type to ABEND.
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SLI_OPEN
 This verb opens an SNA session for an application program that is requestingsession-level communications on the link. The session-level function issues SNAcommands on behalf of the application program to open the session. The LUAapplication program is simplified because SLI functions perform multiple RUIfunctions to establish the LU-LU session.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_OPEN verb.
 lua_opcodeLUA_OPCODE_SLI_OPEN
 lua_correlatorA value that an LUA application program can supply to help correlate thisverb with other information that the program supplies. This parameter isnot used by the Windows LUA interface.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks.
 This parameter is required by SLI_OPEN. Other verbs require thisparameter only if the lua_sid parameter is zero; however, using thelua_luname parameter on all verbs helps make debugging easier,especially when multiple LUs are configured.
 The following information only applies to CommunicationsServer Windows 95, Windows NT, and Windows 2000 SNAAPI clients.
 The default LUA session name for each user can be assigned using theappropriate configuration utility, either INI configuration or LDAP.
 LUA programs, such as 3270 emulators, can choose to use a default LUAsession name rather than specify one directly. When an LUA programissues an SLI_OPEN verb with the lua_name field set to binary zeroes, orASCII blanks, the SLI API uses the configured default LUA session name.
 lua_data_lengthThe length of the unformatted LOGON or INITSELF data being sent.
 lua_data_ptrA pointer to the data buffer of the application. Because this buffer is usedfor data and SNA commands, the contents of the buffer are usually inEBCDIC.
 SLI_OPEN
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This data buffer contains one of the following things:v The user’s SNA INITSELF request unit (RU) with all of the required
 application program data filled in if the lua_init_type parameter specifiessecondary initiated with INITSELF. The INITSELF contains userinformation, such as the mode name and the PLU name. For moreinformation, refer to Systems Network Architecture Network ProductFormats.
 v The LOGON message that is sent on the SSCP-normal flow when thelua_init_type parameter specifies secondary initiated with anunformatted LOGON message.
 v If the session is primary initiated, this buffer is not used and thelua_data_ptr parameter must be 0.
 lua_post_handleIf asynchronous notification is to be accomplished by events,lua_post_handle contains the handle of the event to be signaled.
 lua_encr_decr_optionCryptography is not supported.
 lua_init_typeDefines how the LU-LU session is initialized by the Windows LUAinterface. Valid values are:
 LUA_INIT_TYPE_SEC_ISSecondary-initiated; send the INITSELF command that is suppliedin the data buffer of the OPEN
 LUA_INIT_TYPE_SEC_LOGSecondary-initiated with an unformatted LOGON messagespecified in the data buffer of the OPEN
 LUA_INIT_TYPE_PRIMPrimary-initiated; wait on BIND
 LUA_INIT_TYPE_PRIM_SSCPPrimary-initiated with SSCP access
 lua_session_typeA value that defines how the SLI processes UNBIND type X’01’, UNBINDnormal. The valid values follow:
 LUA_SESSION_TYPE_NORMALWhen an UNBIND normal is received from the primary logicalunit, the SLI sends a positive response and issues RUI_TERMwhich causes a NOTIFY disabled to flow to the SSCP. TheSSCP-LU flow is disabled. This is the default value for thisparameter.
 LUA_SESSION_TYPE_DEDICATEDWhen an UNBIND normal is received from the primary logicalunit, the SLI sends a positive response and the SLI session issuspended until a new BIND, optional CRV and STSN, and SDTcommands are received. In this case, the SLI does not issueRUI_TERM and NOTIFY disabled does not flow to the SSCP.
 SLI_OPEN
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LUA_SESSION_TYPE_DEDICATED is notsupported by SNA API clients.
 lua_waitThe number of seconds (up to a maximum of 65 535) for the SLI to waitbefore automatically retrying the transmission of the INITSELF or theLOGON message after the host sends any one of these messages:v A negative response to the INITSELF or LOGON message and the
 secondary return code is one of the following values:– RESOURCE_NOT_AVAILABLE (X'08010000')– SESSION_LIMIT_EXCEEDED (X'08050000')– SSCP_LU_SESS_NOT_ACTIVE (X'0857nnnn' where nnnn is X'0002')– SESSION_SERVICE_PATH_ERROR (X'087Dnnnn' where nnnn is
 X'0000')v A Network Services Procedure Error (NSPE) messagev A NOTIFY command, which indicates a procedure error
 If the value of lua_wait is 0, no retries occur. This parameter applies onlyto sessions initiated by the SLU. If the PLU initiates the session, lua_wait isignored.
 lua_extension_list_offsetSpecifies the offset from the start of the verb control block to the extensionlist of user-supplied DLLs. The value must be the beginning of a wordboundary. If there is no extension list, the value must be set to zero.
 lua_routine_typeThe type of routine of the following module and procedure name. Thevalid entries follow:
 lua_routine_type_bindBind routine
 lua_routine_type_crvCryptography vector routine
 Note: Encryption is not currently supported.
 lua_routine_type_sdtStart data traffic (SDT) routine
 lua_routine_type_sdt is not supported by SNA APIclients.
 lua_routine_type_stsnSet and test sequence numbers (STSN) routine
 lua_routine_type_endEnding delimiter for list of routines.
 lua_module_nameProvides the user-supplied ASCII module name. The parameter can be upto eight characters in length, with the remaining bytes set to X'00'.
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lua_procedure_nameProvides the user-supplied DLL procedure name, in ASCII. The parametercan be up to 32 characters in length, with the remaining bytes set to X'00'.
 Returned ParametersIf the verb completed successfully, the following parameters are returned:
 lua_flag2.asyncA flag that indicates that this verb completes asynchronously.
 lua_sidThe session ID that subsequent verbs use to identify the session to be used.The value of this parameter is valid only if the primary return code is OKor IN_PROGRESS. If the SLI_OPEN fails after having returnedIN_PROGRESS, the session ID is no longer valid.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesThe SLI can perform the following session initialization tasks:v Start the RUI sessionv Write an INITSELF or an unformatted logon message (secondary initialization
 only).v Read and process an INITSELF response or the response to the logon message
 (secondary initialization only).v Read and verify a BIND command from the host.v Write a BIND response.v Read and process an UNBIND type X'02' or an UNBIND type X'01' if one is sent
 by the host.v Write the UNBIND response and prepare to receive the subsequent BIND.v Read and process the STSN command (if required).v Write the STSN response (if required).v Read and process the SDT command.v Write the SDT response.v Go to user routines to process BIND, STSN, and SDT commands when they are
 specified by the application program in the SLI_OPEN verb.
 The SLI_OPEN verb handles all SNA message traffic through the response to theSDT command.
 An application program issues an SLI_OPEN verb to select a particular definedLUA LU in the lua_luname parameter. This field is an ASCII string that should bepadded with blanks.
 The lua_init_type parameter tells the SLI how to establish the LU session. Thefollowing list describes the initialization options:v Secondary Initialization with INITSELF
 SLI_OPEN
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Set the lua_init_type parameter to LUA_INIT_TYPE_SEC_IS for this option.With this option, the application program must supply the INITSELF commandused in the SLI_OPEN verb because the INITSELF contains all of thesession-specific information needed by the host, such as the mode name and thePLU name. The lua_data_ptr parameter gives the address of the INITSELF, andthe lua_data_length parameter gives its length.
 v Secondary Initialization with an Unformatted LOGON MessageSet the lua_init_type parameter to LUA_INIT_TYPE_SEC_LOG for this option.In secondary initialization with an unformatted LOGON message, thelua_data_ptr parameter contains the address of the user’s EBCDIC LOGONmessage of the length that is specified in the lua_data_length parameter.
 v Primary InitializationSet the lua_init_type parameter to LUA_INIT_TYPE_PRIM for this option. Inprimary initialization, the SLU does nothing to start the session with the host.The SLI_OPEN remains IN_PROGRESS until the host starts the session with aBIND command and a subsequent SDT command.
 v Primary Initialization with SSCP AccessSet the lua_init_type parameter to LUA_INIT_TYPE_PRIM_SSCP for this option.In primary initialization with SSCP access, the SLI does not send commands tothe host to start the session. Instead, the SLI allows the application program toissue SLI_SEND and SLI_RECEIVE verbs for SSCP-normal flow data to sendINITSELF commands or LOGON messages and to receive their responses. Withthis option, the application program is not limited to one INITSELF or LOGONmessage as it is for the secondary initialization types. This is the onlySLI_OPEN type that allows the application program to issue SLI verbs beforethe SLI_OPEN completes. After the SLI_OPEN verb is issued, the applicationprogram can issue an SLI_BID or an SLI_RECEIVE to get INIT_COMPLETEstatus. This status tells the application program that it can begin to issue theSLI_SEND and SLI_RECEIVE verbs for SSCP-normal flow data.
 The optional lu_session_type parameter tells the SLI how to process UNBIND typeX’01’, UNBIND normal. This parameter takes effect after the SLI_OPEN verbpasses initial parameter checking and stays in effect until SLI_CLOSE abend isissued or until the SLI issues RUI_TERM. The following list describes standardUNBIND and dedicated UNBIND processing:v Standard UNBIND Normal Processing SLI_CLOSE Normal
 Set the lua_session_type parameter to LUA_SESSION_TYPE_NORMAL for thisoption. This is the default value. With this option, the SLI sends a positiveresponse to an UNBIND Normal sent by the primary LU and issuesRUI_TERM, which causes a NOTIFY Disabled to flow to the SSCP. Theseactions do the following things:– End the LU-LU session.– Indicate to the SSCP and the PLU that the SLU is unable to process new
 BINDs. New BINDs that are received are rejected.– Prevent data from flowing on the SSCP-LU session.
 The SLI will issue RUI_TERM when it receives any UNBIND except typeX'02' (UNBIND with BIND forthcoming).
 – Dedicated UNBIND Normal ProcessingSet the lua_session_type parameter to LUA_SESSION_TYPE_DEDICATED forthis option. With this option, the SLI sends a positive response to an UNBINDnormal sent by the primary logical unit. However, the SLI does not issueRUI_TERM. The status of the SSCP-LU session is not changed (enabled). The
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SLI session is suspended until BIND, optional CRV and STSN, and SDTcommands are received. An SLI session that is waiting for a new BIND can beterminated by issuing an SLI_CLOSE Abend.The SLI issues RUI_TERM when it receives any UNBIND except type X'02' ortype X'01'.This option is useful when the primary LU is unable to send an UNBINDwith BIND forthcoming, but expects this type of behavior when UNBINDnormal is sent.
 Application-Supplied BIND, SDT, or STSN Routines
 v If the application program supplies BIND, SDT, or STSN routines, the DLLmodule names and procedure entry points are passed in the SLI_OPENextension routine list. If the corresponding SNA request is received, theseroutines are called during the SLI_OPEN. If no BIND routine is supplied, theSLI does a limited amount of BIND checking and responds as needed. If anSTSN routine is not supplied and an STSN request is received, the SLI issues apositive response to indicate that no information is available. If an SDT routineis not supplied and an SDT request is received, the SLI issues a positiveresponse.
 Posting
 v The posting of the SLI_OPEN with OK in the lua_prim_rc parameter means thatthe SLI_OPEN completed successfully and that an LU-LU data flow session wasestablished. After the session is opened successfully, the application program canissue SLI_SEND, SLI_RECEIVE, SLI_PURGE, SLI_BID , or SLI_CLOSE verbs.
 Session Recovery
 v The SLI supplies limited session recovery for the application program. Whenany SLI verb completes with SESSION_FAILURE in the lua_prim_rc parameter,the application program must reissue the SLI_OPEN. In this situation, theprogram does not have to issue an SLI_CLOSE verb before it issues a newSLI_OPEN verb.
 Terminating a Pending SLI_OPEN
 v To terminate a pending SLI_OPEN, issue an SLI_CLOSE withlua_flag1.close_abend parameter set to 1.
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SLI_PURGE
 This verb purges an outstanding SLI_RECEIVE. SLI_PURGE might be needed byan application program that uses an SLI_RECEIVE verb with the WAIT option.For example, if the SLI_RECEIVE verb does not complete in a specified interval oftime, the application program can issue SLI_PURGE. The application programsupplies the address of the SLI_RECEIVE verb control block in the lua_data_ptrparameter to specify which SLI_RECEIVE to purge.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_PURGE verb.
 lua_opcodeLUA_OPCODE_SLI_PURGE
 The operation code for the verb.
 lua_correlatorA value that an LUA application program can supply to help correlate thisverb with other information that the program supplies. This parameter isignored by the LUA interface.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks. LUA examines this parameter only if lua_sidis 0. Using the lua_luname parameter on all verbs helps make debuggingeasier, especially when multiple LUs are configured.
 lua_sidThe session ID, returned by SLI_OPEN, that identifies the session to beused. If this parameter is 0, the lua_luname parameter is used foridentification.
 lua_data_ptr
 A pointer to the application program SLI_RECEIVE verb control block tobe purged.
 lua_post_handleIf asynchronous notification is to be accomplished by events,lua_post_handle contains the handle of the event to be signaled.
 Returned ParametersIf the verb completes successfully, the following parameters are returned:
 lua_flag2.asyncA flag that indicates that this verb completes asynchronously.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
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lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesIf SLI_RECEIVE is purged successfully, SLI_RECEIVE ends with the CANCELEDprimary return code and the SLI_PURGE completes with the OK primary returncode.
 SLI_PURGE
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SLI_RECEIVE
 This verb transfers data or a status code to the application program. SLI_RECEIVEalso provides the current status of the session to the Windows LUA application.
 An SLI_RECEIVE verb for an LU-LU session flow can only be issued on anopened session. If the SLI_OPEN initiation type is primary with SSCP access, theapplication program can issue an SLI_RECEIVE verb for SSCP-LU normal flowdata even when an SLI_OPEN verb is pending.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_RECEIVE verb.
 lua_opcodeLUA_OPCODE_SLI_RECEIVE
 lua_correlatorA value that an LUA application program can supply to help correlate thisverb with other information that the program supplies. This parameter isignored by the LUA interface.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks. LUA examines this parameter only if lua_sidis 0. Using the lua_luname parameter on all verbs helps make debuggingeasier, especially when multiple LUs are configured.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to beused. If this parameter is 0, the lua_luname parameter is used foridentification.
 lua_max_lengthThe length of the buffer used to receive data.
 lua_data_ptrA pointer to the buffer where the SLI places data received from the hostapplication. Because this buffer is used for data and SNA commands, thecontents of the buffer are usually in EBCDIC.
 lua_post_handleFor Windows NT and Windows 2000, if asynchronous notification is to beaccomplished by events, lua_post_handle contains the handle of the ventto be signaled.
 lua_flag1.bid_enableA flag that specifies whether the LUA should reuse the SLI_BID verbcontrol block on behalf of the LUA application program.
 lua_flag1.nowaitA flag that tells the SLI to post the SLI_RECEIVE verb with the return codeNO_DATA when there is no data to be read. If the first RU of a
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multiple-RU chain arrives and the lua_flag1.nowait option has beenselected, the lua_flag1.nowait option is ignored. The SLI_RECEIVE verbreturns IN_PROGRESS and completes asynchronously after all RUs of thechain arrive. If chaining is allowed, the lua_flag1.nowait option should notbe used.
 The lower-order half-byte of lua_flag1 contains flags that describe the messagesession and flow. The flow flags describe the flow or flows on which the LUAapplication program can accept a message. At least one of the following flags mustbe set, but the set flags must not overlap flags that are set in another activeSLI_RECEIVE verb.
 lua_flag1.sscp_expA flag that specifies SSCP-expedited flow.
 lua_flag1.sscp_normA flag that specifies SSCP-normal flow.
 lua_flag1.lu_expA flag that specifies LU-expedited flow
 lua_flag1.lu_normA flag that specifies LU-normal flow.
 Returned ParametersIf the verb completed successfully, the following parameters are returned:
 lua_data_lengthThe length of the data being received.
 lua_th A 6-byte parameter that contains the SNA transmission header (TH) for themessage.
 lua_rh A 3–byte parameter that contains the SNA request/response header (RH)for the message.
 lua_message_typeThe type of SNA data and commands. When the SLI application programwants to send data, the application program must set this parameter. Thevalid message types follow:
 LUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_SSCP_DATALUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SIGNAL
 LU_DATA, LUSTAT_LU, LUSTAT_SSCP, and SSCP_DATA are not SNAcommands.
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lua_flag2.asyncA flag that specifies that this verb completes asynchronously.
 lua_flag2.sscp_expA flat that specifies SSCP-expedited flow.
 lua_flag2.sscp_normA flag that specifies SSCP-normal flow.
 lua_flag2.lu_expA flag that specifies LU-expedited flow.
 lua_flag2.lu_normA flag that specifies LU-normal flow.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesSLI_RECEIVE receives responses, SNA commands, and request unit data from thehost. SLI_RECEIVE also provides the status of the session to the Windows LUAapplication. An SLI_OPEN request must complete before SLI_RECEIVE can beissued. However, if SLI_OPEN is issued with lua_init_type set toLUA_INIT_TYPE_PRIM_SSCP, an SLI_RECEIVE over the SSCP normal flow maybe issued as soon as SLI_OPEN returns an IN_PROGRESS.
 Data is received by the application in one of four session flows. The four sessionflows, from highest to lowest priority are:v SSCP expeditedv LU expeditedv SSCP normalv LU normal
 The data flow type that SLI_RECEIVE verb will process is specified in lua_flag1.The application can also specify whether it wants to look at more than one type ofdata flow. When multiple flow bits are set, the highest priority is received first.When SLI_RECEIVE completes processing, lua_flag2 indicates the specific type offlow for which data has been received by the Windows LUA application.
 If SLI_BID successfully completes before SLI_RECEIVE is issued, the WindowsLUA interface can be instructed to reuse the last SLI_BID’s verb control block. Todo this, issue SLI_RECEIVE with the lua_flag1.bid_enable parameter set to 1.
 When using lua_flag1.bid_enable parameter, the SLI_BID storage must not befreed because the last SLI_BID verb’s verb control block is used. Also, when usingthe lua_flag1.bid_enable parameter, the successful completion of SLI_BID will beposted.
 If SLI_RECEIVE is issued with lua_flag1.nowait when no data is available toreceive, LUA_NO_DATA will be the secondary return code set by the WindowsLUA interface.
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If status is available, the application must read it. Until the application reads thestatus by issuing an SLI_BID or SLI_RECEIVE, all other operations are rejected,except for:v SLI_SEND verbs on the SSCP flowv SLI_CLOSE
 When the primary return code is STATUS, the only SLI_RECEIVE parametersreturned are lua_prim_rc, lua_sec_rc, and lua_sid. An active SLI_RECEIVE verbcan be posted with the STATUS return code only when there is no active SLI_BIDverb.
 When the value of the primary return code is STATUS, the possible values for thesecondary return code are:v READY
 Indicates the SLI session is now ready for processing all additional commands.The READY status is issued after a prior NOT_READY status was received.
 v NOT_READYIndicates that a CLEAR command or an UNBIND command with a type valueof X’02’ or X’01’ was received from the host. The SLI session is suspended.– When a CLEAR arrives, the session is suspended until an SDT command is
 received.– When an UNBIND type X’02’ (UNBIND with BIND forthcoming) arrives, the
 session is suspended until BIND, optional CRV and STSN, and SDTcommands are received. Any user extension routines must be reentrant.
 – When an UNBIND type X’01’ (UNBIND normal) arrives and the SLI_OPENverb for this session specified an lua_session_type ofLUA_SESSION_TYPE_DEDICATED, the session is suspended until BIND,optional CRV and STSN, and SDT commands are received. User extensionroutines provided to process these commands must be reentrant.After the CLEAR, UNBIND type X’02’, or UNBIND type X’01’ arrives, theapplication can send SSCP data before reading the NOT_READY status, andcan both send and receive SSCP data after reading the NOT_READY status.
 v SESSION_END_REQUESTEDIndicates that a SHUTD command was received from the host. The host isrequesting that the SLI application end the session as soon as convenient.When the application is ready to end the session, it should issue an SLI_CLOSEor an SLI_CLOSE Normal.
 v INIT_COMPLETEIndicates that an RUI_INIT verb completed during SLI_OPEN processing. Thisstatus is returned only when the SLI_OPEN lua_init_type parameter isLUA_INIT_TYPE_PRIM_SSCP.After this status is received, the application can send and receive data on theSSCP-normal flow.
 In addition to the return codes, additional SNA sense data can be returned if arequest unit sent by the host application has been converted into an exceptionrequest (EXR). An EXR is indicated by having the SLI_RECEIVE complete withthe following returned verb parameters values:
 Parameters
 lua_prim_rc OK (X'0000')
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lua_sec_rc OK (X'00000000')
 lua_rh.rri bit off (request unit)
 lua_rh.sdi bit on (sense data included)
 Under these conditions, the request has been converted into an EXR and up to 7bytes of information is returned in the application buffer. The format of theinformation in the data buffer is:v Bytes 0—3 contain sense data defining the error detected. If LUA converted the
 request into an EXR, the sense data is one of the following values:
 Sense Data Value of byes 0 - 3
 LUA_MODE_INCONSISTENCY X'08090000'
 LUA_BRACKET_RACE_ERROR X'080B0000'
 LUA_BB_REJECT_NO_RTR X'08130000'
 LUA_RECEIVER_IN_TRANSMIT_MODE X'081B0000'
 LUA_CRYPTOGRAPHY_FUNCTION_INOP X'08480000'
 LUA_SYNC_EVENT_RESPONSE X'10010000'
 LUA_RU_DATA_ERROR X'10020000'
 LUA_RU_LENGTH_ERROR X'10020000'
 LUA_INCORRECT_SEQUENCE_NUMBER X'20010000'
 LUA_LCC_NOT_SUPPORTED X'20010000'
 The information returned to bytes 4 through 6 in lua_peek_data contain up to thefirst 3 bytes of the original request unit.
 SLI_RECEIVE
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SLI_SENDThis verb transfers, from the LUA application program to the communication link,user data, an SNA command, or an SNA response. SLI_SEND for an LU-LUsession flow can only be issued on a previously opened session. If the SLI_OPENinitiation type is primary with SSCP access and INIT_COMPLETE status isachieved, the application program can issue SLI_SEND to transmit data on theSSCP-LU normal flow.
 An LUA application can have two active SLI_SEND verbs simultaneously for eachdefined LUA LU. The two verbs can be for any two discrete flows.
 Supplied ParametersThe application supplies the following parameters:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block. This number must equal the lengthexpected by the SLI for the SLI_SEND verb.
 lua_opcodeLUA_OPCODE_SLI_SEND
 The operation code for this verb.
 lua_correlatorA value that an LUA application program can supply to help correlate thisverb with other information that the program supplies. SLI ignores thisparameter.
 lua_lunameThe local LU name in ASCII. If the name contains fewer than 8 characters,you must pad it with blanks. LUA examines this parameter only if lua_sidis 0. Using the lua_luname parameter on all verbs helps make debuggingeasier, especially when multiple LUs are configured.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to beused. If this parameter is 0, the lua_luname parameter is used foridentification.
 lua_data_lengthThe length of the data being sent.
 lua_data_ptrA pointer to the application program data that is to be sent to the hostapplication. Because this buffer is used for data and SNA commands, thecontents of the buffer are usually in EBCDIC.
 lua_post_handleA 4-byte handle that is used to post the completion of asynchronous verbs.
 lua_th.snfThe sequence number of the RU.
 lua_rh A 3-byte parameter that contains the SNA request/response header (RH)for the message.
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lua_message_typeThe type of SNA data and commands. When the SLI application programwants to send data, the application program must set this parameter. Formore information about the SNA commands, refer to Systems NetworkArchitecture Network Product Formats. The valid message types follow:
 LUA_MESSAGE_TYPE_BIDLUA_MESSAGE_TYPE_BISLUA_MESSAGE_TYPE_CANCELLUA_MESSAGE_TYPE_CHASELUA_MESSAGE_TYPE_LU_DATALUA_MESSAGE_TYPE_LUSTAT_LULUA_MESSAGE_TYPE_LUSTAT_SSCPLUA_MESSAGE_TYPE_QCLUA_MESSAGE_TYPE_QECLUA_MESSAGE_TYPE_RELQLUA_MESSAGE_TYPE_RQRLUA_MESSAGE_TYPE_RSPLUA_MESSAGE_TYPE_RTRLUA_MESSAGE_TYPE_SBILUA_MESSAGE_TYPE_SSCP_DATA
 lua_flag1.sscp_expSpecifies SSCP-expedited flow
 lua_flag1.sscp_normSpecifies SSCP-normal flow
 lua_flag1.lu_expSpecifies LU-expedited flow
 lua_flag1.lu_normSpecifies LU-normal flow
 Returned ParametersIf the verb executes successfully, LUA returns the following parameters:
 lua_data_lengthThe length of the peek data received.
 lua_th A 6-byte parameter that contains the SNA transmission header (TH) for themessage.
 lua_flag2.asyncA flag that indicates that this verb completes asynchronously.
 lua_flag2.sscp_expSpecifies SSCP-expedited flow.
 lua_flag2.sscp_normSpecifies SSCP-normal flow.
 lua_flag2.lu_expSpecifies LU-expedited flow.
 lua_flag2.lu_normSpecifies LU-normal flow.
 lua_sequence_numberThe sequence number of the first-in-chain or the only-in-chain RU for theSLI_SEND verb. It is not byte-reversed.
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lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 lua_sec_rcThe secondary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesSLI_SEND performs special processing based on the lua_message_type parameter,such as setting RH and TH bits and flow flags. For example, if the application setsthe lua_message_type parameter to X'84' (CHASE), the SLI componentautomatically sets the lua_rh parameter to X'4B8000'. Table 17 shows theparameters that the application program should set if it is appropriate to do so,given the current program state.
 Table 17. Parameter Settings Based on Message Type
 Value of lua_message_type parameter
 SLI_SENDparameter
 LU_DATASSCP_DATA
 RSP BID, BIS,RTR
 CHASEQC
 QEC,RELQ, SBI,SIG
 RQR LUSTAT_LULUSTAT_SSCP
 lua_rh FI, DR1I,DR2I, RI,BBI, EBI,CDI, CSI,EDI
 RI SDI, QRI SDI, QRI,EBI, CDI
 SDI 0 SDI, QRI, DR1I,DR2I, RI, BBI,EBI, CDI
 lua_th 0 SNF 0 0 0 0 0
 lua_data_ptr Required (0 ifno data)
 Required(0 if nodata)
 0 0 0 0 Required
 lua_data_length Required Required(0 if nodata)
 0 0 0 0 Required
 lua_flag1 flowflags
 0 Required(set one)
 0 0 0 0 0
 An SLI_SEND verb transfers data from the location specified in the lua_data_ptrparameter for the length specified in the lua_data_length. The SLI chains data asneeded. SLI_SEND can complete synchronously or asynchronously. When theapplication program returns from the call to the SLI, the lua_flag2.async flagindicates how the verb completes. When lua_flag2.async is set to ON, anIN_PROGRESS primary return code indicates that the verb was received and is inprogress. A primary return code of OK indicates that the data or the command waswritten to the RUI. The application program receives the sequence number of thelast chain element successfully sent using RUI_WRITE with synchronous returnfrom the call to the SLI. After all chain elements are written, the applicationprogram receives the final return code and ending sequence number in the TH.These sequence numbers will differ if, for example, the SLI is sending a chain andhas to wait for a pacing response from the host before the SLI_SEND operationcan be completed.
 When the SLI sends a response, the information required on the SLI_SEND verbdepends on the type of response. For all responses, the application program mustperform the following steps:
 SLI_SEND
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v Set the lua_message_type parameter to LUA_MESSAGE_TYPE_RSPv Supply the sequence number (lua_th.snf) that corresponds to the request being
 responded tov Set the selected lua_flag1 flow flag
 The rules for supplying additional parameters follow:v For positive responses that require only the request code, the application
 program must also supply the following parameters:– lua_rh.ri set to 0– lua_data_length set to 0
 The SLI refers to the supplied sequence number to fill in the request code.v For negative responses, the application program must also supply the following
 parameters:– lua_rh.ri set to 1– lua_data_ptr set to the address of an SNA sense code– lua_data_length set to the length of the SNA sense code (4 bytes).
 The SLI fills in the request code following the sense data.
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SLI_BIND_ROUTINEThis verb tells an SLI application program that an SNA BIND request arrived fromthe host and allows the application program to examine the session protocols. TheSLI_BIND_ROUTINE is passed to a programmer-supplied DLL specified in theSLI_OPEN extension list bind routine field.
 Supplied ParametersThe following parameters for SLI_BIND_ROUTINE are supplied by the SLI:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block.
 lua_opcodeLUA_OPCODE_SLI_BIND_ROUTINE
 The operation code for the routine.
 lua_lunameThe local LU name in ASCII.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to be used.
 lua_data_lengthThe length of the BIND RU.
 lua_data_ptrA pointer to the BIND RU. The BIND RU might contain EBCDIC characterssuch as the PLU name.
 lua_thThe BIND TH.
 lua_rhThe BIND RH.
 Returned ParametersIf the verb completes successfully, LUA returns the following parameters:
 lua_prim_rcLUA_OK
 lua_data_lengthThe length of the BIND response being sent.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesThe verb control block is built in the storage that is allocated by the SLI. Thecontents of the lua_th and lua_rh parameters are placed in theSLI_BIND_ROUTINE verb control block. The lua_data_ptr parameter contains theaddress of the BIND RU, and the lua_data_length parameter contains the length ofthe RU.
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The SLI_BIND_ROUTINE is completed when the extension routine returns withthe lua_prim_rc and the lua_data_length parameters set in theSLI_BIND_ROUTINE verb control block. Overwrite the BIND RU with the BINDresponse. A primary return code of OK indicates that the BIND was accepted. Ifthe routine rejects the BIND, set the primary return code to NEGATIVE_RSP andput the negative sense code in the BIND buffer. Do not modify the lua_data_ptrparameter.
 Note: A negative response from this routine cancels the SLI_OPEN verb. The SLIreturns a primary return code of SESSION_FAILURE and a secondary returncode of NEG_RSP_FROM_BIND_ROUTINE.
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SLI_STSN_ROUTINEThis verb tells an SLI application program that an SNA STSN request arrived fromthe host and allows the application program to examine the STSN RU and preparea response. TheSLI_STSN_ROUTINE is passed to a programmer-supplied DLLthat is specified in the SLI_OPEN extension list bind routine field.
 Supplied ParametersThe following parameters for SLI_STSN_ROUTINE are supplied by the SLI:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block.
 lua_opcode LUA_OPCODE_SLI_STSN_ROUTINEThe operation code for the routine.
 lua_lunameThe local LU name in ASCII.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to be used.
 lua_data_lengthThe length of the STSN RU.
 lua_data_ptrA pointer to the STSN RU.
 lua_thThe STSN TH.
 lua_rhThe STSN RH.
 Returned ParametersIf the verb executes successfully, LUA returns the following parameters:
 lua_prim_rcLUA_OK
 lua_data_lengthThe length of the STSN response being sent.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 Usage NotesThe verb control block is built in the storage that is allocated by the SLI. Thecontents of the lua_th and lua_rh parameters are placed in theSLI_STSN_ROUTINE verb control block. The lua_data_ptr parameter contains theaddress of the STSN RU, and the lua_data_length parameter contains the lengthof the RU.
 The SLI_STSN_ROUTINE is completed when the extension routine returns withthe lua_prim_rc and the lua_data_length parameters set in the
 SLI_STSN_ROUTINE
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SLI_STSN_ROUTINE verb control block. Overwrite the STSN RU with the STSNresponse. A primary return code of OK indicates that the STSN was accepted. Ifthe routine rejects the STSN, set the primary return code to NEGATIVE_RSP andput the negative sense code in the STSN buffer. Do not modify the lua_data_ptrparameter.
 Note: A negative response from this routine cancels the SLI_OPEN verb. The SLIreturns a primary return code of SESSION_FAILURE, and a secondaryreturn code of NEG_RSP_FROM_STSN_ROUTINE.
 SLI_STSN_ROUTINE
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SLI_SDT_ROUTINEThis verb tells an SLI application program that an SNA SDT request arrived fromthe host and allows the application program to examine the SDT RU and prepare aresponse. The SLI_SDT_ROUTINE is passed to a programmer-supplied DLL thatis specified in the SLI_OPEN extension list bind routine field.
 SLI_SDT_ROUTINE is not supported by SNA API clients.
 Supplied ParametersThe following parameters for SLI_SDT_ROUTINE are supplied by the SLI:
 lua_verbLUA_VERB_SLI
 The verb-code indicator for the LUA verbs.
 lua_verb_lengthThe length of the verb control block.
 lua_opcodeLUA_OPCODE_SLI_STSN_ROUTINE
 The operation code for the routine.
 lua_lunameThe local LU name in ASCII.
 lua_sidThe session ID returned by SLI_OPEN that identifies the session to be used.
 lua_data_lengthThe length of the SDT RU.
 lua_data_ptrA pointer to the SDT RU.
 lua_thThe SDT TH.
 lua_rhThe SDT RH.
 Returned ParametersFollowing is a list of the parameters for SLI_SDT_ROUTINE that the extensionroutine must return:
 lua_prim_rcLUA_OK
 lua_data_lengthThe length of the SDT response being sent.
 lua_prim_rcThe primary return code, set by the verb function. For details, seeAppendix B, “LUA Verb Return Codes” on page 325.
 SLI_SDT_ROUTINE
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Usage NotesThe verb control block is built in the storage that is allocated by the SLI. Thecontents of the lua_th and lua_rh parameters are placed in theSLI_SDT_ROUTINE verb control block. The lua_data_ptr parameter contains theaddress of the SDT RU, and the lua_data_length parameter contains the length ofthe RU.
 The SLI_SDT_ROUTINE is completed when the extension routine returns withthe lua_prim_rc and the lua_data_length parameters set in theSLI_SDT_ROUTINE verb control block. Overwrite the SDT RU with the SDTresponse. A primary return code of OK indicates that the SDT was accepted. If theroutine rejects the SDT, set the primary return code to NEGATIVE_RSP and put thenegative sense code in the STSN buffer. Do not modify the lua_data_ptr parameter.
 Note: A negative response from this routine cancels the SLI_OPEN verb. The SLIreturns a primary return code of SESSION_FAILURE, and a secondaryreturn code of NEG_RSP_FROM_SDT_ROUTINE.
 SLI_SDT_ROUTINE
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Part 3. Common Services API
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Chapter 16. Common Services Entry Points
 Personal Communications and Communications Server provide a common servicesprogramming interface. This API consists of common services verbs (CSVs) thatcan be used by application programs that use Personal Communications APIs.
 Any Personal Communications and Communications Server application programcan use these common services verbs to do one or more of the following things:v Maintain a code page translation table for single byte languages
 (GET_CP_CONVERT_TABLE)v Convert an ASCII string to EBCDIC or EBCDIC to ASCII (CONVERT)v Convert a double byte character string from one code page to another
 (TRNSDT)
 Note: Included in the chapters of Part 3 of this book is information on theCommon Services API provided by the following systems:v Communications Server running on Windows NT and Windows 2000v SNA API clients for OS/2, Windows NT, Windows 2000, Windows 95,
 Windows 98, and Windows 3.1 that are delivered with theCommunications Server/NT product
 v Personal Communications for Windows
 When there are differences between the support provided by these systems,it is noted.
 Writing Common Services ProgramsThe table below shows source module usage of supplied header files and librariesneeded to compile and link Common Services programs.
 Table 18. Header Files and Libraries for Operating Systems
 OperatingSystem * Header File Library DLL Name
 WIN32 WINCSV.H WINCSV32.LIB WINCSV32.DLL
 WIN3.1 WINCSV.H WINCSV.LIB WINCSV.DLL
 OS/2 ACSSVC.H ACSSVC.LIB ACSSVC.DLL
 *WIN32 = Windows 95, Windows 98, Windows NT, Windows Me, Windows 2000,and Windows XP
 *WIN3.1 = Windows 3.1 (available only on Communications Server)
 The following sections describe the entry points for common services.
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ACSSVC()This is a synchronous entry point for all CSV verbs. Personal Communications andCommunications Server provide this entry point for compatibility with existingapplications.
 Syntaxvoid ACSSVC (long)
 Input is a verb control block pointer.
 Returned ValuesCheck the primary and secondary return codes for returned values.
 This is the only Communications Server entry point supported forSNA API OS/2 clients.
 ACSSVC()
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WinCSV()
 This function provides a synchronous entry point for the CSV API.
 Syntaxvoid WINAPI WinCSV(long vcb)
 Parameters
 vcb Pointer to verb control block.
 Returned ValuesNo return value. The primary_rc and secondary_rc fields in the verb control blockindicate any error.
 Note: See also WinAsyncCSV() on page “WinAsyncCSV()” on page 265.
 WinCSV()
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WinCSVCleanup()
 This function terminates and deregisters an application from the CSV API.
 SyntaxBOOL WINAPI WinCSVCleanup(void);
 Returned ValuesThe return value specifies whether the deregistration was successful. If the value isnot 0, Personal Communications successfully deregistered the application .Personal Communications and Communications Server did deregister theapplication if the value is 0.
 Usage NotesUse WinCSVCleanup() to deregister a CSV API application from the CSV API, forexample, to free resources allocated to the specific application.
 WinCSVCleanup()
 264 Client/Server Communications Programming

Page 283
						

WinAsyncCSV()
 The function provides an asynchronous entry point for TRANSFER_MS_DATAonly. If an application uses this function for any other verb, the behavior issynchronous.
 SyntaxHANDLE WlNAPI WinAsyncCSV(HWND hWnd,
 long vcb);
 Parameters
 hWnd Window handle to receive completion message.
 vcb Pointer to verb control block.
 Returned ValuesThe return value indicates whether the verb request was successful. If the functionwas successful, the actual return value is an asynchronous task handle. If thefunction was not successful, Personal Communications returns a 0.
 Usage NotesUpon completion of the asynchronous operation, the application’s window hWndreceives the message returned by RegisterWindowMessage with WinAsyncCSV asthe input string. The wParam argument contains the asynchronous task handlereturned by the original function call. The IParam argument contains the originalVCB pointer and can be dereferenced to determine the final return code.
 If the function returns successfully, Personal Communications posts aWinAsyncCSV() message to the application when the operation completes or theconversation is canceled.
 WinAsyncCSV()
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WinCSVStartup()
 This function allows an application to specify the version of the Common ServicesVerbs API required and to retrieve details of the specific CSV API. This call is notrequired, but if used, the WinCSVCleanup call should be used also.
 Syntaxint WINAPI WinCSVStartup (WORD wVersion,
 LPWCSVDATA lpData);
 Parameters
 wVersionSpecifies the version of CSV API support required. The high-order bytespecifies the minor version (revision) number; the low-order byte specifiesthe major version number.
 lpDataContains information about the underlying CSV API DLL.
 Returned ValuesThe return value indicates whether the CSV API successfully registered theapplication and whether it can support the provided version number. If the valuereturned is 0, the CSV API does support the specified version and it successfullyregistered the application. Otherwise, one of the following values is returned.
 WCSVVERNOTSUPPORTEDThis particular CSV API does not provide the version of CSV API supportrequested.
 WCSVINVALIDThe CSV API could not determine the requested version.
 Usage NotesWinCSVStartup() is intended to help with compatibility with future releases of theAPI. The current version supported is 1.0.
 The following structure describes details of the actual CSV API implementation.typedef struct tagWCSVDATA { WORD wVersion;
 char szDescription[WCSVDESCRIPTION_LEN+l];} WCSVDATA, FAR *LPWCSVDATA;
 When an application has made its last CSV API call, it calls WinCSVCleanup().
 WinCSVStartup()
 266 Client/Server Communications Programming

Page 285
						

GetCsvReturnCode()
 Use this entry point to convert the primary and secondary return codes in the verbto a printable string. It returns a standard set of error strings for use by applicationprograms.
 Syntaxint WINAPI GetCsvReturnCode (struct csv_hdr *vcb,
 UINT buffer_length,unsigned char *buffer_addr);
 Parameters
 vcb The address of the verb control block.
 buffer_lengthThe length of the buffer pointed to by buffer_addr. The recommendedlength is 256.
 buffer_addrThe address of the buffer that will hold the formatted, null-terminatedstring (length of the string in the specified buffer).
 Returned Values0x20000001
 The parameters are not valid; the function could not read from thespecified verb or could not write to the specified buffer.
 0X20000002The specified buffer is too small.
 Usage NotesThe descriptive error string returned in buffer_addr does not terminate with a newline character (\n).
 GetCsvReturnCode()
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GetCsvReturnCode()
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Chapter 17. Common Services Verbs (CSV)
 Personal Communications and Communications Server provide the following verbsfor the Common Services API:
 GET_CP_CONVERT_TABLECONVERTTRNSDT
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GET_CP_CONVERT_TABLE
 This verb provides a utility service that builds a conversion table from one codepage to another. This verb returns a 256-byte conversion table that applications canuse to perform table lookups on characters to convert character strings.
 A program might need to perform data conversion when it communicates with anode that expects data encoded in a different code page.struct get_cp_convert_table
 {unsigned short opcode; /* Verb identifying operation code. */unsigned char opext; /* Reserved. */unsigned char reserv2; /* Reserved. */unsigned short primary_rc; /* Primary return code from verb. */unsigned long secondary_rc; /* Secondary (qualifying) return code. */unsigned short source_cp; /* Source code page for conversion table */unsigned short target_cp; /* Target code page for conversion table */unsigned char *conv_tbl_addr; /* Address to put conversion table at */unsigned char char_not_fnd; /* Character not found option: either */
 /* substitute character or round trip */unsigned char substitute_char; /* Substitute character to use. */} GET_CP_CONVERT_TABLE;
 source_cpThe code page number from which the replacement characters are drawn.The number for the code page can be one of the following numbers:v ASCII code pages (in decimal)
 – 437 US IBM PC– 737 Greece– 813 Greece– 819 ANSI Standard– 850 Multilingual– 852 Czechoslovakia/Hungary/Poland/Yugoslavia– 855 Cyrillic– 857 Turkey– 858 Multilingual– 860 Portuguese– 861 Iceland– 862 Hebrew– 863 Canada-French– 864 Arabic– 865 Nordic– 866 Cyrillic– 874 Thai– 912 Latin 2– 915 Cyrillic– 916 Hebrew– 920 Turkey– 921 Latvia, Lithuania– 922 Estonia– 923 ANSI Standard
 GET_CP_CONVERT_TABLE
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– 1008 Arabic– 1089 Arabic– 1124 Ukraine– 1125 Ukraine– 1127 Arabic/French– 1129 Vietnamese– 1131 Belarus– 1133 Lao– 1250 Latin 2– 1251 Cyrillic– 1252 Latin 1– 1253 Greece– 1254 Turkey– 1255 Hebrew– 1256 Arabic– 1257 Baltic (Latvia, Lithuania, Estonia)– 1258 Vietnamese
 v EBCDIC code pages (in decimal)– 037 United States/Canada-French/Netherlands/Portugal/Brazil– 273 Germany/Austria– 275 Brazil– 277 Denmark/Norway– 278 Finland/Sweden– 280 Italy– 284 Latin America/Spain– 285 United Kingdom– 297 France– 420 Arabic– 424 Hebrew– 500 Belgium/Switzerland-French/Switzerland-German– 803 Hebrew– 870 Czechoslovakia/Hungary/Poland/Yugoslavia– 871 Iceland– 875 Greece– 924 Latin 1– 1025 Cyrillic– 1026 Turkey– 1047 Latin 1– 1112 Latvia, Lithuania– 1122 Estonia– 1123 Ukraine– 1130 Vietnamese– 1132 Lao– 1140 United
 States/Canada/Netherlands/Portugal/Brazil/Australia/New Zealand
 GET_CP_CONVERT_TABLE
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– 1141 Germany/Austria– 1142 Denmark/Norway– 1143 Finland/Sweden– 1144 Italy– 1145 Latin America/Spain– 1146 United Kingdom– 1147 France– 1148 Belgium/Switzerland– 1149 Iceland– 1153 Bosnia/Herzegovina (Latin), Croatia, Czech Republic, Hungary,
 Poland, Romania (Moldava), Slovakia, Slovenia– 1154 Cyrillic—Bulgaria, Belarus, FYR Macedonia, Serbia, Russia– 1155 Turkey– 1156 Latvia, Lithuania– 1157 Estonia– 1158 Ukraine– 1160 Thailand– 1164 Vietnam
 v User defined code pages– 65280 through 65534– When using user-defined code pages, first define the registry entry
 with the user-defined path to the CPT files as follows for PersonalCommunications:HKEY_LOCAL_MACHINE/SOFTWARE/IBM/PersonalCommunications /CurrentVersion/COMCPT
 For Communications Server, define the registry entry with theuser-defined path to the CPT files as follows:HKEY_LOCAL_MACHINE/SOFTWARE/IBM/CommunicationsServer/CurrentVersion/COMCPT
 Note: Only identical characters in the source and target code pages areguaranteed to be converted into each other. Character pairsdesignated in the standards that merely resemble each other are notusually converted into each other.
 target_cpThe code page number for the target strings to be converted. The numbercan be any of those shown for source_code_page.
 conv_tbl_addrThe address of the buffer that is to receive the 256-byte conversion table.This buffer must be in a read/write segment.
 char_not_fndThe action to be taken if a character in the source code page does not existin the target code page. Specify one of the following values:
 SV_ROUND_TRIPThis option causes the values to be stored in the conversion tableso that if a conversion table is generated by reversing the sourceand target code pages, the result of a conversion from source totarget code page and back again results in the original character.
 GET_CP_CONVERT_TABLE
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You must select the ROUND_TRIP option for both tablegenerations for this option to run.
 SV_SUBSTITUTEStore the character specified in the parameter substitute_characterin the conversion table.
 substitute_charThe byte stored in the conversion table if a character in the source codepage does not exist on the target code page and if the character_not_foundparameter is set to SV_SUBSTITUTE.
 The OK return code indicates that the GET_CP_CONVERT_TABLE verb ransuccessfully.
 The following parameter is returned when the return code is OK:
 convert_tableThe conversion table was built at the address specified byCONV_table_addr.
 primary_rcSV_PARAMETER_CHECK
 secondary_rcSV_INVALID_CHAR_NOT_FOUND
 SV_INVALID_DATA_SEGMENTSV_INVALID_SOURCE_CODE_PAGESV_INVALID_TARGET_CODE_PAGE
 GET_CP_CONVERT_TABLE
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CONVERT
 This verb converts ASCII character strings to EBCDIC and EBCDIC characterstrings to ASCII.
 A program might perform data conversion when it communicates with a node thatexpects EBCDIC data or when it must convert names to pass over an interface,such as APPC, that requires EBCDIC names.
 Note: The CONVERT verb is not supported by DBCS. You can use TrnsDt toconvert strings that have double-byte characters.
 struct convert{unsigned short opcode; /* Verb identifying operation code. */unsigned char opext; /* Reserved. */unsigned char reserv2; /* Reserved. */unsigned short primary_rc; /* Primary return code from verb. */unsigned long secondary_rc; /* Secondary (qualifying) return code. */unsigned char direction; /* Direction of conversion - ASCII to */
 /* EBCDIC or vice-versa. */unsigned char char_set; /* Character to use for the conversion */
 /* A, AE, or user-defined G. */unsigned short len; /* Length of string to be converted. */unsigned char *source; /* Pointer to string to be converted. */unsigned char *target; /* Address to put converted string at. */} CONVERT;
 directionThe nature of the code conversion.
 SV_ASCII_TO_EBCDICConverts ASCII characters to EBCDIC
 SV_EBCDIC_TO_ASCIIConverts EBCDIC characters to ASCII
 char_setThe set of characters permitted in the source string. You can specify threetypes of ASCII/EBCDIC conversion tables for use by the CONVERT verb:SV_A, SV_AE, and SV_G. The type-A and type-AE tables are definedwithin Personal Communications.
 The format of a conversion table consists of 32 lines of 32 characters each.Each line represents 16 printable hexadecimal characters followed by acarriage return and line feed. The first 16 lines provide the information forASCII-to-EBCDIC conversion. The second 16 lines provide the informationfor EBCDIC-to-ASCII conversion. The table must include all 32 lines.
 When Personal Communications performs a conversion, it uses thenumeric equivalent of each incoming character as a 0-origin index into theconversion table. This index specifies the table location containing thehexadecimal value of the converted character. For example, assume the48th position in the table contains a value of X'F0' . PersonalCommunications and Communications Server converts incoming characterswith a value of 48 (X'30') to a value of 240 (X'F0').
 Table ATable A converts uppercase letters A through Z, numeric characters0 through 9, and special characters $, #, and @. The first characterof the source string must be either an uppercase letter or one of thethree special characters; if it is not, no conversion is done, and the
 CONVERT
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INVALID_FIRST_CHARACTER secondary return code is returned.In the ASCII-to-EBCDIC direction, lowercase ASCII characters areconverted to uppercase EBCDIC characters.
 Trailing blanks (blanks at the end of the source string) areconverted to blanks in both directions. In contrast, embeddedblanks are converted to X'00'.
 If any source character is converted to X'00',CONVERSION_ERROR is returned. However, the entire conversionis completed.
 Table AETable AE converts alphanumeric characters (A through Z, athrough z, 0 through 9), special characters $, #, and @, and theperiod (.). There are no restrictions on the first character of thestring.
 Trailing blanks (blanks at the end of the source string) areconverted to blanks in either direction. In contrast, embeddedblanks are converted to X'00'.
 If any source character is converted to X'00',CONVERSION_ERROR is returned. However, the entire conversionis completed.
 Table GYou can use a G table to convert from any character to any othercharacter (not just from ASCII to EBCDIC or EBCDIC to ASCII).However, you must specify ASCII_TO_EBCDIC on the CONVERTverb to use the top half of the table and specifyEBCDIC_TO_ASCII to use the bottom half.
 Personal Communications will look in the registry underHKEY_LOCAL_MACHINE/SOFTWARE/IBM/Personal Communications /
 CurrentVersion/COMTBLG
 to get the full path name to the G table. Communications Serverwill look in the registry underHKEY_LOCAL_MACHINE/SOFTWARE/IBM/Communications Server/
 CurrentVersion/COMTBLG
 to get the full path name to the G table. For 32–bit Windows NT orWindows 2000 clients, the location of the Table G path in theregistry is:HKEY_LOCAL_MACHINE/SOFTWARE/IBM/Comm.Server for NT SNA/Client/
 CurrentVersion/COMTBLG
 len The number of characters to be converted.
 The length of the string must not extend beyond the segment size allocatedfor source or target.
 source The address of the character string converted.
 target The address receiving the converted character string.
 Note: If the application does not require preservation of the source string, it canspecify the same variable for source and target.
 The OK return code indicates that the CONVERT verb ran successfully.
 CONVERT
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The following shows the primary and secondary error return codes associated withthe CONVERT verb and the location of the return code’s description.
 primary_rcSV_PARAMETER_CHECK
 secondary_rcSV_INVALID_DIRECTION
 SV_TABLE_ERRORSV_INVALID_CHARACTER_SETSV_INVALID_FIRST_CHARACTERSV_CONVERSION_ERRORSV_INVALID_DATA_SEGMENT
 primary_rcSV_UNEXPECTED_DOS_ERROR
 CONVERT
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TrnsDtThis function converts the SBCS and DBCS strings from one code page to another.Personal Communications and Communications Server provide TrnsDt in theTRNSDT.DLL file. TransDt is available only on a DBCS session.
 SyntaxTrnsDt (PASSSTRUCT *passparm);
 This function converts the SBCS and DBCS strings from one code page to another.In the following table, a check mark (U) indicates that Personal Communicationssupports the conversion between the pair of code pages; a hyphen (-) indicates thatneither program supports that conversion.
 Table 19. TrnsDT Code Page Conversion Support — China
 Code Pages 1386 836 837 1388
 1386 - U U U
 836 U - - -
 837 U - - -
 1388 U - - -
 Table 20. TrnsDT Code Page Conversion Support — Japan
 Code Pages 932/943 930 931 939 290 037 1027 1390 1399
 932/943 - U U U U U U U U
 930 U - - - - - - - -
 931 U - - - - - - - -
 939 U - - - - - - - -
 290 U - - - - - - - -
 037 U - - - - - - - -
 1027 U - - - - - - - -
 1390 U - - - - - - - -
 1399 U - - - - - - - -
 Table 21. TrnsDT Code Page Conversion Support — Korea
 Code Pages 949 833 834 933 1363 1364
 949 - U U U - -
 833 U - - - U -
 834 U - - - - -
 933 U - - - - -
 1363 - U - - - U
 1364 - - - - U -
 Table 22. TrnsDT Code Page Conversion Support — Taiwan
 Code Pages 950 037 835 937 1370 1371 1159
 950 - U U U - - -
 037 U - - - - - -
 TrnsDt
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Table 22. TrnsDT Code Page Conversion Support — Taiwan (continued)
 Code Pages 950 037 835 937 1370 1371 1159
 835 U - - - - - -
 937 U - - - - - -
 1370 - - - - - U U
 1371 - - - - U - -
 1159 - - - - U - -
 Use the header file TRNSDT.H to compile, and use the TRNSDT.LIB file fromeither program’s LIB subdirectory to link.The passparm format is as follows:
 WORD parm_lengthLength of this structure (input)
 WORD exit_codeExit code (output)
 0000H Normal end.
 0001H Not supported conversion specified.
 000CHExit_code field is not initialized to 0.
 0080H The last character is the left half of a DCBS. Null character is filledinstead.
 WORD in_lengthLength of the source buffer (input)
 LPBYTE in_addrSource buffer address (input)
 WORD out_lengthLength of target buffer (input)
 If the specified length is too small to return all of the converted data, therequired length is returned.
 LPBYTE out_addrTarget address buffer (input)
 WORD trns_idReserved to zero (input)
 WORD in_pageSource code page (input)
 WORD out_pageTarget code page (input)
 WORD optionOption (input/output)
 Input Input options are as follows;Bits 15–9
 Reserved to zeroBit 8 Target string has SO/SIBits 7–3
 Reserved to zero
 TrnsDt
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Bit 2 Use non-editable SBCS tableBit 1 Source string starts with DBCSBit 0 Source string has SO/SI
 OutputOutput options are as follows:4 End at DBCS0 End at non-DBCS
 Notes:
 1. Bit 8 and Bit 0 should be set as follows:Conversion from PC to host Bit 8=1Conversion from PC to host Bit 0=0Conversion from host to PC Bit 8=0Conversion from host to PC Bit 0=1
 2. Use SYSCTBL.EXE to specify the name of the customized table that TrnsDtuses. To convert an SBCS string, TrnsDt uses the customized table with theOption parameter bit 2 set to FALSE. TrnsDt uses the default table if bit 2 is setbut the name of the table is not specified. To convert a DBCS string when thename of the table is specified using SYSCTBL.EXE, TrnsDt always uses thecustomized table. In this case, the Option parameter for bit 2 is not used.
 3. Generally, TrnsDt requires that the host data include SO/SI control charactersas a pair. However, to convert a part of a mixed data string, the data must startwith a double-byte character without an SO control character. In this case, datadoes not identify the double-byte character. Bit 1 is useful in such a case. Whenyou set bit 1 to 1, TrnsDt processes the start of the buffer as a double-bytecharacter or SO control character.
 0 NO_ERROR
 2 ERROR_FILE_NOT_FOUND
 TrnsDt cannot find the table used for converting the specifiedcode.
 87 ERROR_INVALID_PARAMETER
 Parameter is not valid.
 111 ERROR_BUFFER_OVERFLOW
 The target buffer is too small.
 150 ERROR_MEMORY_ALLOCATE
 Memory allocation error.Even a small buffer can handle a large data conversion successfully by using theexit code and option parameters of TrnsDt. First, start TrnsDt using a small sourcebuffer and a double- or triple-sized destination buffer (for cases from PC to host),and see how the conversion ends, based on the exit code you receive. Thenproceed accordingly.
 For example, when the conversion divides a double-byte character into two parts,or it ends incompletely between SO and SI control characters, define the bufferpointer and its position, then perform the next call.The following example translates the host code 0x4040 to PC code.#include "trnsdt.h"
 PASSSTRUCT passparm;
 TrnsDt
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char bufs[20], buft[20];int rc;
 //Setup the string to be translatedbufs[0] = 0x0e;bufs[1] = 0x40;bufs[2] = 0x40;bufs[3] = 0x4f;
 //Setup the parameterpassaparm.parm_length = 24;passparm.exit_code = 0;passaparm.in_length = 4;passaparm.in_addr = Created by ActiveSystems. 02/11/97. Entity not defined[0];passaparm.out_length = 20;passaparm.out_addr = Created by ActiveSystems. 02/11/97. Entity not defined[0];
 passaparm.trns_id = 0;passaparm.in_page = 930;passaparm.out_page = 932;passaparm.option = 1;
 //Translate the string via TrnsDtif (rc = TrnsDt(&passaparm))
 printf("Error Return Code = %d\n\r", rc);printf("Exit Code = %d\n\r", passaparm.exit_code);exit(0);
 else.....
 TrnsDt
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Part 4. EHNAPPC API
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Chapter 18. EHNAPPC Application Program Interface
 This is only available on the Communications Server SNA APIclients.
 The EHNAPPC Communications API provides a method to write cooperativeprocessing applications between personal computers and AS/400® systems. Itinsulates the programmer from low-level communications programming andhardware connectivity types. Application programmers need to write both theAS/400 and PC programs when using this API. Almost anything that can beaccessed by the host application can be extended to the partner PC application.This API can be used for performance-critical applications.
 This chapter describes the routines, data structures, and return codes that make upthe 32-bit EHNAPPC API for the Windows NT, Windows 2000, Windows 95, andWindows 98 Communications Server SNA API clients. Most of these functions arealso available in the 16–bit API for Windows 3.1.
 Writing EHNAPPC ProgramsThe table below shows source module usage of supplied header files and librariesneeded to compile and link EHNAPPC programs.
 Table 23. Header Files and Libraries for Operating Systems
 OperatingSystem * Header File Library DLL Name
 WIN32 E32APPC.H E32APPC.LIB E32APPC.DLL
 WIN3.1 EHNAPPC.H EHNAPPC.LIB EHNAPPC.DLL
 *WIN32 = Windows NT, Windows 2000, Windows 95, and Windows 98*WIN3.1 = Windows 3.1 (available only on Communications Server)
 EHNAPPC RoutinesThe following discussions of each client Windows API routine describe in detail:v Purposev Procedure declarationv Parametersv Return codes
 EHNAPPC_Allocate
 PurposeThis function starts a conversation with a partner transaction program.
 Procedure Declaration#include <WINDOWS.H>include "E32APPC.H"extern int EHNAPPC_Allocate
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HWND hWnd,unsigned nBufferLength,ConversationType bType,SyncLevelEnum bSynchLevel,LPSTR lpszLocationName,LPSTR lpszTpn,int nPipLength,LPVOID lpPipData,LPDWORD lpdwConversation);
 ParametershWnd identifies the current window of the application.
 nBufferLength identifies the size of the buffer to be allocated by the router. It mustbe at least 271. If it is less than 271, a 271–byte buffer will be allocated.
 bType identifies the type of conversation to allocate. Possible values are:EHNAPPC_BASIC (0)EHNAPPC_MAPPED (1)
 bSynchLevel identifies the synchronization level between the local and partnerprograms. Possible values are:
 EHNAPPC_SYNCLEVELNONE (0)EHNAPPC_SYNCLEVELCONFIRM (1)
 lpszLocationName points to a null-terminated character string that specifies thehost system name. If this pointer is set to NULL, the default system is used.
 lpszTpn points to a null-terminated character string that specifies the partnerprogram name. If the first character is less than 0x40, then ASCII-to-EBCDICtranslation is not done.
 nPipLength identifies the length of the program initialization parameters (PIP)data. If this variable is 0, no PIP data is sent.
 lpPipData points to the PIP data. The PIP data must be in GDS format, and mustbe in EBCDIC.
 lpdwConversation points to a doubleword variable that is used to return a handleto be used on subsequent calls. The handle is a unique value for each conversation.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298
 EHNAPPC_Confirm
 PurposeThis function requests a confirmation that all data sent so far has been received bythe partner.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int far pascal EHNAPPC_Confirm(HWND hWnd,DWORD dwConversation,LPBYTE lpRequestToSendRcvd);
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ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 lpRequestToSendRcvd points to a variable which is used to store whether thepartner transaction program issued a REQUEST_TO_SEND verb. A value of TRUEindicates the partner transaction program issued a REQUEST_TO_SEND verb.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_Confirmed
 PurposeThis function sends a confirmation to a partner that has requested confirmation.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int far pascal EHNAPPC_Confirmed(
 HWND hWnd,DWORD dwConversation);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_Deallocate
 PurposeThis function deallocates an allocated conversation.
 Procedure Declaration#include "E32APPC.H"extern int far pascal EHNAPPC_Deallocate(
 HWND hWnd,DWORD dwConversation,DeallocateEnum bType);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 bType identifies the type of deallocation the client is to perform. Possible valuesare:
 EHNAPPC_DEALLOCATESYNCLEVEL (0)EHNAPPC_DEALLOCATEFLUSH (1)EHNAPPC_DEALLOCATEABEND (2)
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Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_ExtendedAllocate
 PurposeThis function starts a conversation with a partner transaction program and mayoverride the security or mode specifications.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_ExtendedAllocate(HWND hWnd,unsigned nBufferLength,ConversationType bType,SyncLevelEnum bSynchLevel,LPSTR lpszLocationName,LPSTR lpszTpn,LPSTR lpszModeName,SecurityType bSecurityType,LPSTR lpszUserId,LPSTR lpszPassword,in nPipLength,LPVOID lpPipData,LPDWORD lpdwConversation);
 ParametershWnd identifies the current window of the application.
 nBufferLength identifies the size of the buffer to be allocated by the router. It mustbe at least 271. If it is less than 271, a 271–byte buffer will be allocated.
 bType identifies the type of conversation to allocate. Possible values are:EHNAPPC_BASIC (0)EHNAPPC_MAPPED (1)
 bSynchLevel identifies the synchronization level between the local and partnerprograms. Possible values are:
 EHNAPPC_SYNCLEVELNONE (0)EHNAPPC_SYNCLEVELCONFIRM (1)
 lpszLocationName points to a null-terminated character string that specifies thehost system name. If this pointer is set to NULL, the default system is used.
 lpszTpn points to a null-terminated character string that specifies the partnerprogram name. If the first character is less than X'40', then ASCII-to-EBCDICtranslation is not done.
 lpszModeName Mode names are one to eight characters long. The first characterof each part must be an uppercase alphabetic character ( A–Z ), or on of the specialcharacters (@, #, $). The remaining characters can be uppercase alphabeticcharacters ( A–Z ), numerals ( 0–9 ), or special characters (@, #, $).
 bSecurityType identifies the security type to use. Possible values are:EHNAPPC_SECURITY_NONE (0)EHNAPPC_SECURITY_SAME (1)EHNAPPC_SECURITY_PGM (2)
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lpszUserId points to a null-terminated character string containing the user ID. Themaximum length is 10 characters.
 lpszPassword points to a null-terminated character string containing the password.The maximum length is 10 characters.
 nPipLength identifies the length of the PIP data. If this variable is 0, no PIP data issent.
 lpPipData points to the PIP data. The PIP data must be in GDS format, and mustbe in EBCDIC.
 lpdwConversation points to a doubleword variable which is used to return ahandle to be used on subsequent calls.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_Flush
 PurposeThis function causes the client to send any data it may have in its buffers.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_Flush(
 HWND hWnd,DWORD dwConversation);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_GetAttributes
 PurposeReturns attributes of the specified conversation, including the LU names of thelocal and partner transaction programs, the level of processing synchronization,and any user ID provided for security.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_GetAttributes(
 HWND hWnd,DWORD dwConversation,LPBYTE lpbSyncLevel,LPSTR lpszModeName,LPSTR lpszLuName,LPSTR lpszPluName,LPSTR lpszUserId);
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ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned byEHNAPPC_Allocate or EHNAPPC_Extended Allocate.
 lpbSyncLevel points to a byte variable that is used to return the synchronizationlevel.
 lpszModeName points to a null-terminated character string that is used to returnthe 8- character mode name.
 lpszLuName points to a null-terminated character string that is used to return theLU of the local trans action program.
 lpszPluName points to a null-terminated character string that is used to return thename of the partner LU.
 lpszUserId points to a null-terminated character string that is used to return theuser ID that was used to establish this connection.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_GetCapabilities
 PurposeThis function fills in a data structure indicating the capabilities of the clientcurrently loaded.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_GetCapabilities(
 HWND hWnd,LPSTR lpList);
 ParametershWnd identifies the current window of the application.
 lpList points to a capabilities list that is used to retrieve the capability information.A capabilities list consists of a header followed by a variable number of capabilitystructures. On input, the list specifies the capabilities to be queried. On output, itcontains the capability information.
 Note: For additional structure information, see “appcrtrcap_hdr” on page 297,“appcrtrcap_mult” on page 297 and “appcrtrcap_query” on page 298.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_GetDefaultSystem
 PurposeThis function returns the default system name that the client is connected to.
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Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned pascal EHNAPPC_GetDefaultSystem(
 HWND hWnd,LPSTR lpszDefSysName);
 ParametershWnd identifies the current window of the application.
 lpszDefSysName points to a character buffer that is used to return the defaultsystem name. The system name is stored in this buffer as a null- terminatedcharacter string.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_IsRouterLoaded
 PurposeThis function determines whether or not the client router is loaded in memory.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern bool EHNAPPC_IsRouterLoaded(
 HWND hWnd);
 ParametershWnd identifies the current window of the application.
 Return CodesThe return code is FALSE (0) if the Communications Server SNA client router isnot loaded. Otherwise, the return value is TRUE (1).
 EHNAPPC_PrepareToReceive
 PurposeThis function prepares the program to receive data. Using this function followedby EHNAPPC_ReceiveImmediate is the same as usingEHNAPPC_ReceiveAndWait.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_PrepareToReceive(
 HWND hWnd,DWORD dwConversation);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
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EHNAPPC_QueryConfiguredSystems
 PurposeThis function returns the names of the systems configured on the communicationsserver.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_QueryConfiguredSystems(
 HWND hWnd,LPINT lpSysCount,LPSYSSTRUC lpSys);
 ParametershWnd identifies the current window of the application.
 lpSysCount points to an integer variable which is used to return the number ofsystems connected.
 lpSys points to an AS400_Sys structure that is used to return the names of thesystems. The default system is the first system in the structure. For a description ofthe AS400_Sys structure, see “AS400_SYS” on page 297.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_QueryConvState
 PurposeThis function returns the state of the specified conversation.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned pascal EHNAPPC_QueryConvState(
 HWND hWnd,DWORD dwConversation);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 Return CodesThe return value indicates the current state of the conversation. Possible values are:
 EHNAPPC_RESET_STATE (0)EHNAPPC_SEND_STATE (1)EHNAPPC_RECEIVE_STATE (2)EHNAPPC_RCVD_CONF_STATE (3)EHNAPPC_RCVD_CONF_SEND_STATE (4)EHNAPPC_RCVD_CONF_DEALL_STATE (5)EHNAPPC_PEND_DEALLOCATE_STATE (6)EHNAPPC_INVALID_STATE (7)
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EHNAPPC_QueryFullSystems
 PurposeThis function returns the names and network names of the systems the client isconnected to.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_QueryFullSystems(
 HWND hWnd,LPINT lpSysCount,LPFULLSYSSTRUC lpSys);
 ParametershWnd identifies the current window of the application.
 lpSysCount points to an integer variable which is used to return the number ofsystems connected.
 lpSys points to an AS400_Sys structure that is used to return the names of thesystems.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_QueryUserid
 PurposeThis function returns the user ID used to connect to the specified system.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_QueryUserId(
 HWND hWnd,LPSTR lpszLocationName,LPSTR lpszUserId);
 ParametershWnd identifies the current window of the application.
 lpszLocationName points to a null-terminated character string containing thesystem name to be queried. Specify NULL to query the user ID for the defaultsystem. lpszUserId points to a null-terminated character string that is used toreturn the user ID for the specified system.
 lpszUserId points to a null-terminated character string containing the user ID forthe specified system.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_QuerySystems
 PurposeThis function returns the names of the systems the client is connected to.
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Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned EHNAPPC_QuerySystems(
 HWND hWnd,LPINT lpSysCount,LPSYSSTRUC lpSys);
 ParametershWnd identifies the current window of the application.
 lpSysCount points to an integer variable which is used to return the number ofsystems connected.
 lpSys points to an AS400_Sys structure that is used to return the names of thesystems. The default system is the first system in the structure. For a description ofthe AS400_Sys structure, see “AS400_SYS” on page 297.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_ReceiveAndWait
 PurposeThis function waits for information to arrive on the conversation, then receives theinformation.
 Procedure Declaration#include "E32APPC.H"extern int EHNAPPC_ReceiveAndWait(
 HWND hWnd,DWORD dwConversation,FillEnu bFill,int nMaxLength,LPVOID lpReceiveData,LPBYTE lpWhatReceived,LPBYTE lpRequestToSendRcvd,LPWORD lpReceiveDataLength );
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 bFill indicates the form in which the program is to receive data. Possible valuesare:
 EHNAPPC_BUFFER (0) (fill the buffer)EHNAPPC_LL (1) (receive a complete or truncated logical record)
 nMaxLength indicates the largest amount of data that can be accepted.
 lpReceiveData points to a buffer where the data is to be received.
 lpWhatReceived indicates what has been received by the client. Possible valuesare:
 EHNAPPC_DATA (0)EHNAPPC_DATACOMPLETE (1)EHNAPPC_DATAINCOMPLETE (2)
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EHNAPPC_RECEIVEDCONFIRM (3)EHNAPPC_RECEIVEDCONFIRMSEND (4)EHNAPPC_RECEIVEDCONFIRMDEALLOC (5)EHNAPPC_RECEIVEDSEND (6)
 lpRequestToSendRcvd points to a variable that is used to store whether thepartner transaction program issued a REQUEST_TO_SEND verb. A value of TRUE(1) indicates the partner transaction program issued a REQUEST_TO_SEND verb.
 lpReceiveDataLength points to a variable that is used to return the amount of datareceived by the client.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_ReceiveImmediate
 PurposeThis function checks to see if something has been received. If so, the data isreturned.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_ReceiveImmediate(
 HWND hWnd,DWORD dwConversation,FillEnum bFill,int nMaxLength,LPVOID lpReceiveData,LPBYTE lpWhatReceived,LPBYTE lpRequestToSendRcvd,LPWORD lpReceiveDataLength );
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 bFill indicates the form in which the program is to receive data. Possible valuesare:
 EHNAPPC_BUFFER (0) (fill the buffer)EHNAPPC_LL (1) (receive a complete or truncated logical record)
 nMaxLength indicates the largest amount of data that can be accepted.
 lpReceiveData points to a buffer where the data is to be received.
 lpWhatReceived identifies what has been received by the client. Possible valuesare:
 EHNAPPC_DATA (0)EHNAPPC_DATACOMPLETE (1)EHNAPPC_DATAINCOMPLETE (2)EHNAPPC_RECEIVEDCONFIRM (3)EHNAPPC_RECEIVEDCONFIRMSEND (4)EHNAPPC_RECEIVEDCONFIRMDEALLOC (5)EHNAPPC_RECEIVEDSEND (6)
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lpRequestToSendRcvd points to a variable which is used to store whether thepartner transaction program issued a REQUEST_TO_SEND verb. A value of TRUE(1) indicates the partner transaction program issued a REQUEST_TO_SEND verb.
 lpReceiveDataLength points to a variable that is used to return the amount of datareceived by the client.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_RemoteProgramStart
 PurposeThis function allows Windows applications to start a program on a remote AS/400system.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern word EHNAPPC_RemoteProgramStart(
 HWND hWnd,LPSTR lpszHostSystemName,LPSTR lpszHostProgramName,LPSTR lpszHostLibraryName,char FAR *lpchPipData,WORD wPipDataLength);
 ParametershWnd identifies the current window of the application.
 lpszHostSystemName points to a null-terminated character string that contains thename of the remote system. The maximum length of this string is 8 characters. Ifthis pointer is null, the default system name is used.
 lpszHostProgramName points to a null-terminated character string that containsthe name of the host program to be started.
 lpszHostLibraryName points to a null-terminated character string that contains thelibrary path of the host program. If this pointer is null, the library list of the user issearched.
 lpchPipData points to the program initialization parameter (PIP) data area for thehost program. If this pointer is null, no PIP data is sent.
 wPipDataLength contains the length of the PIP data.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_RqsToSend
 PurposeThis function requests that the partner give up control of the conversation. Theclient places the conversation in send state when the local transaction programsubsequently receives EHNAPPC_RECEIVEDSEND (6) in the lpWhatReceivedparameter of a Receive verb from the partner transaction program.
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Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_RqsToSend(
 HWND hWnd,DWORD dwConversation);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_SendData
 PurposeThis function sends data to the partner transaction program.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_SendData(
 HWND hWnd,DWORD dwConversation,int nSendDataLength,LPVOID lpSendDataBuffer,LPBYTE lpRequestToSendRcvd);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 nSendDataLength identifies the length of the data in the send buffer.
 lpSendDataBuffer identifies the address of the send buffer.
 lpRequestToSendRcvd points to a variable that is used to store whether thepartner transaction program issued a REQUEST_TO_SEND verb. A value of TRUEindicates the partner trans action program issued a REQUEST_TO_SEND verb.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_SendError
 PurposeThis function indicates to the partner transaction program that some error has beenfound. After using this function, the local program is in receive state.
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Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern int EHNAPPC_SendError(
 HWND hWnd,DWORD dwConversation,LPBYTE lpRequestToSendRcvd);
 ParametershWnd identifies the current window of the application.
 dwConversation identifies the conversation handle returned from eitherEHNAPPC_Allocate or EHNAPPC_ExtendedAllocate.
 lpRequestToSendRcvd points to a variable that is used to store whether thepartner transaction program issued a REQUEST_TO_SEND verb. A value of TRUEindicates the partner trans action program issued a REQUEST_TO_SEND verb.
 Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC_StartHostProgram
 PurposeThis function allows Windows applications to start a program on a remote AS/400system, leaving the conversation active allowing the application to confirm the hostprogram is running. The application will have to use the EHNAPPC_Deallocatefunction to end the conversation.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern word EHNAPPC_StartHostProgram(
 HWND hWnd,LPSTR lpszHostSystemName,LPSTR lpszHostProgramName,LPSTR lpszHostLibraryName,char FAR *lpchPipData,WORD wPipDataLength);
 ParametershWnd identifies the current window of the application.
 lpszHostSystemName points to a null-terminated character string that contains thename of the remote system. The maximum length of this string is 8 characters. Ifthis pointer is null, the default system name is used.
 lpszHostProgramName points to a null-terminated character string that containsthe name of the host program to be started.
 lpszHostLibraryName points to a null-terminated character string that contains thelibrary path of the host program. If this pointer is null, the library list of the user issearched.
 lpchPipData points to the program initialization parameter (PIP) data area for thehost program. If this pointer is null, no PIP data is sent.
 wPipDataLength contains the length of the PIP data.
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Return CodesFor return codes, see “Return Codes for the EHNAPPC API” on page 298.
 EHNAPPC Structures
 AS400_SYS
 PurposeThis structure is used to store the names of the systems the client is connected to.
 Procedure Declarationstruct AS400_sys
 (unsigned char EHNAPPC_SysName¢EHNAPPC_MAX_SYSTEMS|
 ¢EHNAPPC_SYSNAME_SYSNAME_LENGTH|;);
 ParametersEHNAPPC_SysName is used to store the name of a connected system. Systemnames are returned as null-terminated strings. The first system returned in thearray is the default system (EHNAPPC_MAX_SYSTEMS = 32 andEHNAPPC_SYSNAME_SYSNAME_LENGTH = 10).
 appcrtrcap_hdr
 PurposeThis is the structure of the client capability list header.
 Procedure Declarationstruct appcrtrcap_hdr
 (unsigned char rc;unsigned char opcode;unsigned int length;);
 Parametersrc is used to store the overall return code of the capabilities request.
 opcode signals the get capabilities request. Its value must beEHNAPPC_OC_CAPABILITIES (0x17).
 length identifies the length of the entire capabilities list. The length includes thesize of the header plus the size of each capability structure.
 appcrtrcap_mult
 PurposeThis is the capability structure used to determine the optimal communicationsbuffer multiplier.
 Procedure Declarationstruct appcrtrcap_mult
 (unsigned int length;
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unsigned char identifier;unsigned char rc;unsigned int data;);
 Parameterslength identifies the length of this capability structure.
 identifier signals the optimal communications buffer multiplier. Its value must beEHNAPPC_CAP_OPTIMAL_COM_SIZE (X'02').
 rc is used to store the return code of this capability request.
 data is used to return the optimal communications buffer multiplier.
 appcrtrcap_query
 PurposeThis is the capability structure used to query if the client supports the specifiedcapability.
 Procedure Declarationstruct appcrtrcap_query
 (unsigned int length;unsigned char identifier;unsigned char rc;unsigned char data;);
 Parameterslength identifies the length of this capabilities structure.
 identifier identifies the function to be queried. Possible values are:EHNAPPC_CAP_QUERY_CONV_STATE (3)EHNAPPC_CAP_EXT_ALLOCATE (4)
 rc is used to store the return code of this capability request.
 data is used to return whether or not the specified function is supported.
 Return Codes for the EHNAPPC APIFunctions in the client Windows API use the following return code constantsdefined in E32APPC.H.
 Table 24. Return Codes
 Return Code Hex Value Description
 EHNAPPC_OK 0 Command completed successfully
 ENHAPPC_DEALLOCNORMAL 1 Deallocation normal.
 ENHAPPC_PROGRAMMERNOTRUNCATION 2 Program error; no truncation.
 ENHAPPC_PROGRAMMERTRUNCATION 3 Program error; truncation.
 ENHAPPC_PROGRAMMERPURGING 4 Program error; purging.
 ENHAPPC_RESOURCEFAILURETRY 5 Resource failure retry.
 ENHAPPC_RESOURCEFAILURENORETRY 6 Resource failure no retry.
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Table 24. Return Codes (continued)
 Return Code Hex Value Description
 ENHAPPC_UNSUCCESSFUL 7 Unsuccessful.
 ENHAPPC_APPCBUSY 8 APPC busy.
 ENHAPPC_PARMCHKINVALIDVERB 14 Parameter check; incorrect verb.
 ENHAPPC_PARMCHKINVALIDCONVERID 15 Parameter check; incorrectconversation ID.
 ENHAPPC_PARMCHKBUFFERCROSSEG 16 Parameter check; buffer crossedsegment.
 ENHAPPC_PARMCHKTPNAMELENGTH 17 Parameter check; transaction programname length.
 ENHAPPC_PARMCHKINVCONVERTYPE 18 Parameter check; incorrectconversation type.
 ENHAPPC_PARMCHKBADSYNCLVLALLOC 19 Parameter check; bad synchronizationlevel allocate.
 ENHAPPC_PARMCHKBADRETURNCNTRL 1A Parameter check; bad return control.
 ENHAPPC_ ENHAPPC_PARMCHKPIPTOOLONG 1B Parameter check: PIP data too long.
 ENHAPPC_PARMCHKBADPARTNERNAME 1C Parameter check; bad partner name.
 ENHAPPC_PARMCHKCONFNOTALLOWED 1D Parameter check; confirm not allowed.
 ENHAPPC_PARMCHKBADDEALLOCTYPE 1E Parameter check; bad deallocationtype.
 ENHAPPC_PARMCHKPREPTORCVTYPE 1F Parameter check; prepare to receivetype.
 ENHAPPC_PARMCHKBADFILLTYPE 20 Parameter check; bad fill type.
 ENHAPPC_PARMCHKRECMAXLEN 21 Parameter check; receive maximumlength.
 ENHAPPC_PARMCHKUNKNOWNSECTYPE 22 Parameter check; reserved field notzero.
 ENHAPPC_PARMCHKRESFLDNOTZERO 23 Parameter check; reserved field notzero.
 ENHAPPC_STATECHKNOTINCONFSTAT 28 State check; not in confirmed state.
 ENHAPPC_STATECHKNOTINRECEIVE 29 State check; not in receive.
 ENAHAPPC_STATECHKREQSNDBADSTATN 2A State check; request to send bad state.
 ENHAPPC_STATECHKSNDINBADSTATE 2B State check; send in bad state.
 ENHAPPC_STATECHKSNDERRBADSTAT 2C State check; send error bad state.
 ENHAPPC_ALLOCERRNORETRY 32 Allocation error; no retry.
 ENHAPPC_ALLOCERRRETRY 33 Allocation error; retry.
 ENHAPPC_ALLOCERROGMNOTAVAILNR 34 Allocation error; program notavailable no retry.
 ENHAPPC_ALLOCERRTPNNOTRECOG 35 Allocation error; transaction programname not recognized.
 ENHAPPC_ALLOCERRPGMNOTAVAILR 36 Allocation error; program no availableretry.
 ENHAPPC_ALLOCERRSECNOTVALID 37 Allocation error; security not valid.
 ENHAPPC_ALLOCERRCONVTYP 38 Allocation error; conversation typemismatch.
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Table 24. Return Codes (continued)
 Return Code Hex Value Description
 ENHAPPC_ALLOCERRPIPNOTALLOWED 39 Allocation error; PIP data not allowed.
 ENHAPPC_ALLOCERRPIPNOTCORRECT 3A Allocation error; PIP data not correct.
 ENHAPPC_ALLOCERRSYNCHLEVEL 3B Allocation error; synchronization levelnot supported.
 ENHAPPC_DEALLOCABENDPROGRAM 46 Deallocation abend program.
 ENHAPPC_INSUFFICIENTMEMORY 47 Insufficient memory.
 ENHAPPC_MEMORYALLOCERROR 47 Memory allocation error.
 ENHAPPC_MEMORYALLCERROR 48 Memory allocation error.
 ENHAPPC_TOOMANYCONVERSATIONS 4A Too many conversations.
 ENHAPPC_CONVTABLEFULL 4B Conversion table full.
 ENHAPPC_CLIENTNOTINSTALLED 4C Client not installed
 ENHAPPC_CLIENTWRONGLEVEL 4C Client at wrong level.
 ENHAPPC_PCSWINNOTLOADED 4D PSWIN not loaded.
 ENHAPPC_PCSWINOUTOFMEMORY 4E PCSWIN out of memory.
 ENHAPPC_INVALIDUSERIDLEN 4F Incorrect user ID length.
 ENHAPPC_INVALIDPASSWORDLEN 50 Incorrect password length.
 ENHAPPC_INVALIDUNAME 51 Incorrect LU length.
 ENHAPPC_UNDEFINED 63 Undefined.
 Running 16-Bit EHNAPPC Programs on Windows 95, Windows 98,Windows NT, and Windows 2000
 Communications Server SNA API Windows 95, Windows 98, Windows NT, andWindows 2000 clients provide the capability of running your existing 16-bitEHNAPPC programs on Windows 95, Windows 98, Windows NT, andWindows 2000. To do so, start the program EHNAPPCD from yourCommunications Server SNA API client subdirectory before you start any of your16-bit EHNAPPC applications. This program provides the necessary chunking tothe 32-bit E32APPC.DLL.
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Chapter 19. Data Transform Windows Application ProgramInterface
 This is only available on the Communications Server SNA APIclients.
 The data transform API provides the capability to convert data between AS/400and PC formats. Translation may be needed when sending and receiving data toand from the AS/400. The data transform API supports conversion of text andnumerous numeric formats.
 This chapter describes the individual routines and return codes that make up thedata transform API.
 Data Transform Windows API RoutinesThe following discussions of each data transform API routine describe in detail:v Purposev Procedure declarationv Parametersv Return codes
 EHNDT_ANSIToEBCDIC
 PurposeThis function translates a string from the Windows ANSI code page to EBCDIC.The router must be loaded so that this routine can access the ASCII-to-EBCDICtranslation table.
 If the target string is not large enough to contain the translated string, thetranslation stops at the end of the target string. If the target string is larger thanrequired, it is filled with blanks to the end of the string.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned int EHNDT_ANSIToEBCDIC(
 HWND hWnd,LPSTR lpsSource,LPSTR lpsTarget,unsigned in wSource,LPWORD lpwTarget );
 ParametershWnd identifies the current window of the application.
 lpsSource points to the source (ANSI) string to convert.
 lpsTarget points to the target (translated) string.
 wSource identifies the length of the source string in bytes.
 © Copyright IBM Corp. 1994, 2002 301

Page 320
						

lpwTarget points to a word variable containing the size of the target buffer. Thisvariable will be updated with the total number of translated characters in thetarget buffer.
 Return CodesIf the function is successful, EHNDT_SUCCESS (X'0000') is returned. If the router isnot loaded, EHNDT_A2E_TABLE_NOT_FOUND (X'FFFC') is returned. If an erroroccurs while attempting to allocate a temporary buffer, EHNDT_MEMALLOC(X'FFFF') is returned. If incorrect data is found during translation, the return codeis the location of the first untranslated character plus one.
 EHNDT_ASCIIToEBCDIC
 PurposeThis function translates a string from ASCII to EBCDIC. The router must be loadedso that this routine can access the ASCII-to-EBCDIC translation table. If the targetstring is not large enough to contain the translated string, the translation stops atthe end of the target string. If the target string is larger than required, it is blankfilled to the end of the string.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned int EHNDT_ASCIIToEBCDIC(
 HWND hWnd,LPSTR lpsTarget,LPSTR lpsSource,unsigned in wSource,LPWORD lpwTarget );
 ParametershWnd identifies the current window of the application.
 lpsTarget points to the target (translated) string.
 lpsSource points to the source (ASCII) string to convert.
 wSource identifies the length of the source string in bytes.
 lpwTarget points to a word variable containing the size of the target buffer. Thisvariable will be updated with the total number of translated characters in thetarget buffer.
 Return CodesIf the function is successful, EHNDT_SUCCESS (X'0000') is returned. If the router isnot loaded, EHNDT_A2E_TABLE_NOT_FOUND (X'FFFC') is returned.
 If incorrect data is found during translation, the return code is the location of thefirst untranslated character plus one.
 EHNDT_EBCDICToANSI
 PurposeThis function converts a string from EBCDIC to the Windows ANSI code page. Therouter must be loaded so that this routine can access the ASCII-to-EBCDICtranslation table.
 Data Transform Windows API Routines
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If the target string is not large enough to contain the translated string, thetranslation stops at the end of the target string. If the target string is larger thanrequired, it is blank filled to the end of the string.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned int EHNDT_EBCDICToANSI(HWND hWnd,LPSTR lpsTarget,LPSTR lpsSource,unsigned int wSource,LPWORD lpwTarget ); :
 ParametershWnd identifies the current window of the application.
 lpsTarget points to the target (translated) string
 lpsSource points to the source (EBCDIC) string to convert.
 wSource identifies the length of the source string in bytes
 lpwTarget points to a word variable containing the size of the target buffer. Thisvariable will be updated with the total number of translated characters in thetarget buffer.
 Return CodesIf the function is successful, EHNDT_SUCCESS ('0000') is returned. If the router isnot loaded, EHNDT_E2A_TABLE_.NOT_FOUND ('FFFC') is returned. If incorrectdata is found during translation, the return code is the location of the firstuntranslated character plus one.
 EHNDT_EBCDICToASCII
 PurposeThis function converts a string from EBCDIC to ASCII. The router must be loadedso that this routine can access the ASCII-to-EBCDIC translation table.
 If the target string is not large enough to contain the translated string, thetranslation stops at the end of the target string. If the target string is larger thanrequired, it is blank filled to the end of the string.
 Procedure Declaration#include <WINDOWS.H>#include "E32APPC.H"extern unsigned int EHNDT_EBCDICToASCII(
 HWND hWnd,LPSTR lpsTarget,LPSTR lpsSource,unsigned int wSource,LPWORD lpwTarget );
 Parameters
 hWnd identifies the current window of the application.
 lpsTarget points to the target (translated) string.
 Data Transform Windows API Routines
 Chapter 19. Data Transform Windows Application Program Interface 303

Page 322
						

lpsSource points to the source (EBCDIC) string to convert.
 wSource identifies the length of the source string in bytes.
 lpwTarget points to a word variable containing the size of the target buffer. Thisvariable will be updated with the total number of translated characters in thetarget buffer.
 Return CodesIf the function is successful, EHNDT_SUCCESS ('0000') is returned. If the router isnot loaded, EHNDT_.E2A_TABLE_NOT_FOUND ('FFFC') is returned. If incorrectdata is found during translation, the return code is the location of the firstuntranslated character plus one.
 Data Transform Windows API Routines
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Part 5. Java Programming Interfaces
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Chapter 20. Introduction to the Host Access Class Library forJava
 This chapter describes the IBM Host Access Class Library (HACL) for Java as itrelates to 3270 and 5250 applications, including:v A brief overview of the structure of HACL for Javav What is installed for HACLv What samples are available and how they work
 What Is HACL?The HACL for Java is a set of classes and methods that allow applicationprogrammers to access host applications at the 3270 and 5250 data stream levelseasily and quickly. HACL implements the core host access function in a completeclass model that is independent of any graphical display and only requires aJava-enabled browser or comparable Java environment to operate.
 The class library represents a complete object-oriented abstraction of a hostconnection, including:v Reading and writing the host presentation space (screen)v Enumerating the fields in the presentation spacev Reading the operator information area (OIA) for status informationv Transferring filesv Performing asynchronous notification of significant events
 Application programmers can write Java applets that manipulate data from thedata stream presentation space (such as 3270 and 5250) without requiring appletsto reside on these machines. The presentation space represents an imaginaryterminal screen that contains both data and associated attributes presented by hostapplications. After an interaction is complete, the applet can switch to other tasksor simply close the session. The transaction can be completed without evershowing host screens.
 HACL Java applets can:v Open a session to the hostv Wait for incoming host datav Get specific strings from the imaginary screenv Get associated attributes of the stringsv Set new string valuesv Send data stream function keys back to the hostv Wait for the next host session
 HACL is a significant improvement over client-specific, screen scraping applicationprogramming interfaces like EHLLAPI in several ways, such as:v HACL is platform independentv HACL operates directly on the data stream rather than on the interpreted
 emulator screen. This eliminates the overhead of interpreting and displaying thedatastream in a visual window.
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v HACL does not require emulator software running on the local workstation,reducing dependencies on platform-specific screen formats and keyboardlayouts.
 v HACL is downloadable and executable on client workstations using standardWeb and Java technology. This provides significant maintenance and resourcesavings.
 HACL ConceptsThe following sections describe several essential concepts of the HACL.Understanding these concepts will aid you in making effective use of the library.
 SessionsIn the context of the HACL, a session object (ECLSession) encapsulates theconnection to the host and the characteristics of that connection. A session objectalso serves as a container for the other session-specific objects: ECLPS (presentationspace), ECLOIA (operator information area), and ECLXfer (file transfer).
 A session object has no associated graphical user interface (GUI). In other words,creating an instance of ECLSession does not cause an emulator screen to display.
 Container ObjectsSeveral of the HACL classes act as containers of other objects. The ECLSessionobject contains an instance of the ECLPS, ECLOIA, and ECLXfer objects.Containers provide methods to return a pointer to the contained object. TheECLSession object has a GetOIA method, which returns a pointer to an OIA object.Contained objects are not implemented as public members of the container’s classbut, rather, are accessed only through HACL methods.
 List ObjectsSeveral HACL classes provide list iteration capabilities. For example, theECLConnList class manages the list of connections. HACL list classes are notasynchronously updated to reflect changes in the list content. The application mustexplicitly call the Refresh method to update the contents of a list. This allows anapplication to iterate a list without concern that the list may change during theiteration.
 EventsThe HACL provides the capability of asynchronous notification of certain events.An application can choose to be notified when specific events occur. For example,the application can be notified when the status of a connection to a host changes.Currently the HACL supports notification for the following events:
 Table 25. Events for HACL
 Events Interface Used to Capture Events
 Communications connect and disconnect ECLLCommNotify
 Presentation space updates ECLPSNotify
 Operator Information Area (OIA) updates ECLOIANotify
 Event notification is defined by the respective HACL Notify interfaces. A separateinterface exists for each event type. To be notified of an event, the application mustdefine and create an object which implements the interface for the event type
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requiring notification. That object must then be registered by calling theappropriate HACL registration function. Once an application object is registered,its NotifyEvent method is called whenever an event occurs.
 Note: The application’s NotifyEvent method is called asynchronously on aseparate thread of execution. Therefore, the NotifyEvent method should beentered again. Appropriate locking or synchronization should be used ifapplication resources are accessed.
 Error HandlingIn general, the HACL indicates errors to the application by the throwing ECLErrobjects. To catch errors, the application should enclose calls to the HACL objects ina try/catch block such as:try {
 int pos = ps.ConvertRowColToPos(row, col);
 //...possibly more references to HACL objects...
 } catch (ECLErr err) {System.out.println("ECL Error! " + err.GetMsgText());
 }
 When an HACL error is detected, the application can call methods of the ECLErrobject to determine the exact cause of the error. The ECLErr object can also becalled to construct a complete language-sensitive error message.
 Addressing (Rows, Columns, Positions)The HACL provides two ways of addressing points (character positions) in thehost presentation space. The application can address characters by row/columnnumbers, or by a single linear position value. Presentation space addressing isalways 1-based (not zero-based) irrespective of the addressing scheme.
 The row and column addressing scheme is useful for applications that relatedirectly to the physical screen presentation of the host data. The rectangularcoordinate system (with row 1, column 1 in the upper left corner) is a natural wayto address points on the screen. The linear positional addressing method (withposition 1 in the upper left corner, progressing from left to right, top to bottom) isuseful for applications that view the entire presentation space as a single array ofdata elements or for applications ported from the EHLLAPI interface.
 In general, the different addressing schemes are chosen by calling differentsignatures for the same methods. For example, to move the host cursor to a givenscreen coordinate, the application can call the ECLPS::SetCursorPos method in oneof two signatures:ps.SetCusorPos(81);ps.SetCursorPos(2, 1);
 These statements have the same effect if the host screen is configured for 80columns per row. This example also points out a subtle difference in theaddressing schemes. The linear position method can yield unexpected results if theapplication makes assumptions about the number of characters per row of thepresentation space. For example, the first line of code in the example would putthe cursor at column 81 of row 1 in a presentation space configured for 132columns. The second line of code would put the cursor at row 2, column 1irrespective of the presentation space configuration.
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Installing HACL on the Communications Server for Windows NT andWindows 2000 Server
 This is only available for Communications Server Windows NT,Windows 2000, Windows 95, and Windows 98 SNA API clients.
 After you have inserted the Communications Server for Windows NT 4.0 andWindows 2000 CD-ROM and followed the steps in the interface, you will beprompted to click on Setup to begin the installation of the InstallShield® Wizard.Once installed, the wizard will guide you through the rest of the installationprocedures. Upon completion of the installation of the wizard, a Welcome to IBMCommunications Server window appears. Click on Next to continue. The nextseries of panels will prompt you to choose the setup type, the drive and directorywhere you want to install Communications Server, the FTP directory foranonymous access for IBM Files On-Demand, and the drive and directory whereyou want to install the HACL class files.
 This install provides the ability to access HACL Java class files from an appletresiding on the server, or to access HACL Java class files from a Java Applicationresiding on the server, HACL codepage converters, the documentation for HACL,and sample Java applets and Java applications. (You do not need to install HACLon the server in order to run as a Java application on the client.)
 The following describes the HACL parts and their definitions:\IBMCS\SDK\JAVA\HACL\EN\DOC\*.* The on—line, HTML format,
 HACL documentation. The documentationis formatted to be accessed by aweb-browser. It is recommended that youstart at the file called"ECLReference.html".
 \IBMCS\SDK\JAVA\HACL\TOOLKIT\HACL\SAMPLES\*.* Sample programs.
 \IBMCS\SDK\JAVA\HACL\TOOLKIT\JARS\habeans.jar This file is used torun HACL Java applets andapplications from the server.
 \IBMCS\jre\*.* Java Runtime Environment that iscompatible with the HACL filesinstalled on the server.
 Installing HACL on the Communications Server for NT 32–Bit WindowsClient
 This is only available for Communications Server Windows NT,Windows 2000, Windows 95, and Windows 98 SNA API clients.
 If the HACL is installed on the client via the Typical or Custom client installoption, habeans.jar is installed along with a Java Runtime Environment (JRE) in theCSNT client directory (for example, CSNTAPI). This enables a HACL Java
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application to access the HACL Java classes located in the habeans.jar file. HACL isnot a complete application by itself. A Java application must be written which usesthe HACL Java classes to perform a desired set of functions. The client install ofHACL provides the level of functionality needed to run user-written HACL Javaapplications. No additional HACL code needs to be installed on the server.
 Due to size constraints, the habeans.jar file contains only the English codepage.Other codepage converter classes can be obtained from the jar file, habeansnlv.jar,installed on the server. Complete HACL documentation, sample Java applets andJava applications, and the ability to run Java applets with HACL, can also beinstalled on the server.
 Setting the ClasspathWhen running a Java application or Java applet, set the environment variableclasspath equal to the full pathname of the location of the Java classes needed torun the application or applet. For instance, if an HACL Java application is writtenand copied into the SNA API client subdirectory (for example, C:\CSNTAPI), then:v The classpath should be set to:
 C:\CSNTAPI;C:\CSNTAPI\habeans.jar
 v The command line should be:
 set classpath=C:\CSNTAPI;C:\CSNTAPI\habeans.jar
 If you are using the Java Runtime Environment (JRE), then the classpathenvironment variable is not used, but the path to the Java classes can be specifiedwith the cp option when the JRE is invoked.
 HACL Codepage ConvertersHACL codepage converters support multiple languages. Due to size constraints,the habeans.jar file contains only the English codepage. Other codepage converterclasses can be obtained from the file, habeansnlv.jar, installed on the server.Habeansnlv.jar is a full replacement for habeans.jar and includes the converters forother country code pages. These files can be copied to the machine running theJava application. Be careful to preserve the Classpath (com\ibm...) where the filesare located.
 In order to reduce the size of an HACL application or applet, you should copyonly those converter class files needed by the application or applet. Information onimplementing the codepage converter classes is described in the HACLdocumentation.
 HACL SamplesSample programs and documentation are found in theIBMCS\SDK\JAVA\HACL\TOOLKIT\HACL\SAMPLES subdirectory.
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Chapter 21. Using CPIC-C for Java
 This chapter describes the Common Programming Interface for Communications(CPI-C) for Java API and its usage, including:v A brief overview of CPI-C for Javav What is installed for CPI-C for Javav What samples are available and how they work
 What is CPI-C for Java?CPI-C for Java is a programming toolkit that allows developers to use theCommon Programming Interface for Communications (CPI-C) API in the Javalanguage. CPI-C is an open API for SNA LU 6.2. Refer to Common ProgrammingInterface Communications CPI-C Reference (SC26–4399), available on the IBMCommunications Server Version 6.1 for Windows NT and Windows 2000 CD-ROMin PDF and HTML formats, for more details on the CPI-C API.
 A primary goal of the toolkit is to ease the transition from traditional C to Java.Because of this, the toolkit calls look quite similar to those used in C. CPI-C forJava is provided as a layer above the native CPI-C API and this native code mustbe installed in order for CPI-C to work.
 The toolkit provides programmer reference documentation for every class, method,and variable in the toolkit. The documentation is in HTML format, and providescross-references for ease of use.
 This programming toolkit also provides a set of Java classes with objects to holdCPI-C parameters as well as a CPIC class, which defines methods that map to theCPI-C functions in C. You can run the sample application (JPing.class) included inthe toolkit, as well as write your own.
 The CPI-C for Java binding allows a Java application to use an SNA network andto use CPI-C as a networking API. These Java applications can connect to partnersthat are:v New CPI-C for Java applicationsv New or existing non-Java CPI-C applicationsv New or existing APPC applications
 Installing CPI-C for JavaThe following items are installed with the CPI-C for Java toolkit:v CPICJAVA.JAR contains the Java classes used when writing CPI-C for Java
 programs. This JAR file should be included in the user’s CLASSPATHenvironment variable or should be specified explicitly when invoking a CPI-Cfor Java application. The file is installed on the user’s workstation along with theother API client files. The JAR file also contains JPing.class, a sample application.
 v CPICJAVA.DLL is a platform-specific DLL which contains the linkage betweenthe CPI-C for Java classes and the native LU 6.2 support installed on the user’sworkstation. This file is installed on the workstation along with the other APIclient DLLs.
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v Jcpic001.htm is the root of the programmer’s reference documentation thatshows each CPI-C for Java class, method, and variable. It is installed in theIBMCS\SDK\JAVA\CPIC\DOC subdirectory (for Communications Server) orDOC\CPICJAVA (for Personal Communications) at the same time that HostAccess Class Library (HACL) for Java is installed. This documentation is used todevelop custom applications.
 v CPICJAVA.HTM is a brief introduction to the toolkit and sample application.This HTML-formatted file is installed on the user’s workstation along with theother API client files.
 v JPing.java is the source file for the JPing.class sample application. The commentsin this file give hints and tips on programming with the toolkit. The JPing.javafile is installed in the subdirectory when the ECL for Java is installed.
 CPI-C for Java SamplesThe following sections describe the client and server samples for CPI-C for Java.
 Client SampleThe sample included in the toolkit performs the same function as the APING clientutility. It sends data to a server process that echoes the data back to the APINGutility. The sample client has been compiled and placed into the CPICJAVA.JARfile. The source file (JPing.java) is installed in theIBMCS\SDK\JAVA\CPIC\SAMPLES subdirectory when the ECL for Java isinstalled.
 The API is supplied as a Java package called COM.ibm.eNetwork.cpic. The firstline of code in the following sample is required in order to access the classessupplied with the toolkit. The CPIC class is the main interface to the native CPI-Ccode. The CPIC class contains many constants defined in CPI-C, such as, thelength of a conversation ID, along with methods that are passed through to thenative CPI-C calls.
 You need only declare one CPIC object per class. Java will load the dynamic linklibrary (DLL) containing the native methods (CPICJAVA.DLL) when the CPICobject is instantiated.
 The following sample describes the CPI-C pipeline; it does not replicate theinformation in the JPing.java source file.
 Note: The following sample includes code interleaved with commentary./*---------------------------------------------------------------* Pipeline transaction, client side.*---------------------------------------------------------------*/import COM.ibm.eNetwork.cpic.*;public class Pipe extends Object {
 public static void main(String args[]) {
 // Make a CPIC objectCPIC cpic_obj = new CPIC();
 Each type of parameter has its own class, and each of these classes has associatedconstants defined as class variables. For example, the CPICReturnCode class hasthe success return code, CM_OK, defined.
 There are two major reasons for having a class for each type of parameter. BecauseJava passes all parameters by value, there is no way to return data in simple types,
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such as integer. If we pass an object as a parameter to a method, the method canset a variable in that object, thus returning data to the caller. Secondly, the use ofobjects encapsulates constants within the objects that understand those constants.This is a standard information-hiding technique.
 // Return CodeCPICReturnCode cpic_return_code =
 new CPICReturnCode(CPICReturnCode.CM_OK);
 // Request to send received?CPICControlInformationReceived rts_received =
 new CPICControlInformationReceived(CPICControlInformationReceived.CM_NO_CONTROL_INFO_RECEIVED);
 The CPI-C send function expects a C-language buffer, that is, allocated space of nospecific type. Unlike C, Java has no facility to allocate untyped memory. Other thanprimitives, everything in Java is an object. Whatever the program sends must beconverted from its object type into a C-style array of bytes.
 Java provides methods that facilitate these conversions. For example, Java canconvert a string into a Java array of bytes. While an array of bytes is an object inJava, Java allows you to extract the data from an array of bytes with a nativemethod.// String to Send
 String sendThis = "Test of the PipeLine Transaction";
 // Length of String to sendCPICLength send_length = new CPICLength(sendThis.length());
 // Convert String to send to a Java array of bytesbyte[] stringBytes = new byte[ send_length.intValue()];sendThis.getBytes(0,send_length.intValue(),stringBytes,0);
 Like buffer processing, the CPI-C native calls expect symbolic destination names tobe C-strings, not Java Strings. The toolkit automatically converts them from Javastrings to C-strings as necessary. In general, automatic conversion is possible whenthe toolkit expects a specific Java type.
 The conversation ID is a Java array of bytes which is converted automatically bythe toolkit to a C array consisting of a simple block of bytes.
 // this hardcoded sym_dest_name must// be 8 chars long & blank paddedString sym_dest_name = "PIPE ";
 // Space to hold a conversation ID// (which is just a bunch of bytes)byte[] conversation_ID = new byte[CPIC.CM_CID_SIZE];
 The program starts making CPI-C calls which are very similar to those used in C.However, the method calls are prefixed with the name of the CPI-C object, and theparameters are not prefixed by the pass-by-reference (&) symbol.
 //// Initialize CPI-C//cpic_obj.cminit( /* Initialize_Conversation */
 conversation_ID, /* O: returned conversation ID */sym_dest_name, /* I: symbolic destination name */cpic_return_code); /* O: return code from this call */
 //// ALLOCATE//
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cpic_obj.cmallc( /* Allocate Conversation */conversation_ID, /* I: conversation ID */cpic_return_code); /* O: return code from this call */
 //// SEND//cpic_obj.cmsend( /* Send_Data */
 conversation_ID, /* I: conversation ID */stringBytes, /* I: send this buffer */send_length, /* I: length to send */rts_received, /* O: was RTS received? */cpic_return_code); /* O: return code from this call */
 //// DEALLOCATE//cpic_obj.cmdeal( /* Deallocate */
 conversation_ID, /* I: conversation ID */cpic_return_code); /* O: return code from this call */
 } // end main method} // end the class
 Server SampleThe server initializes itself, accepts a conversation, receives data, and printsdiagnostic information. As in the client, we instantiate classes to hold the CPI-Cparameters, many of which have only an integer as instance data. By using objects,we can mimic call by reference. We also allocate a byte array to hold the receiveddata.
 Note: The following sample includes code interleaved with commentary./*---------------------------------------------------------------* Pipeline transaction, server side.*---------------------------------------------------------------*/import COM.ibm.eNetwork.cpic.*;import Java.io.IOException;
 public class PipeServer extends Object {public static void main(String args[]) {
 CPIC cpic_obj = new CPIC();
 // Space to hold the received databyte[] data_buffer;data_buffer = new byte[101];
 CPICLength requested_length = new CPICLength(101);CPICDataReceivedType data_received =
 new CPICDataReceivedType(0);CPICLength received_length = new CPICLength(0);CPICStatusReceived status_received =
 new CPICStatusReceived(0);CPICControlInformationReceived rts_received =
 new CPICControlInformationReceived(0);CPICReturnCode cpic_return_code =
 new CPICReturnCode(0);
 // Space to hold a conversation ID -- a bunch of bytes// The first line declares conversation_ID to be a reference to// a byte array object. The second line creates such an object,// and assigns the reference to the byte array object.byte[] conversation_ID;conversation_ID = new byte[cpic_obj.CM_CID_SIZE];
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The CPI-C receive call (cmrcv) returns a Java array of bytes while the pipetransaction expects a string. The programmer can translate the array of bytes into astring by using the string class-constructor that takes an array of bytes as anargument.
 //// ACCEPT//cpic_obj.cmaccp( /* Accept_Conversation */
 conversation_ID, /* O: returned conversation ID */cpic_return_code); /* O: return code */
 //// RECEIVE//cpic_obj.cmrcv( /* Receive */
 conversation_ID, /* I: conversation ID */data_buffer, /* I: where to put received data */requested_length, /* I: maximum length to receive */data_received, /* O: data complete or not? */received_length, /* O: length of received data */status_received, /* O: has status changed? */rts_received, /* O: was RTS received? */cpic_return_code); /* O: return code from this call */
 //// Do some return code processing//System.out.println(" Data from Receive:");System.out.println(" cpic_return_code = " +
 cpic_return_code.intValue());System.out.println(" cpic_data_received = " +
 data_received.intValue());System.out.println(" cpic_received_length = " +
 received_length.intValue());System.out.println(" cpic_rts_received = " +
 rts_received.intValue());System.out.println(" cpic_status_received = " +
 status_received.intValue());// Create a Java String from the array of bytes that you received// and print it out.String receivedString = new String(data_buffer,0);System.out.println(
 " Recevied string = "+ receivedString );
 //// BLOCK so that the Server Window doesn’t disappear//try{
 System.out.println("Press any key to continue");System.in.read();
 }catch
 (IOException e){ e.printStackTrace(); }}
 }
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Part 6. Appendixes
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Appendix A. APPC Common Return Codes
 This appendix describes the primary (and, if applicable, secondary) return codesthat are common to several APPC verbs.
 Verb-specific return codes are described in the documentation for the individualverbs.
 AP_ALLOCATION_ERRORPersonal Communications and Communications Server has failed toallocate a conversation. The conversation state is set to RESET. This codecan be returned through a verb issued after ALLOCATE orMC_ALLOCATE. The associated secondary return codes are as follows:
 AP_ALLOCATION_FAILURE_NO_RETRYThe conversation cannot be allocated because of a permanent condition,such as a configuration error or session protocol error. To determine theerror, the system administrator should examine the error log file. Do notattempt to retry the allocation until the error has been corrected.
 AP_ALLOCATION_FAILURE_RETRYThe conversation could not be allocated because of a temporary condition,such as a link failure. The reason for the failure is logged in the systemerror log. Retry the allocation, preferably after a timeout to permit thecondition to clear.
 AP_CANCELLEDThe verb returned because the conversation was canceled (the transactionprogram issued a CANCEL_CONVERSATION verb).
 AP_CONV_FAILURE_NO_RETRYThe conversation was terminated because of a permanent condition, suchas a session protocol error. The system administrator should examine thesystem error log to determine the cause of the error. Do not retry theconversation until the error has been corrected.
 AP_CONV_FAILURE_RETRYThe conversation was terminated because of a temporary error. Restart thetransaction program to see if the problem occurs again. If it does, thesystem administrator should examine the error log to determine the causeof the error.
 AP_CONVERSATION_TYPE_MISMATCHThe requested transaction program cannot support conversations of thetype (basic or mapped) specified in the allocation request. This indicates amismatch between the local and partner transaction programs.
 AP_CONVERSATION_TYPE_MIXEDThe transaction program has attempted to mix conversation verbs fordifferent conversation types on the same conversation. For example, thetransaction program issued an MC_ALLOCATE verb followed by aCONFIRM verb.
 AP_DEALLOC_ABENDThe conversation has been deallocated for one of the following reasons.v The partner transaction program has issued the MC_DEALLOCATE
 verb with dealloc_type set to AP_ABEND.
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v The partner transaction program has ended abnormally, causing thepartner LU to send an MC_DEALLOCATE request.
 AP_DEALLOC_ABEND_PROGThe conversation has been deallocated for one of the following reasons.v The partner transaction program has issued the DEALLOCATE verb
 with dealloc_type set to AP_ABEND_PROG.v The partner transaction program has ended abnormally, causing the
 partner LU to send a DEALLOCATE request.
 AP_DEALLOC_ABEND_SVCThe conversation has been deallocated because the partner transactionprogram issued the DEALLOCATE verb with dealloc_type set toAP_ABEND_SVC.
 AP_DEALLOC_ABEND_TIMERThe conversation has been deallocated because the partner transactionprogram has issued the DEALLOCATE verb with dealloc_type set toAP_ABEND_TIMER.
 AP_DEALLOC_NORMALThis return code does not indicate an error. The partner transactionprogram issued the DEALLOCATE or MC_DEALLOCATE verb withdealloc_type set to one of the following values.v AP_FLUSHv AP_SYNC_LEVEL with the synchronization level of the conversation
 specified as AP_NONE
 AP_DUPLEX_TYPE_MIXEDThe transaction program has attempted to issue a conversation verb with adifferent conversation duplex_type. For example, the transaction programissued a half-duplex MC_FLUSH verb (withoutAP_FULL_DUPLEX_CONVERSATION set in opext) on a full-duplexconversation.
 AP_ERROR_INDICATIONThis return code is used on full-duplex conversations only. A send queueoperation has failed because the partner transaction program hasterminated the conversation. If the conversation state is send-only, theconversation has now ended. If the conversation state is send-receive orreceive-only, the conversation will end when the appropriate return code isreturned to a receive queue verb. The associated secondary return codesare:
 AP_ALLOCATION_ERROR_PENDINGThe remote LU rejected the allocation request.
 AP_DEALLOC_ABEND_PROG_PENDINGThe conversation has been deallocated for one of the followingreasons:v The partner transaction program has issued the DEALLOCATE
 verb with dealloc_type set to AP_ABEND_PROG.v The partner transaction program has ended abnormally causing
 the partner LU to send a DEALLOCATE request.
 AP_DEALLOC_ABEND_SVC_PENDINGThe conversation has been deallocated because the partnertransaction program issued the DEALLOCATE verb withdealloc_type set to AP_ABEND_SVC.
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AP_DEALLOC_ABEND_TIMER_PENDINGThe conversation has been deallocated because the partnertransaction program issued the DEALLOCATE verb withdealloc_type set to AP_ABEND_TIMER.
 AP_UNKNOWN_ERROR_TYPE_PENDINGThe conversation has been deallocated by the partner transactionprogram, but the local LU does not recognize the reason.
 AP_OPERATION_INCOMPLETEThe transaction program issued a nonblocking verb that started processing,but did not complete. When verb processing completes, the final returncode will be set and the stub will notify the transaction program.
 AP_PIP_NOT_ALLOWEDThe requested transaction program cannot receive program initializationparameters (PIP). This indicates a mismatch between the local and partnertransaction programs.
 AP_PIP_NOT_SPECIFIED_CORRECTLYThe requested transaction program can receive program initializationparameters (PIP), but detected an error in the supplied PIP. This indicates amismatch between the local and partner transaction programs.
 AP_PROG_ERROR_NO_TRUNCThe partner transaction program has issued one of the following verbswhile the conversation was in SEND state.v SEND_ERROR with err_type set to AP_PROGv MC_SEND_ERROR
 Data was not truncated.
 AP_PROG_ERROR_PURGINGThe partner transaction program issued one of the following verbs while inRECEIVE, PENDING_POST, CONFIRM, CONFIRM_SEND, orCONFIRM_DEALLOCATE state.v SEND_ERROR with err_type set to AP_PROG.v MC_SEND_ERROR
 Data sent, but not yet received, is purged.
 AP_PROG_ERROR_TRUNCIn SEND state, after sending an incomplete logical record, the partnertransaction program issued a SEND_ERROR verb with err_type set toAP_PROG. The local transaction program might have received the firstpart of the logical record through a RECEIVE verb.
 AP_SEC_REQUESTED_NOT_SUPPORTEDThe local LU is unable to allocate a conversation because the session withthe partner LU does not support Password Substitution. The security typerequested on the ALLOCATE or SEND_CONVERSATION isAP_PGM_STRONG, that requires Password Substitution support.
 AP_SECURITY_NOT_VALIDThe user ID or password specified in the allocation request was notaccepted by the partner LU.
 AP_SVC_ERROR_NO_TRUNCWhile in SEND state, the partner transaction program (or partner LU)issued a SEND_ERROR verb with err_type set to AP_SVC. Data was nottruncated.
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AP_SVC_ERROR_PURGINGThe partner transaction program (or partner LU) issued a SEND_ERRORverb with err_type set to AP_SVC while in RECEIVE, PENDING_POST,CONFIRM, CONFIRM_SEND, or CONFIRM_DEALLOCATE state. Datasent to the partner transaction program might have been purged.
 AP_SVC_ERROR_TRUNCIn SEND state, after sending an incomplete logical record, the partnertransaction program (or partner LU) issued a SEND_ERROR verb. Thelocal transaction program might have received the first part of the logicalrecord.
 AP_SYNC_LEVEL_NOT_SUPPORTEDThe requested transaction program cannot support conversations with thesync_level (AP_NONE, AP_CONFIRM_SYNC_LEVEL or AP_SYNCPT)specified in the allocation request. This indicates a mismatch between thelocal and partner transaction programs.
 AP_TP_BUSYThe local transaction program has issued a blocking verb to PersonalCommunications while Personal Communications was processing anotherverb for the same conversation.
 AP_TP_NAME_NOT_RECOGNIZEDThe transaction program name specified in the allocation request is notrecognized by the partner LU.
 AP_TRANS_PGM_NOT_AVAIL_NO_RTRYThe remote LU rejected the allocation request because it was unable tostart the requested partner transaction program. The requested transactionprogram (TP) is not available because of a permanent or semi-permanentcondition. The reason for the error might be logged on the remote node.The condition will not clear itself without operator intervention. Thetransaction program should not retry the conversation until the errorcondition has been cleared.
 AP_TRANS_PGM_NOT_AVAIL_RETRYThe remote LU rejected the allocation request because it was unable tostart the requested partner transaction program. The requested transactionprogram (TP) is not available because of a transient condition, such as atimeout. The reason for the error might be logged on the remote node. Thecondition might clear itself without operator intervention. The transactionprogram should retry the conversation, preferably after a timeout to permitthe condition to clear.
 AP_UNEXPECTED_SYSTEM_ERRORPersonal Communications and Communications Server has encountered anunexpected system error, and cannot complete the verb. Usually theseerrors arise from a shortage of system resources (for example, memory),and are usually transient. Check the system log for more details.
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Appendix B. LUA Verb Return Codes
 This appendix describes the primary (and, if applicable, secondary) return codesthat are common to several SLI verbs.
 Verb-specific return codes are described in the documentation for the individualverbs.
 Primary Return CodesThe following section contains the LUA primary return codes:
 LUA_OKThe LUA verb completed successfully.
 LUA_PARAMETER_CHECKThe LUA feature detected an incorrect parameter.
 LUA_STATE_CHECKThe session was in an incorrect state for the verb that was issued.
 LUA_SESSION_FAILURE
 The session has been brought down. The specific reason is identified in thesecondary return code.
 LUA_UNSUCCESSFULThis verb did not successfully complete.
 LUA_NEGATIVE_RESPONSEOne of the following conditions occurred:v The end-of-chain arrived for a chain that was negatively responded to
 by the LUA application program. The secondary return code is not set.v LUA detected an error in a message from the primary LU and sent a
 negative response. This error is returned when the end-of-chain isreceived from the primary LU. The secondary return code contains thesense data that was sent with the negative response.
 LUA_CANCELEDThe verb was canceled because of reasons specified in the secondary returncode.
 LUA_IN_PROGRESS
 This synchronous code is returned when an asynchronous command isreceived and has not completed.
 LUA_STATUSThe SLI has status information for the application in the secondary returncode.
 LUA_COMM_SUBSYSTEM_ABENDED
 Communications Server abnormally ended.
 LUA_COMM_SUBSYSTEM_NOT_LOADED
 Communications Server was not loaded.
 LUA_INVALID_VERB_SEGMENT
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LUA could not process the verb because the entire verb control block is notcontained in the data segment. The address of the end of the verb controlblock is beyond the end of the segment.
 LUA_UNEXPECTED_DOS_ERROR
 An unexpected system error occurs after Communications Server issues asystem call, the verb is posted with the primary return codeUNEXPECTED_DOS_ERROR. The secondary return code contains theunexpected system error.
 LUA_STACK_TOO_SMALL
 The LUA application stack is too small for LUA to process the request.
 LUA_INVALID_VERB
 LUA does not recognize the verb code or the verb operation code (or both)in the verb control block it received.
 Secondary Return CodesThe following section contains the LUA secondary return codes:
 LUA_SEC_OKAdditional information is available for the primary return code associatedwith this secondary return code.
 LUA_INVALID_LUNAMEThe verb specified an invalid lua_name.
 LUA_BAD_SESSION_IDThe verb control block specified an incorrect value for the lua_sidparameter.
 LUA_DATA_TRUNCATEDThe buffer length (as specified in lua_max_length) was not long enoughfor the data received, so the data was truncated.
 LUA_BAD_DATA_PTRThe command requires data to be supplied or returned, but thelua_data_ptr parameter either contains an invalid pointer or does not pointto a read/write segment.
 LUA_DATA_SEG_LENGTH_ERROROne of the following conditions occurred:v The data segment supplied on an RUI_READ or SLI_RECEIVE verb is
 shorter than the length given in the lua_max_length parameter.v The data segment was supplied on an RUI_WRITE or SLI_SEND verb
 is shorter than the length given in the lua_data_length parameter.v The data segment supplied on an RUI_READ, RUI_WRITE,
 SLI_RECEIVE, or SLI_SEND verb is not a read/write data segment.
 LUA_RESERVED_FIELD_NOT_ZEROThe command that was just issued has a reserved parameter that is notzero.
 LUA_INVALID_POST_HANDLEA valid semaphore was not specified in the LUA verb control block. Whenan LUA verb does not complete synchronously, a semaphore is needed tosignal the completion of the verb.
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LUA_PURGEDAn RUI_READ or an SLI_RECEIVE verb was canceled because anRUI_PURGE or an SLI_PURGE was issued.
 LUA_BID_VERB_SEG_ERRORThe buffer with the SLI_BID verb control block was released before theSLI_RECEIVE with lua_flag1.bid_enable set to 1 was issued.
 LUA_NO_PREVIOUS_BID_ENABLEDAn RUI_BID or SLI_BID verb was not issued before an RUI_READ orSLI_RECEIVE verb with lua_flag1.bid_enable was issued.
 LUA_NO_DATAAn RUI_READ or SLI_RECEIVE verb was issued with the NO_WAITparameter and there was no data available to read.
 LUA_BID_ALREADY_ENABLEDAn RUI_BID or SLI_BID verb was active when an RUI_READ orSLI_RECEIVE verb with lua_flag1.bid_enable was issued.
 LUA_VERB_RECORD_SPANS_SEGMENTSThe LUA verb control block contains a length parameter that, when addedto the offset of the segment, goes past the end of the segment.
 LUA_INVALID_FLOWAn LUA verb was issued with the lua_flag1 flow flags set in error. Checkthat the correct number of lua_flag1 flow flags were set as follows:v For RUI_READ or SLI_RECEIVE, at least onev For RUI_WRITE, only onev For SLI_SEND, only one lua_flag1 flow flag must be set when sending
 an SNA response.
 LUA_NOT_ACTIVEAn application program issued an LUA verb at a time that LUA was notactive within Communications Server.
 LUA_VERB_LENGTH_INVALIDA verb was issued with an incorrect lua_verb_length parameter. Thelength specified is not equal to the length that LUA expected.
 LUA_REQUIRED_FIELD_MISSINGThe issued RUI_WRITE verb either did not include a data pointer (if thedata count was not zero) or it did not include an lua_flag1flow flag.
 LUA_READYThe SLI session is now ready to process additional commands. This statusis issued after a prior NOT_READY status was received, or after aSLI_CLOSE verb completed with the primary return code CANCELEDand secondary return code RECEIVE_UNBIND_HOLD orRECEIVED_UNBIND_NORMAL.
 LUA_NOT_READYThe SLI session is temporarily suspended for either of the followingreasons:v A CLEAR command was received. The SLI session resumes when an
 SDT command is received.v An UNBIND command was received. The session is suspended until
 BIND, optional STSN and SDT commands are received. Any userextension routines that were supplied by the original SLI_OPEN verb
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are called again; therefore, these routines must be reentrant. After theSLI processes the SDT command, the SLI session resumes. Two types ofUNBIND commands are:– UNBIND type X’02’, which means that a new BIND is coming– UNBIND type X’01’, which means that the application specified an
 lua_session_type of LUA_SESSION_TYPE_DEDICATED in theSLI_OPEN verb that started this session.
 LUA_INIT_COMPLETEWhen the LUA interface initializes the session while SLI_OPEN isprocessing, this status is returned on SLI_RECEIVE or SLI_BID verbs forLUA applications that issue SLI_OPEN with theLUA_INIT_TYPE_PRIM_SSCP parameter.
 LUA_SESSION_END_REQUESTEDSLI received a SHUTD command from the host, indicating the host isready to shut down the session.
 LUA_NO_SLI_SESSIONA command was issued when a session was not open, or a session is beingtaken down because of an SLI_CLOSE verb or session failure. AnSLI_RECEIVE or SLI_SEND verb issued during the processing of anSLI_OPEN verb returns this code when:v The SLI_OPEN lua_init_type parameter is not set to
 LUA_INIT_TYPE_PRIM_SSCP. An SLI_BID verb also returns this codeunder these circumstances.
 v The SLI_RECEIVE or SLI_SEND lua_flag1 parameter does not specifylua_flag1.sscp_norm.
 The SLI component is in SLI_OPEN processing after an UNBIND typeX’02’ command or UNBIND type X’01’(LUA_SESSION_TYPE_DEDICATED) is received and until the SDTcommand is processed. UNBIND type X’02’ indicates that a new BIND iscoming.
 LUA_SESSION_ALREADY_OPENAn SLI_OPEN verb was issued for an LU name that already has a sessionopen.
 LUA_INVALID_OPEN_INIT_TYPEAn SLI_OPEN verb contained an incorrect value in the lua_init_typeparameter.
 LUA_INVALID_OPEN_DATAAn SLI_OPEN verb was issued with the lua_init_type parameter set forsecondary initialization with INITSELF (LUA_INIT_TYPE_SEC_IS), and thedata buffer does not contain a valid INITSELF command.
 LUA_UNEXPECTED_SNA_SEQUENCEDuring SLI_OPEN processing, an unexpected command or data wasreceived from the host.
 LUA_NEG_RSP_FROM_BIND_ROUTINEThe user-provided SLI_BIND routine generated a negative response to theBIND. The SLI_OPEN verb ends unsuccessfully.
 LUA_NEG_RSP_FROM_CRV_ROUTINEThe user-provided SLI_BIND routine generated a negative response to theBIND. The SLI_OPEN verb ends unsuccessfully.
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LUA_NEG_RSP_FROM_STSN_ROUTINEThe user-supplied SLI STSN routine responded negatively to the STSN.SLI_OPEN ended unsuccessfully.
 LUA_CRV_ROUTINE_REQUIREDThe user did not provide an SLI CRV routine, but a CRV was receivedfrom the host. The SLI issues a negative response to the CRV, and theSLI_OPEN verb ends unsuccessfully at this time.
 LUA_NEG_RSP_FROM_SDT_ROUTINEThe user-provided SLI SDT routine generated a negative response to anSDT. This condition causes the SLI_OPEN verb to end.
 LUA_INVALID_OPEN_ROUTINE_TYPEIn the SLI_OPEN extension routine list, the lua_open_routine_typeparameter is not valid.
 LUA_MAX_NUMBER_OF_SENDSThe application program issued more than two SLI_SEND verbs beforeone completed.
 LUA_SEND_ON_FLOW_PENDINGThe application issued an SLI_SEND verb for an SNA flow(SSCP-expedited, SSCP-normal, LU-expedited, LU-normal) that already hasan SLI_SEND verb outstanding.
 LUA_INVALID_MESSAGE_TYPEThe SLI does not recognize the lua_message_type parameter.
 LUA_RECEIVE_ON_FLOW_PENDINGThe SLI application issued an SLI_RECEIVE verb for an SNA flow thatalready has an SLI_RECEIVE verb outstanding.
 LUA_DATA_LENGTH_ERRORAn SLI_OPEN command was issued that requires user data that theapplication program did not supply. Data is required for asecondary-initiated SLI_OPEN verb, and 4 bytes of status is required whenthe application issues an SLI_SEND verb for an LUSTAT command.
 LUA_CLOSE_PENDINGOne of the following has occurred:v A CLOSE_NORMAL was issued while a CLOSE_NORMAL or a
 CLOSE_ABEND was pending.v A CLOSE_ABEND was issued while another CLOSE_ABEND was
 pending. The only valid reason to issue another CLOSE_ABEND iswhen a CLOSE_NORMAL is pending.
 LUA_NEGATIVE_RSP_CHASEDuring SLI_CLOSE processing, the SLI received a negative response to aCHASE command from the host. The session is stopped as requested bythe SLI_CLOSE.
 LUA_NEGATIVE_RSP_SHUTCDuring SLI_CLOSE processing, the SLI received a negative response to aSHUTC command from the host. The session is stopped as requested bythe SLI_CLOSE.
 LUA_NEGATIVE_RSP_SHUTDDuring SLI_CLOSE processing, the SLI received a negative response to aSHUTD command from the host. The session is stopped as requested bythe SLI_CLOSE.
 Appendix B. LUA Verb Return Codes 329

Page 348
						

LUA_NO_RECEIVE_TO_PURGEAn SLI_PURGE verb was issued when no SLI_RECEIVE verb wasoutstanding. Two possible causes are as follows:v The address contained in the lua_data_ptr parameter did not point to
 the outstanding SLI_RECEIVE verb that was to be purged.v The SLI_RECEIVE verb might have completed while the SLI_PURGE
 verb was being processed. This is not an error condition. Code theapplication program to handle this situation.
 LUA_CANCEL_COMMAND_RECEIVEDWhile processing an SLI_RECEIVE verb, the host sent a CANCELcommand to cancel the chain of data being received.
 LUA_RUI_WRITE_FAILUREAn RUI_WRITE verb posted with an unexpected error to the SLI.
 LUA_INVALID_SESSION_TYPEAn SLI_OPEN verb contained a value that is not valid in thelua_session_type.
 LUA_SLI_BID_PENDINGAn SLI verb was issued while a previously-issued SLI_BID is active. Onlyone SLI_BID can be active at a time.
 LUA_PURGE_PENDINGAn SLI_PURGE verb was issued while a previously-issued SLI_PURGE isactive. Only one SLI_PURGE can be active at a time.
 LUA_PROCEDURE_ERRORAn NSPE or NOTIFY message was received, indicating a host procedureerror occurred. The SLI_OPEN is posted with this return code (unless theSLI_OPEN verb retry option is used). With lua_wait set to a nonzerovalue, the INITSELF or LOGON message is retried until the host procedureis available or the application issues an SLI_CLOSE.
 LUA_INVALID_SLI_ENCR_OPTIONThe lua_encr_decr_option parameter was set to 128 in the SLI_OPENverb. The SLI does not support 128 for the encryption or decryptionprocessing option.
 LUA_RECEIVED_UNBINDThe SLI received an UNBIND command from the primary LU while therewas an active SLI session. The SLI session is stopped.
 LUA_RECEIVED_UNBIND_HOLDDuring primary- or secondary-initiated SLI_CLOSE normal processing, SLIreceived an UNBIND type X'02'. Type X'02' means that a new BIND isforthcoming. The session is suspended until BIND, optional CRV andSTSN, and SDT commands are received. Any user extension routines thatwere supplied by the original SLI_OPEN verb are called again; theseroutines must be reentrant. After the SLI processes the SDT command, theSLI session resumes.
 LUA_RECEIVED_UNBIND_NORMALDuring primary- or secondary-initiated SLI_CLOSE normal processing fora session started with an SLI_OPEN verb that specified anlua_session_type of LUA_SESSION_TYPE_DEDICATED, SLI received anUNBIND type X'01'. The session is suspended until BIND, optional STSNand SDT commands are received. Any user extension routines that were
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supplied by the original SLI_OPEN verb are called again; these routinesmust be reentrant. After the SLI processes the SDT command, the SLIsession resumes.
 LUA_SLI_LOGIC_ERRORThe SLI detected an internal logic error.
 LUA_TERMINATED
 A verb that was pending when an SLI_CLOSE or RUI_TERM verb wasissued has been canceled.
 LUA_NO_RUI_SESSIONAn RUI verb was issued for a session that has not been initialized (withRUI_INIT) or a verb other than RUI_TERM was issued while anRUI_INIT verb for the session was in progress.
 This return code can occur when a session outage occurs while no activeRUI verbs are outstanding. The next verb issued gets this return code. Theapplication program handles this return code as it would aSESSION_FAILURE.
 LUA_DUPLICATE_RUI_INITThe application program issued an RUI_INIT verb for a session that isalready initialized or has an RUI_INIT verb in progress.
 LUA_INVALID_PROCESSAn RUI verb was issued for a session that is already owned by anotherprocess.
 LUA_API_MODE_CHANGEA non-SLI request was issued to the RUI on a session that was establishedby the SLI.
 LUA_COMMAND_COUNT_ERRORThe maximum number of issued RUI_READ or RUI_WRITE verbs wasexceeded, or an RUI_BID or RUI_TERM verb was issued while apreviously issued RUI_BID or RUI_TERM verb was still in progress.
 LUA_NO_READ_TO_PURGEAn RUI_PURGE verb was issued when no RUI_READ verb wasoutstanding. Two possible causes follow:v The address contained in the lua_data_ptr parameter does not point to
 the outstanding RUI_READ verb to be purged.v The RUI_READ verb completed while the RUI_PURGE verb was being
 processed. This is not an error condition. Code the application programto handle this situation.
 LUA_MULTPLE_WRITE_FLOWSMore than one flow flag was turned on in the FLAG1 issued to anRUI_WRITE verb.
 LUA_DUPLICATE_READ_FLOWThe application program issued an RUI_READ for a flow that already hasan RUI_READ pending.
 LUA_DUPLICATE_WRITE_FLOWThe RUI_WRITE verb that was issued contained a FLAG1 flow flag thatshowed a session flow for a previous RUI_WRITE verb that had notcompleted.
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LUA_LINK_NOT_STARTEDLUA could not start the data link during session initialization.
 LUA_INVALID_ADAPTERThe DLC adapter configuration is incorrect or the configuration file hasbeen damaged.
 LUA_ENCR_DECR_LOAD_ERRORAn unexpected error was received while attempting to load theuser-provided encryption or decryption dynamic link library.
 LUA_ENCR_DECR_PROC_ERRORAn unexpected error was received while attempting to get the procedureaddress within the user-provided encryption or decryption dynamic linklibrary.
 LUA_LINK_NOT_STARTED_RETRYAn RUI_INIT or SLI_OPEN verb failed because the link could not beactivated. This return code implies that something is wrong at the partnerlocation or with the connection between the two machines.
 LUA_NEG_NOTIFY_RSPAn RUI_INIT was issued that caused a notify request to be sent to theSSCP to indicate the SLU can now be part of a session. The SSCPresponded negatively to this notify request. The intended half-sessioncomponent understood the supported request, but did not process it.
 LUA_RUI_LOGIC_ERRORAn RUI internal logic error occurred.
 LUA_LU_INOPERATIVEA severe error occurred while the SLI was attempting to stop the session.This LU is unavailable for any LUA requests until an ACTLU is receivedfrom the host.
 LUA_RESOURCE_NOT_AVAILABLEThe LU, PU, link station, or link specified in an RU is not available. TheSLI_OPEN verb cannot can be posted with this return code unless theSLI_OPEN retry option is used. With lua_wait set to a nonzero value, theINITSELF or LOGON message is retried until the host procedure isavailable or the application issues an SLI_CLOSE verb.
 LUA_SESSION_LIMIT_EXCEEDEDThe requested session cannot be activated because one of the networkaddressable units (NAUs) is at its session limit, such as the LU-LU sessionlimit or the LU mode session limit. This sense code applies to theACTCDRM, the INIT, the BID, and the CINIT requests.
 The SLI_OPEN verb can be posted with this return code unless theSLI_OPEN verb retry option is used. With lua_wait set to a nonzero value,the INITSELF or LOGON message is retried until the host procedure isavailable or the application issues an SLI_CLOSE verb.
 LUA_SLU_SESSION_LIMIT_EXCEEDEDIf accepted, the request would cause the SLU session limit to be exceeded.
 LUA_MODE_INCONSISTENCYThe present status does not permit the function to be performed. Theintended half-session component understood the supported request, butdid not process it. This code can also appear as a sense code in an EXR.
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LUA_INSUFFICIENT_RESOURCESDue to a temporary lack of resources, the receiver cannot act on therequest. The intended half-session component understood the supportedrequest, but did not process it.
 LUA_RECEIVER_IN_TRANSMIT_MODEA race condition exists. A normal-flow request was received while thehalf-duplex contention state was not-receive, or while resources (such asbuffers) necessary for handling normal-flow data were unavailable.
 This code can also appear as a sense code in an exception request.
 LUA_LU_COMPONENT_DISCONNECTEDAn LU component is not available because of power-off or some otherdisconnecting condition.
 LUA_NEGOTIABLE_BIND_ERRORA negotiable BIND was received. The SLI does not allow a negotiableBIND unless there is a user-supplied SLI_BIND routine provided throughthe SLI_OPEN verb.
 LUA_BIND_FM_PROFILE_ERRORAn unsupported FM profile was detected on the BIND. The SLI supportsFM profiles 3 and 4 only.
 LUA_BIND_TS_PROFILE_ERRORAn unsupported TS profile was detected on the BIND. The SLI supportsTS profiles 3 and 4 only.
 LUA_BIND_LU_TYPE_ERRORAn unsupported LU type was detected. LUA supports LU 0, LU 1, LU 2and LU 3 only.
 LUA_SSCP_LU_SESSION_NOT_ACTIVEThe SSCP-LU session required for processing a request is not active. Forexample, in processing an INITSELF request, the SSCP did not have anactive session with the target LU named in the INITSELF.
 Bytes 2 and 3 contain sense—code—specific information. The followingsettings are allowed:
 0000 No specific code applies.
 0001 The SSCP-SLU session is being reactivated.
 0002 The SSCP-PLU session is inactive. The SLI_OPEN verb can beposted with this return code unless the SLI_OPEN retry option isused. With lua_wait set to a nonzero value, the INITSELF orLOGON message is retried until the host procedure is available orthe application issues an SLI_CLOSE verb.
 0003 The SSCP-SLU session is inactive.
 0004 The SSCP-SLU session is being reactivated.
 LUA_REC_CORR_TABLE_FULLThe session receive correlation table for the flow requested reached itscapacity.
 LUA_SEND_CORR_TABLE_FULLThe send correlation table for the flow requested reached its capacity.
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LUA_SESSION_SERVICES_PATH_ERRORA session services request cannot be rerouted along a path of SSCP-SSCPsessions. This capability is required, for example, to set up a cross-networkLU-LU session.
 Bytes 2 and 3 contain sense—code—specific information. The followingsettings are allowed:
 0000 No specific code applies. The SLI_OPEN cannot be posted withthis return code unless the SLI_OPEN retry option is used. Withlua_wait set to a nonzero value, the INITSELF or LOGON messageis retried until the host procedure is available or the applicationissues an SLI_CLOSE.
 0001 An SSCP tried unsuccessfully to reroute a session services requestto its destination through one or more adjacent SSCPs. This valueis sent by a gateway SSCP when it has exhausted trial-and-errorrerouting.
 SSCP rerouting failed completely. An SSCP tried unsuccessfully toa particular SSCP. For example, this code is associated with specificSSCPs when information about a rerouting failure is displayed inthe node that was trying to reroute.
 0002
 An SSCP is unable to reroute a session services request because anecessary routing table is not available; that is, no adjacent SSCPtable corresponds to the rerouting key in the resource identifiercontrol vector.
 0003
 This SSCP has no predefinition for an LU, but an adjacent SSCPdoes not support dynamic definition in partner SSCPs. As a result,this SSCP cannot both dynamically define the LU and reroute tothat adjacent SSCP.
 0005
 Retired
 0006
 Retired
 0008
 The adjacent SSCP does not support the requested CDINITfunction (for example, notification of resource availability or XRF).
 000A
 An SSCP is unable to reroute a session services request because therequest was routed through the same SSCP twice.
 000B
 The DLU specified in the CDINIT is unknown to the receivingSSCP, and the receiving SSCP cannot reroute the CDINIT.
 LUA_RU_LENGTH_ERRORThe requested RU was too long or too short. The RU was delivered to theintended half-session component, but it could not be interpreted orprocessed. This condition represents a mismatch of half-session capabilities.
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This code can also appear as a sense code in an EXR.
 LUA_FUNCTION_NOT_SUPPORTEDThe function that was requested is not supported by LUA. The functionmay have been specified by a formatted request code, a parameter in anRU, or a control character.
 Bytes 2 and 3 that follow the sense code are not used for user-defined data.These bytes contain sense-code-specific information. The following settingis allowed:
 0000 The requested function is not supported by LUA.
 The RU was delivered to the intended half-session component, but it couldnot be interpreted or processed. This condition represents a mismatch ofhalf-session capabilities.
 LUA_HDX_BRACKET_STATE_ERRORA protocol machine determined that the current request could not be sentunder the existing state error.
 LUA_RESPONSE_ALREADY_SENTA protocol machine determined that the current request could not be sentbecause a response for the chain had already been sent.
 LUA_EXR_SENSE_INCORRECTThe application issued a negative response for a previously receivedexception request. The sense code in the response was not acceptable.
 If the sense code in the exception request is X’0813000’, the sense code inthe negative response can be either X’08130000’ or X’08140000’. In all othercases, the sense code in the negative response must be the same as thesense code in the exception request.
 LUA_RESPONSE_OUT_OF_ORDERA protocol machine determined that the current response was not issued tothe oldest request.
 LUA_CHASE_RESPONSE_REQUIREDA protocol machine determined that the current request is being attemptedwith an older CHASE request outstanding.
 LUA_CATEGORY_NOT_SUPPORTEDA DFC, SC, NC, or FMD request was received by a half-session notsupporting any requests in that category, a network services (NS) requestbyte 0 was not set to a defined value, or byte 1 was not set to an NScategory by the receiver.
 LUA_CHAINING_ERRORAn error occurred in the sequence of the chain indicator settings, such asfirst, middle, first. A request header or a request unit that is not allowedfor the receiver’s current session control or data flow control state wasdetected. This error prevents delivery of the request to the intendedhalf-session component.
 LUA_BRACKETThe sender did not enforce bracket rules for the session. A request headeror request unit that is not allowed for the receiver’s current session controlor data flow control state was detected. This error prevents delivery of therequest to the intended half-session component.
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LUA_DIRECTIONA normal-flow request was received while the half-duplex flip-flop statewas NOT_RECEIVE. A request header or request unit that is not allowedfor the receiver’s current session control or data flow control state wasdetected. This error prevents delivery of the request to the intendedhalf-session component.
 LUA_DATA_TRAFFIC_RESETAn FMD or normal-flow DFC request was received by a half-sessionwhose session activation state was active, but whose data traffic state wasnot active. A request header or a request unit that is not allowed for thereceiver’s current session control or data flow control state was detected.This error prevents delivery of the request to the intended half-sessioncomponent.
 LUA_DATA_TRAFFIC_QUIESCEDAn FMD or a DFC request, received from a half-session that sent a QCcommand or a SHUTC command, has not responded to a RELQ command.A response header or request unit that is not allowed for the receiver’scurrent session control or data flow control state was detected. This errorprevents delivery of the request to the intended half-session component.
 LUA_DATA_TRAFFIC_NOT_RESETA session control request was received while the data traffic state was notreset. A request header or request unit that is not allowed for the receiver’scurrent session control or data flow control state was detected. This errorprevents delivery of the request to the intended half-session component.
 LUA_NO_BEGIN_BRACKETA BID or an FMD request that specified BBI=BB was received after thereceiver had previously sent a positive response to a BIS command. Arequest header or request unit that is not allowed for the receiver’s currentsession control or data flow control state was detected. This error preventsdelivery of the request to the intended half-session component.
 LUA_SC_PROTOCOL_VIOLATIONAn SC protocol was violated. A request allowed only after a successfulexchange of an SC request and its associated positive response wasreceived before a successful exchange occurred. Byte 4 of the sense datacontains the request code. There is no user data associated with this sensecode. A request header or request unit that is not allowed for the receiver’scurrent session control or data flow control state was detected. This errorprevents delivery of the request to the intended half-session component.
 LUA_IMMEDIATE_REQ_MODE_ERRORThe immediate request mode protocol was violated by the request. An RHor RU that is not allowed for the receiver’s current session control or dataflow control state was detected. This error prevents delivery of the requestto the intended half-session component.
 LUA_QUEUED_RESPONSE_ERRORThe Queued Response protocol was violated by a request; for example,QRI=¬ QR when an outstanding request has QRI=QR. An RH or an RUthat is not allowed for the receiver’s current session control or data flowcontrol state was detected. This error prevents delivery of the request tothe intended half-session component.
 LUA_ERP_SYNC_EVENT_ERRORThe ERP synchronous event protocol was violated. An RH or an RU that is
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not allowed for the receiver’s current session control or data flow controlstate was detected. This error prevents delivery of the request to theintended half-session component.
 LUA_RSP_BEFORE_SENDING_REQAn attempt was made in half-duplex (flip-flop or contention) send/receivemode to send a normal-flow request when a response to a previouslyreceived request has not yet been sent. An RH or an RU that is not allowedfor the receiver’s current session control or data flow control state wasdetected. This error prevents delivery of the request to the intendedhalf-session component.
 LUA_RSP_CORRELATION_ERRORA response was received that cannot be correlated with a previously sentrequest, or a response was sent that cannot be correlated with a previouslyreceived request.
 LUA_RSP_PROTOCOL_ERRORA response was received from the primary half-session that violated theresponse protocol, such as:v A positive response (+RSP) was received for an RQE chain.v Two responses were received for one chain.
 LUA_INVALID_SC_OR_NC_RHThe RH of a session control (SC) or network control (NC) request was notvalid. For example, an SC RH with the pacing request indicator set to 1 isnot valid. The value of a parameter or combination of parameters in theRH violates the architectural rules or previously selected LOGON options.These errors prevent delivery of the request to the intended half-sessioncomponent and are independent of the current states of the session. Theseerrors might result from the sender’s failure to enforce session RU.
 LUA_BB_NOT_ALLOWEDThe begin bracket indicator (BB) was specified incorrectly; for example,BBI=BB with BCI=¬BC. The value of a parameter or combination ofparameters in the RH violates the architectural rules or previously selectedLOGON options. These errors prevent delivery of the request to theintended half-session component and are independent of the current statesof the session. These errors might result from the failure of the sender toenforce session rules.
 LUA_EB_NOT_ALLOWEDThe end bracket indicator (EB) was specified incorrectly; for example, byEBI=EB with BCI=¬BC, or by the primary half-session when only thesecondary can send an EB, or by the secondary half-session when only theprimary can send an EB. The value of a parameter or combination ofparameters in the RH violates the architectural rules or previously selectedLOGON options. These errors prevent delivery of the request to theintended half-session component and are independent of the current statesof the session. These errors might result from the failure of the sender toenforce session rules.
 LUA_EXCEPTION_RSP_NOT_ALLOWEDAn exception response was requested when it was not permitted. Thevalue of a parameter or combination of parameters in the RH violates thearchitectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
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LUA_DEFINITE_RSP_NOT_ALLOWEDA definite response was requested when it was not permitted. The value ofa parameter or combination of parameters in the RH violates thearchitectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
 LUA_PACING_NOT_SUPPORTEDThe pacing indicator was set on a request, but the receiving half-session orthe boundary function half-session does not support pacing for thissession. The value of a parameter or combination of parameters in the RHviolates the architectural rules or previously selected LOGON options.These errors prevent delivery of the request to the intended half-sessioncomponent and are independent of the current states of the session. Theseerrors might result from the failure of the sender to enforce session rules.
 LUA_CD_NOT_ALLOWEDThe change-direction indicator (CD) was specified incorrectly; for example,CDI=CD with ECI=¬EC or CDI=CD with EBI=EB. The value of aparameter or combination of parameters in the RH violates thearchitectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
 LUA_NO_RESPONSE_NOT_ALLOWEDNo-response was specified on a request when it was not permitted.No-response is used only on EXR. The value of a parameter orcombination of parameters in the RH violates the architectural rules orpreviously selected LOGON options. These errors prevent delivery of therequest to the intended half-session component and are independent of thecurrent states of the session. These errors might result from the failure ofthe sender to enforce session rules.
 LUA_CHAINING_NOT_SUPPORTEDThe chaining indicators (BCI and ECI) were specified incorrectly; forexample, chaining bits other than BCI=BC and ECI=EC were indicated, butmultiple-request chains are not supported for the session or for thecategory specified in the request header. The value of a parameter orcombination of parameters in the RH violates the architectural rules orpreviously selected LOGON options. These errors prevent the delivery ofthe request to the intended half-session component and are independent ofthe current states of the session. These errors might result from the failureof the sender to enforce session rules.
 LUA_BRACKETS_NOT_SUPPORTEDThe bracket indicators (BBI and EBI) were specified incorrectly; forexample, a bracket indicator was set (BBI=BB or EBI=EB), but brackets arenot used for the session. The value of a parameter or combination ofparameters in the RH violates the architectural rules or previously selectedLOGON options. These errors prevent delivery of the request to theintended half-session component and are independent of the current statesof the session. These errors might result from the failure of the sender toenforce session rules.
 LUA_CD_NOT_SUPPORTEDThe change-direction indicator was set, but is not supported. The value ofa parameter or combination of parameters in the RH violates the
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architectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
 LUA_INCORRECT_USE_OF_FIThe format indicator (FI) was specified incorrectly; for example, the FI wasset with BCI=¬BC or the FI was not set on a DFC request. The value of aparameter or combination of parameters in the RH violates thearchitectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
 LUA_ALTERNATE_CODE_NOT_SUPPORTEDThe code selection indicator (CSI) was set when it was not supported forthe session. The value of a parameter or combination of parameters in theRH violates the architectural rules or previously selected LOGON options.These errors prevent delivery of the request to the intended half-sessioncomponent and are independent of the current states of the session. Theseerrors might result from the failure of the sender to enforce session rules.
 LUA_INCORRECT_RU_CATEGORYThe RU category indicator was specified incorrectly; for example, anexpedited-flow request or a response was specified with the RU categoryindicator = FMD. The value of a parameter or combination of parametersin the RH violates the architectural rules or previously selected LOGONoptions. These errors prevent delivery of the request to the intendedhalf-session component and are independent of the current states of thesession. These errors might result from the failure of the sender to enforcesession rules.
 LUA_INCORRECT_REQUEST_CODEThe request code on a response does not match the request code on itscorresponding request. The value of a parameter or combination ofparameters in the RH violates the architectural rules or previously selectedLOGON options. These errors prevent delivery of the request to theintended half-session component and are independent of the current statesof the session. These errors might result from the failure of the sender toenforce session rules.
 LUA_INCORRECT_SPEC_OF_SDI_RTIThe sense-data-included indicator (SDI) and the response-type indicator(RTI) were not specified correctly on a response. The proper value pairs are(SDI=SD, RTI=negative) and (SDI=¬SD, RTI=positive). The value of aparameter or combination of parameters in the RH violates thearchitectural rules or previously selected LOGON options. These errorsprevent delivery of the request to the intended half-session component andare independent of the current states of the session. These errors mightresult from the failure of the sender to enforce session rules.
 LUA_INCORRECT_DR1I_DR2I_ERIThe definite response 1 indicator (DR1I), the definite response 2 indicator(DR2I), and the exception response indicator (ERI) were specifiedincorrectly. For example, a CANCEL request was not specified withDR1I=DR1, DR2I=¬DR2, and ERI=¬ER. The value of a parameter orcombination of parameters in the RH violates the architectural rules orpreviously selected LOGON options. These errors prevent delivery of the
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request to the intended half-session component and are independent of thecurrent states of the session. These errors might result from the failure ofthe sender to enforce session rules.
 LUA_INCORRECT_USE_OF_QRIThe queued response indicator (QRI) was specified incorrectly; forexample, QRI=QR on an expedited-flow request. The value of a parameteror combination of parameters in the RH violates the architectural rules orpreviously selected LOGON options. These errors prevent delivery of therequest to the intended half-session component and are independent of thecurrent states of the session. These errors might result from the failure ofthe sender to enforce session rules.
 LUA_INCORRECT_USE_OF_EDIThe enciphered data indicator (EDI) was specified incorrectly; for exampleEDI=ED on a DFC request. The value of a parameter or combination ofparameters in the RH violates the architectural rules or previously selectedLOGON options. These errors prevent delivery of the request to theintended half-session component and are independent of the current statesof the session. These errors might result from the failure of the sender toenforce session rules.
 LUA_INCORRECT_USE_OF_PDIThe padded data indicator (PDI) was specified incorrectly, such as PDI=PDon a DFC request. The value of a parameter or combination of parametersin the RH violates the architectural rules or previously selected LOGONoptions. These errors prevent delivery of the request to the intendedhalf-session component and are independent of the current states of thesession. These errors might result from the failure of the sender to enforcesession rules.
 LUA_NAU_INOPERATIVEThe NAU is unable to process requests or responses. For example, theNAU was disrupted by an abnormal end. The request could not bedelivered to the intended receiver, because of a path outage, an incorrectsequence of activation requests, or one of the listed path information unit(PIU) errors. A path error that is received while the session is activegenerally indicates that the path to the session partner is lost.
 LUA_NO_SESSIONNo half-session is active in the receiving end node for the indicatedorigin-destination pair or no boundary function half-session component isactive for the origin-destination pair in a node that provides the boundaryfunction. A session activation request is needed. The request could not bedelivered to the intended receiver because of a path outage or an incorrectsequence of activation requests. A path error that is received while thesession is active generally indicates that the path to the session partner islost.
 LUA_BRACKET_RACE_ERRORA loss of contention within the bracket protocol occurred. When bracketinitiation or bracket termination by both NAUs occurs, contention is lost.The intended half-session component understood the supported request,but did not process it.
 LUA_BB_REJECT_NO_RTRA BID or a begin-bracket indicator was received while the first speakerwas in the in-bracket state or while the first speaker was in thebetween-brackets state. The first speaker denied permission. No RTR
 340 Client/Server Communications Programming

Page 359
						

command will be sent. The intended half-session component understoodthe supported request, but did not process it.
 LUA_CRYPTOGRAPHY_INOPERATIVEThe receiver of a request was not able to decipher the request because of amalfunction in its cryptography facility. The intended half-sessioncomponent understood the supported request, but did not process it.
 LUA_SYNC_EVENT_RESPONSEA negative response to a synchronizing request was received. The intendedhalf-session component understood the supported request, but did notprocess it.
 LUA_RU_DATA_ERRORData in the request RU is not acceptable to the receiving FMDS component.For example, a character code is not in the set that is supported, aformatted data parameter is not acceptable to presentation services, or arequired name in the request has been omitted. The RU was delivered tothe intended half-session component, but it could not be interpreted orprocessed. This condition represents a mismatch of half-session capabilities.
 LUA_INCORRECT_SEQUENCE_NUMBERThe sequence number that was received on a normal-flow request was notgreater than the last sequence number. A sequence number error or an RHor RU that is not allowed for this receiver’s current session control or dataflow control state was detected. This error prevents the delivery of therequest to the intended half-session component.
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Appendix C. APPC Conversation State Transitions
 The following tables show the conversation states in which each APPC verb can beissued, and the state change that occurs on completion of the verb. In some cases,the state change depends on the primary_rc parameter returned to the verb; wherethis applies, the applicable primary_rc values are listed in the Return codescolumn.
 Where no return codes are shown, the state changes are the same for all returncodes (except as described in Notes 2 and 3 following the table).
 The possible conversation states are shown as column headings. Against each verb,the following information is given under each heading to indicate the results ofissuing the verb in this state:v X if the verb cannot be issued in this state.v S, SP, R, C, CS, CD, or P to indicate the state of the conversation after the verb
 has completed: Reset, Send, Send Pending, Receive, Confirm, Confirm Send,Confirm Deallocate, or Pending Post.
 v / if it is not applicable to consider the previous state. This applies to the[MC_]ALLOCATE and RECEIVE_ALLOCATE verbs; these verbs always start anew conversation as though they were in Reset state, with no effect on theconversation (if any) in which they were issued.
 v Blank if the return code shown cannot occur in this state.
 For information on full-duplex conversation state transitions, see Table 27 onpage 345.
 Table 26. APPC Half-Duplex Conversation State Transitions
 Verb Return Codes Reset(T)
 Send(S)
 SendPending(SP)
 Receive(R)
 Confirm(C)
 ConfirmSend(CS)
 ConfirmDeall(CD)
 Pend-Post(PS)
 [MC_]ALLOCATEAP_OK
 (other)ST
 / / / / / / /
 CANCEL_CONVERSATION X T T T T T T T
 [MC_]CONFIRMAP_OKAP_ERROR
 XSR
 SR
 X X X X X
 [MC_]CONFIRMED X X X X R S T X
 [MC_]DEALLOCATE (Abend)[MC_]DEALLOCATE (Other)
 AP_ERROR(other)
 X
 X
 T
 RT
 T
 RT
 T
 X
 T
 X
 T
 X
 T
 X
 T
 X
 [MC_]FLUSH X S S X X X X X
 [MC_]GET_ATTRIBUTES X S SP R C CS CD P
 GET_STATE X S SP R C CS CD P
 GET_TYPE X S SP R C CS CD P
 [MC_]PREPARE_TO_RECEIVE
 X R R X X X X X
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Table 26. APPC Half-Duplex Conversation State Transitions (continued)
 Verb Return Codes Reset(T)
 Send(S)
 SendPending(SP)
 Receive(R)
 Confirm(C)
 ConfirmSend(CS)
 ConfirmDeall(CD)
 Pend-Post(PS)
 RECEIVE_ALLOCATEAP_OK(other)
 RT / / / / / / /
 [MC_]RECEIVE_AND_POST(Note 4)
 X P P P X X X X
 [MC_]RECEIVE_AND_WAIT X Note 5 Note 5 Note 5 X X X X
 [MC_]RECEIVE_IMMEDIATE X X X Note 5 X X X X
 [MC_]REQUEST_TO_SEND X X X R C X X P
 [MC_]SEND_DATAAP_OKAP_ERROR
 XSR
 S X X X X X
 [MC_]SEND_ERRORAP_OKAP_ERROR
 XSR
 S S S S S S
 [MC_]TEST_RTS X S S R C C C P
 Notes:
 1. In the Return codes column of the table, the abbreviation AP_ERROR is usedfor the following return codes:
 AP_PROG_ERROR_TRUNCAP_PROG_ERROR_NO_TRUNCAP_PROG_ERROR_PURGINGAP_SVC_ERROR_TRUNCAP_SVC_ERROR_NO_TRUNCAP_SVC_ERROR_PURGING.
 2. The conversation will always enter Reset state if any of the following returncodes are received:
 AP_ALLOCATION_ERRORAP_COMM_SUBSYSTEM_ABENDEDAP_COMM_SUBSYSTEM_NOT_LOADEDAP_CONV_FAILURE_RETRYAP_CONV_FAILURE_NO_RETRYAP_DEALLOC_ABENDAP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMERAP_DEALLOC_NORMAL
 3. The following non-OK return codes do not cause any state change. Theconversation always remains in the state in which the verb was issued:
 AP_CONVERSATION_TYPE_MIXEDAP_PARAMETER_CHECKAP_STATE_CHECKAP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERRORAP_UNSUCCESSFUL
 4. After [MC_]RECEIVE_AND_POST has been issued and received the initialprimary_rc of AP_OK, the conversation changes to Pending Post state. Once
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the supplied callback routine has been called to indicate that the verb hascompleted, the new conversation state depends on the primary_rc andwhat_rcvd parameters as in Note 5.
 5. The state change after one of the RECEIVE verbs depends on both theprimary_rc and what_rcvd parameters.If the primary_rc parameter is AP_PROG_ERROR*, AP_SVC_ERROR*, or([MC_]RECEIVE_IMMEDIATE only) AP_UNSUCCESSFUL, the new state isRECEIVE.If the primary_rc parameter is AP_DEALLOC*, the new state is RESET.If the primary_rc parameter is AP_OK, the new state depends on the value ofthe what_rcvd parameter:
 Receive stateAP_DATA, AP_DATA_COMPLETE, AP_DATA_INCOMPLETE
 Send stateAP_SEND
 Send Pending stateAP_DATA_SEND, AP_DATA_COMPLETE_SEND
 Confirm stateAP_CONFIRM_WHAT_RECEIVED, AP_DATA_CONFIRM,AP_DATA_COMPLETE_CONFIRM
 Confirm Send stateAP_CONFIRM_SEND, AP_DATA_CONFIRM_SEND,AP_DATA_COMPLETE_CONFIRM_SEND
 Confirm Deallocate stateAP_CONFIRM_DEALLOCATE, AP_DATA_CONFIRM_DEALLOCATE,AP_DATA_COMPLETE_CONFIRM_DEALL
 For information on half-duplex conversation state transitions, see Table 26 onpage 343.
 Table 27. APPC Full-Duplex Conversation State Transitions
 Verb Return Codes Reset(T)
 Send Receive(SR)
 Send Only(S)
 Receive Only(R)
 [MC_]ALLOCATEAP_OK
 (other)SRT
 / / /
 CANCEL_CONVERSATION X T T T
 [MC_]DEALLOCATE (Abend)[MC_]DEALLOCATE (Flush)
 X
 X
 T
 R
 T
 T
 T
 X
 [MC_]FLUSH X SR S X
 [MC_]GET_ATTRIBUTES X SR S R
 GET_STATE X SR S R
 GET_TYPE X SR S R
 RECEIVE_ALLOCATEAP_OK
 (other)SRT
 / / /
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Table 27. APPC Full-Duplex Conversation State Transitions (continued)
 Verb Return Codes Reset(T)
 Send Receive(SR)
 Send Only(S)
 Receive Only(R)
 [MC_]RECEIVE_ANDWAIT
 AP_OKAP_ERRORAP_DEALLOC_NORMAL
 XXX
 SRSRS
 XXX
 RRT
 RECEIVE_EXPEDITED_DATA X SR S R
 [MC_]RECEIVE_ IMMEDIATEAP_OKAP_ERRORAP_DEALLOC_NORMAL
 XXX
 SRSRS
 XXX
 RRT
 [MC_]SEND_DATAAP_OKAP_ERROR_INDICATION
 XX
 SRSR
 ST
 XX
 [MC_]SEND_ERRORAP_OKAP_ERROR_INDICATION
 XX
 SRSR
 ST
 XX
 Notes:
 1. In the Return codes column of the table, the abbreviation AP_ERROR is usedfor the following return codes:
 AP_PROG_ERROR_TRUNCAP_PROG_ERROR_NO_TRUNCAP_SVC_ERROR_TRUNCAP_SVC_ERROR_NO_TRUNC
 2. The conversation will always enter Reset state if any of the following returncodes are received:
 AP_ALLOCATION_ERRORAP_COMM_SUBSYSTEM_ABENDEDAP_COMM_SUBSYSTEM_NOT_LOADEDAP_CONV_FAILURE_RETRYAP_CONV_FAILURE_NO_RETRYAP_DEALLOC_ABENDAP_DEALLOC_ABEND_PROGAP_DEALLOC_ABEND_SVCAP_DEALLOC_ABEND_TIMER
 3. The following non-OK return codes do not cause any state change. Theconversation always remains in the state in which the verb was issued:
 AP_CONVERSATION_TYPE_MIXEDAP_PARAMETER_CHECKAP_STATE_CHECKAP_TP_BUSYAP_UNEXPECTED_SYSTEM_ERRORAP_UNSUCCESSFUL
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Appendix D. Communications Server Service LocationProtocol
 Discovery and Load Balancing APIsAn IBM Communications Server for Windows NT and Windows 2000 applicationprogram developer can locate services and load balance among those servicesusing the TCP/IP protocol. There are three basic methods that an applicationprogram can take advantage of this new function:
 Method 1:Communications Server SNA APIs (LUx (RUI/SLI), APPC, CPIC). Usingthe APIs will get the support basically for free if an existing application isalready written to a SNA API. With this method, no new code must bewritten to take advantage of the location/load balancing functions. Theonly constraint with this method is that API code expects the client’sconfiguration data to reside in an INI file, or LDAP CommunicationsServer for Windows NT and Windows 2000.
 Method 2:Service Location Protocol (SLP) User Agent (UA) API. An SLP UA DLL ispackaged with the product which provides support for CommunicationsServer service location and load-balancing over TCP/IP connections. Thismethod provides the greatest flexibility for the application developer interms of how to do the service location/load-balancing, where to obtainclient configuration, and how to present these functions to the end user.
 Method 3:Using a combination of UA (for location) and the QEL/MUCM_CSLIST_GETII primitive for load-balancing (for 3270 and LU6.2applications only). This method is a hybrid of the first two in that itreduces the amount of code needed to be written to only the locationfunction and gives maximum flexibility in terms of client configuration.
 IBM recommends using the API client for location and load-balancing. If theapplication developer is unable to do so or desires to support Telnet, method 2 isprovided. If support for QEL/MU is already provided then method 3 may be used.Since the first method is really nothing new from the application developer’sperspective, the following discussion applies to the last two methods.
 StructureThe UA API is a general-purpose C language API modeled after the one presentedin the ″An API for Service Location″ Internet draft (dated 3/25/97). The followingcharacteristics apply to the service registrations:v All registrations are made in US English.v The character set is US-ASCII.
 The API is packaged as the IBMSLP.DLL on the Windows 95, 98, NT, Me, 2000,and XP platforms. Header files are provided in this SDK that define relevantstructures, constants, and function prototypes. The DLL is installed when the APIclient is installed and can also be found on the product CD-ROM with the SLPSDK files at \CSNT\SDK\SLP\BINARY\IBMSLP.DLL.
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ScenariosIn each scenario, the application program using the user agent API is called theapp. References to the end user (person using the app) are shortened to user.
 Method 2: UA API to locate the least-loaded (or low-loaded)service.1. The application issues SL_Open to open a session with SLP.2. If a scope is not configured or is not otherwise made available to the app, the
 application issues an SL_GetAttrs API call for the desired service type with anattribute tag filter of ’SCOPE’ to obtain valid, reachable scopes. Supplying aservice name of one of the administrated CSNT 6.0 services on this API callwill ensure that you will be returned only scopes that apply to the suppliedservice type.
 3. The application then issues SL_GetService specifying the desired service, one ofthe obtained scope names, and the query string indicating which serviceattributes are required. For illustration purposes the service attributes specifiedin this example query would be LUPOOL, and LOAD. The Service reply willcontain either an indication the no matching services were located, or a list ofURLs that can provide the service, while satisfying the query stringrequirements.
 4. The application analyzes the returned list:5. If no URLs are returned, the application either modifies and reissues the
 original SL_GetService request illustrated in step 3 with a new LOAD criterionrange, or informs the end user that the service is not currently available.
 6. If a single URL is returned, the analysis is done.7. If a list of URLs is returned:
 v Option 1 - ″least load″ location
 a. The application issues SL_GetAttrs for each URL returned in the ServiceReply. It specifies the LOAD attribute in the select clause on each call.The LOAD value is returned in the Get Attributes reply.
 b. The application selects the URL with the lowest LOAD value.c. The application connects to the server represented by the selected URL
 and begins its SNA session.d. The application issues SL_Close to close the SLP session.
 v Option 2 - ″low load″ selection
 a. Randomly select a URL from the returned list.b. The application connects to the server represented by the selected URL
 and begins its SNA session.c. The application issues SL_Close to close the SLP session.
 Note that there are two options presented for load-balancing among a largenumber of servers. The key difference between the two options is this: option 1guarantees that the least-loaded server is selected, but it generates more LANtraffic than option 2. Option 2 guarantees only that a ″low-loaded″ server isselected, but there is less potential line traffic on the LAN during the selectionprocess than option 1.
 Retries: In many cases, connection retries by the application are necessary toeffect the maximum availability of resources for the user. One condition thatnecessitates a connection retry by the application is when the application attemptsto connect to a URL returned on SL_GetService and then establish an SNA sessionbut no LU is available. This condition is possible due to the loose coupling
 348 Client/Server Communications Programming

Page 367
						

between what services are registered via SLP and what services are actuallyavailable on the registering server. If the application fails to connect to a selectedservice, it should retry to another returned service (for example, the next,least-loaded server). If no more services are available, the application can eitherretry from the initial SL_GetService or report the condition to the end-user.
 URL Formats: The URLs advertised by the Communications Servers consist oftwo parts: the dotted-decimal IP address and a port number.
 A URL is an ASCII string with the following format:<IP address>:<port number>
 The IP address is the default IP address for the server. The port number dependson the service type being advertised:
 Table 28. Service Type/Port Information
 Service type Port
 commserver well-known CommExec listening
 port 1366
 cs3270 well-known CommExec listening
 port 1366
 csappc well-known CommExec listening
 port 1366
 tn3270 Telnet port as obtained from ETC/SERVICESfile on server or configured to the Telnetserver
 PortsCSNT 6.0 currently supports multiple ports. Support for secure encrypted Telnetsessions will also be provided, which will require a different port number than thedefault port number, for the secure session. The emulator should be able to use theport numbers that are returned from a SLP service discovery. More informationabout the service types can be found in the TEMPLATE.HTM file.
 Example 1: An application provides 3270 emulation over Telnet. It needs toconnect to any LU available in its configured LU Pool of ACCOUNTS, and it needsto connect through the lightest loaded server. No scopes are configured in thenetwork. The mainframe host supports dynamic device types so the applicationdoes not need to specify a device type.
 The application begins by issuing the following predicate for the SL_GetServicerequest to locate a server (in all examples ’\t’ is the TAB character):tn3270//LUPOOL==ACCOUNTS*/
 At this point, a list of three URLs (similar to these) is returned (the port number 23is the standard port for Telnet connection requests):service:tn3270://9.37.51.254:23service:tn3270://9.37.51.260:23
 service:tn3270://9.37.51.256:23
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Being designed to perform least-load location, the application issues a series ofSL_GetAttrs calls directed to each URL to obtain the load measurement of eachserver. It specifies a select clause similar to the one below to receive only loadinformation:URL = service:tn3270://9.37.51.254:23Attribute filter = LOAD
 v The attribute LOAD is returned along with its value ″5″
 v The application issues a second SL_GetAttrs for the second URL and its load isreturned, ″2″
 v And finally the third server, which returns a load of ″10″
 Since the load for the second server is lower, the application selects 9.37.52.260:23as its connection target. The application tries to connect through 9.37.51.260, butthe connection fails since no LUs are available. It then tries to connect through9.37.51.254 (the next least-loaded server) and this time, it succeeds.
 Example 2: Another application provides TN3270 emulation. It needs to locate alightly-loaded server providing this service. The client’s configuration is obtainedfrom either an INI file or NDS: it’s scope is ENGINEERING, and it needs to findan LU type 2 model 2 from the LU Pool SMITH_1.
 The application begins by issuing an SL_GetAttrs call with the service type ofTN3270: and an attribute tag filter of ’SCOPE’. This returns a list of scope valuesthat the servers supporting TN3270 have been administrated for. For illustrativepurposes, assume that the scope value of ’ENGINEERING’ is returned on theSL_GetAttrs call. Next the application builds the following predicate for theSL_GetService request to locate a server within this scope, that satisfies its initialLU device type, and load requirements (in all examples ’\t’ is the TAB character):tn3270/ENGINEERING/LUPOOL==SMITH_1\t3270002,LOAD <= 10/
 The application is designed to locate in load increments of 10, so if the initialSL_GetService request returns an empty list, the application re-issues theSL_GetService specifying the service again plus the new load attribute.tn3270/ENGINEERING/LUPOOL==SMITH_1\t3270002,LOAD <= 20/
 At this point, a list of two URLs (similar to these) is returned (the port number 23is the standard port for Telnet connection requests) :service:tn3270://9.37.51.254:23service:tn3270://9.37.51.260:23
 The application does not care that the absolute least-loaded server be selected aslong as its load is below 20%. Therefore, it selects one of the two returned URLs atrandom:URL = service:tn3270://9.37.51.260:23
 The application selects 9.37.52.260:23 as its connection target, and the connection issuccessful.
 Method 3: UA for service location and CM_CSLIST_GETII forload-balancingThe CM_CSLIST_GETII primitive is provided for QEL/MU emulators. Theprimitive is extended to allow multiple filters to be supplied by the application.The header file cmi.h contains structures and definitions for this method and isincluded in this SDK. To use this method, the following procedure applies:1. The application issues SL_Open to open a session with SLP.
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2. If a scope is not configured or is not otherwise made available to the app, theapplication issues an SL_GetAttrs API call for the ’cs3270’ service type with anattribute tag filter of ’SCOPE’ to obtain valid, reachable scopes. This APIreturns a list of scopes that correspond to service URLs of the CommunicationsServers that can respond to the IP-version CM_CSLIST_GETII primitive.
 3. The application issues SL_GetService specifying the ’cs3270’ service only, and avalid scope. The Service reply contains a list of URLs of servers to which theapplication can connect that can handle the CM_CSLIST_GETII primitive.
 4. The application connects to the server represented by any selected URL in thelist.
 5. The application issues SL_Close to close the SLP session.6. The application builds a CM_CSLIST_GETII primitive to retrieve a
 load-balanced list of servers. In it, the AgentType field is set to the desiredservice, and the filter specification contains the scope and the LU Pool name (ifapplicable).
 7. A CM_CSLIST_GETII_ACK is returned containing a list of server TCP/IPaddresses in load-balanced order (least-loaded to highest).
 8. The application selects the first server in the list and connects to it.9. The application tries to establish a SNA session with the server. If unsuccessful,
 it repeats the previous step with the next server in the returned list (and so on)until it succeeds or the list is exhausted.
 Table 29. CM_CSLIST_GETII Primitive
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 PrimType x00 4 long int CM_CSLIST_GETII as in cmi.h.
 UserParm x04 4 long int Any value you want returned inthe reply.
 Reserved x08 4 long int zero
 ServiceType x0c 4 long int 0x12B (for load balancingsupport)
 ProdVersion x10 4 long int -1 (indicates ″don’t care″)
 NWVersion x14 4 long int -1 (indicates ″don’t care″)
 Flags x18 4 long int See table ″Flags values.″
 AgentType x0c 4 long int See table ″AgentType values.″
 FilterList x1c * FilterList_t See table ″FilterList_t″ (valuedepends on setting of ″Flags″).
 Table 30. CM_CSLIST_GETII Primitive
 Constant Value Meaning
 zero 0 Need an unordered list. Nofilters are specified.(Provided for backwardscompatibility.)
 CMCsListFlags_LBPool 1 Need load-balanced listspecifying a load-balancedpool name. (Value providedfor backwards compatibility.)
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Table 30. CM_CSLIST_GETII Primitive (continued)
 Constant Value Meaning
 CMCsListFlags_LBAgent 2 Need load-balanced list.AgentType is used forload-balancing.
 CMCsListFlags_LBFilter 3 Need load-balanced list. Avariable-length list of filtersfollows.
 Table 31. Flags values (from cmi.h)
 Constant Value Meaning
 CSA_3270 0x126 Need an SNA Gateway agentfor LU Types1/2/3
 CSA_SAA 0x12B Need an SNA Gateway agentfor LU Type 6.2
 Table 32. AgentType values (from csobjtyp.h)
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 FilterNameLen x00 4 long int Length of followingload-balancing group (Pool)name.
 FilterName x04 * ASCII Load-balancing group (Pool)name.
 Table 33. FilterList_t (if Flags = CMCsListFlag_LBPool)
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 FilterCount x00 4 long int Number of filter list namestructures that follow (0, if Flags= zero).
 FilterList x04 * Filter_t A list of filter list name structures.Each structure has variablelength.
 Table 34. FilterList_t (if Flags = zero | Flags = CMCsListFlag_LBFilters)
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 FilterLength x00 4 long int Length of structure (plus thislength field).
 FilterType x04 4 long int See table ″FilterType values.″
 FilterName x08 * ASCII The filter name value.
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Table 35. Filter_t
 Constant Meaning
 CMCsListFilter_LBPool A Load-balancing Pool name. Only one poolmay be specified per list. This filter is validonly for AgentType CSA_3270.
 CMCsListFilter_Scope An SLP Scope name. Only one scope may bespecified. If no scope is specified, then allunscoped services are assumed.
 Table 36. FilterType values (from cmi.h)
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 PrimType x00 4 long int CM_CSLIST_GETII_ACK as in cmi.h.
 UserParm x04 4 long int As passed in on CM_CSLIST_GETII.
 Reserved x08 4 long int zero
 ServiceType x0c 4 long int As passed in on CM_CSLIST_GETII.
 Flags x10 4 long int As passed in on CM_CSLIST_GETII.
 ServiceCount x14 4 long int Number of following server entries.
 Table 37. CM_CSLIST_GETII_ACK Primitive
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 ProdVersion x00 4 long int Version of product.
 Platform x04 4 long int CMCsListPlatform_IWSAA
 CSNameLen x08 4 long int Length of following server name.
 CSName * * long int Name of server (null-terminated).
 CSAddrLen * 4 long int Length of following IP address.
 CSAddress * * ASCII The IP address of the server in theform: dotted-decimal-IP-address:port.
 NameLen * 4 long int Length of following agent name.
 AgentName * * * Name of agent on server(null-terminated).
 Table 38. Server Information structure in CM_CSLIST_GETII_ACK Primitive
 Field name
 Fieldoffset(hex)
 Fieldlength(dec) Type Content and Use
 PrimType x00 4 long int CM_CSLIST_GETII_ERR as in cmi.h.
 UserParm x04 4 long int As passed in on CM_CSLIST_GETII.
 Reserved x08 4 long int zero
 Errno x0c 4 long int Error number
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Configuration Considerations
 Scope: There are two choices for how to obtain the scope value for client requestsfor services.
 DiscoveryThe scope value can be discovered using the SL_GetAttrs API (by issuing anunscoped attribute request for a service type with an attribute filter of ″SCOPE″).This API returns a list of scopes for services currently active in the network. Thelist can be displayed for user selection.
 ConfigurationThe scope value can be obtained by configuration on the client.
 DA-Discovery TimeoutThe DA-Discovery timeout value, a parameter on the SLP_Open API, is used tocontrol how long the SLP API must wait to discover Directory Agents (DAs) in thenetwork. The discovery request is a multicast, and the amount of time required togather all DA responses might vary depending on many factors. If there are noDAs in the network, this timeout value can be set to zero to indicate that no DAdiscovery is to be done. The timeout is expressed in milliseconds.
 SA Multicast TimeoutThe SA Multicast timeout value. A parameter on the SL_Open API is used tocontrol how long the SLP API must wait to discover services, attributes, or servicetypes in a network without at least one DA that supports the scope of the request.In this situation, these requests are multicast and the SLP API waits the timeoutvalue to gather the multiple responses that are returned. The timeout is expressedin milliseconds.
 Administrator Help information
 ScopeScope is a parameter used to control and manage access by clients to servers in anetwork. It is the same as the Service Location Protocol scope. The control scopeprovides is necessary for two reasons:v As your network, the number of clients, and the number of servers grow, it
 becomes necessary to partition access to those servers by the growing number ofclients in order to reduce overall traffic on the network.
 v It allows administrators to organize users and servers in to administrativegroups
 The meaning of the values of scope are defined by the administrator of thenetwork. These values can represent any entity. Commonly, they fall along eitherdepartmental, geographical, or organizational lines.
 How Is Scope Used?Each CSNT 6.0 server is assigned to a scope or scopes through their respectiveconfiguration tools. Clients using these servers must be configured to connect toservers within a single specific scope or unscoped servers. Different scopes can beassigned for the configurable services: 3270 and APPC.
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How Does Scope Relate to SLP?CSNT 6.0 scope relates directly to SLP scope. Therefore, SLP Service Agents andDirectory Agents need to reside in the network that support these configuredscopes. If you plan to allow clients to locate services based on scopes, keep inmind how scope relates to the network as a whole. If there are unscoped servicesin a network where scopes are also used, then these services are eligible to satisfyany scoped requests, which can potentially put a burden on those service agentsand directory agents that support the unscoped services. For this reason, werecommend that every reachable server either have scope configured, or no serverhas scope configured. If directory agents are to be used in the site network (forupward scaling), then they should be configured to handle the same scopes as areconfigured for the servers. In addition, if unscoped services are to be used innetworks with directory agents, at least one unscoped directory agent should beset up.
 Note: If the SNA API Client is configured to connect to unscoped servers, onlyunscoped servers will reply.
 Load Balancing Weight FactorThe load balancing weight factor gives the administrator the ability to modify orweight the load balancing measurement for each communications server. The factorcan be different for each server. A load measurement is an integral numberbetween 0 and 100 and is meant to approximate the percentage load on the server(100 being the highest). The weight factor gives the administrator an element inthis calculation.
 The reason this factor is useful is that in some cases there are other factors thatmight have an effect on server load that are not taken into account by theCommunications Server algorithm. For example, if a communications server is notdedicated to only SNA gateway traffic.
 The weight factor allows the administrator to bias the load measurement on thatserver away from selecting the server or towards selecting the server.
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Appendix E. Service Templates
 Commserver Service TemplateThe following attributes are given in service template.v Release = <version/release>
 This is the version and release level of the commserver advertising services. Itsformat is vv.rr.mm where ″vv″ is the major version number, ″rr″ is the minorversion number, and ″mm″ is the modification level. All numbers are padded onthe left with zeroes to two characters. Example: version 6, release 0, mod level 0is ″06.00.00″
 v Platform = <platform>
 This is the network operating system platform underlying the advertisingservice. The defined values are:
 NT Server uses the Microsoft NT operating system
 OS2 Server uses the OS2 operating system
 AIX® Server uses the AIX operating systemv Protocol = <protocol>
 Protocols supported by the server providing this service. The defined values are:
 IP Server supports client connections over IP (TCP/IP or UDP/IP)
 IPX Server supports client connections over IPX (SPX/IPX)v Server name = <server name>
 This is the name of the server that was configured during installation. This valuehas meaning only for the IW platform.
 Commserver Service Registration MessageURL:service:commserver://<addr-spec>:<port-number>
 Attributes:[(SCOPE=<string>),](RELEASE=06.00.00),
 (PLATFORM=NT),
 (PROTOCOL=IP),
 (SERVERNAME=<string>)
 Dependent LU Service TemplateThe commserver Dependent LU service provides 3270 gateway access to an SNAnetwork via server specific API’s and protocols. The attributes reflect the types of3270 devices, LU Pools, and load information available on the server.v Load = <server_load>:
 This is the load balancing quantity to use in determining the least loadedcommserver to attach to for the service. The range of valid values is an integral0 to 100 with 0 indicating the lowest possible load and 100 the highest.
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v LU Pool = <pool_name>,
 <pool_name>/t<dev-type>,<pool_name>/t<dev_type>, ...<pool_name>/t<dev-type>
 This identifies the LU pool names of LU pools available for use on this servicewith the associated device types supported in each pool. Each value is a recordwhere the first token is the pool name of the pool and the second token is adevice type supported in that pool. A pool name without a device type indicatesthat LUs of unknown type are included in the pool. Records associated with agiven pool name are repeated for each supported device type. A given pool isincluded in a registration request if any PU profile that contributes at least oneLU to the pool is active on the server. The valid values for dev_types are:
 Table 39. Valid dev_types for LU Pool Names
 dev_type Meaning
 3270002 Lu Type 2 Model 2
 3270003 Lu Type 2 Model 3
 3270004 Lu Type 2 Model 4
 3270005 Lu Type 2 Model 5
 3270DSC Printer LU
 A given device type is included in the registration request if any LU configured asthe type is contained in an active PU profile on the server.
 Dependent LU Service Registration MessageURL: service:cs3270://<addr-spec>:<port-number>
 Attributes:[(SCOPE=<string>),](RELEASE=06.00.00),
 (PLATFORM=NT),
 (PROTOCOL=IP),
 (SERVERNAME=<string>),
 (LOAD=<integer 0 to 100>),
 [(LUPOOL=pool-name0/tANY,
 pool-name1/tdevice_type1,
 pool-name2/tdevice-type2, ...
 pool-namen/tdevice-typen)]
 TN3270 Service TemplateThe TN3270 service provides 3270 gateway access to an SNA network via theTN3270 protocol. The attributes reflect the types of 3270 devices, LU Pools, andload information available on the server. LU Pool and Load attributes are the sameas for service type cs3270.
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v BIND, DATA, RESPONSES, SCS, SYSREQThese keyword attributes describe the TN3270e functions supported by thisservice. They are present in the service advertisement if the functions theydescribe are available.
 BIND The server supports the SNA bind image function
 DATA The non-SNA 3270 data stream is supported by server
 RESPONSES The server supports SNA response mode
 SCS The server supports SNA 3270 SCS data stream
 SYSREQ The SYSREQ keyboard key is supported on serverv Security = <security>
 This field will contain the security technique supported by the server. Thedefined values are:
 NONE This server has no explicit security technique
 SSLV3 This server supports Secure Socket Layer Version 3 standardv Ciphersuites = <CipherSpec>,
 <CipherSpec>, ...<CipherSpec>
 Identifies the cipher specifications supported by this server. The defined valuesare:– NULL_NULL
 – NULL_MD5
 – NULL_SHA
 – RC4_MD5_EXPORT
 – RC4_MD5_US
 – RC4_SHA_US
 – RC2_MD5_EXPORT
 – DES_SHA_EXPORT
 – TRIPLE_DES_SHA_US
 v RFC1576, RFC1646, RFC1647
 The RFC numbers that document features supported by the service. CurrentRFC’s for TN3270 include 1576, 1646, and 1647.
 TN3270 Service Registration MessageURL: service:tn3270://<addr-spec>:<port-number>
 Attributes:[(SCOPE=<string>),](RELEASE=06.00.00),
 (PLATFORM=NT),
 (PROTOCOL=IP),
 (SERVERNAME=<string>),
 (LOAD=<integer 0 to 100>),
 [(LUPOOL=pool-name(0)/tANY,
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pool-name1/tdevice_type1,
 pool-name2/tdevice-type2, ...
 pool-namen/tdevice-typen)]
 BIND,
 DATA,
 RESPONSES,
 SCS,
 SYSREQ,
 (SECURITY=NONE),
 (SECURITY=<security>),
 (CIPHERSUITES=<Spec1,Spec2,...Specn>),
 RFC1576,
 RFC1646,
 RFC1647
 TN5250 Service TemplateThe TN5250 service provides 5250 gateway access to an SNA network using theTN5250 protocol. The attributes reflect the accessible AS/400 services and loadinformation available on the server.v Release = <release>
 This is the Version and Release of the advertising commserver.v Protocol = <protocol>
 One or more protocols supported by the server providing this service. Thedefined value is:
 IP Server supports connections over IP (TCP/IP or UDP/IP)v Platform = <platform>
 This is the network operating system platform underlying the advertised service.The defined values are:
 NT Server uses the Microsoft NT Operating systemv Server Name = <server name>
 This is the name of the server that was configured during installation.v AS400 Name = <host name>
 This is the name of the AS400 host that this service registration applies to.v Load = <INTEGER>
 This is the load balancing quantity to use in determining the least loadedcommunications server. The range of valid values is an integer 0 to 100.
 v Security = <security>
 This field will contain the security technique supported by the server. The actualvalues are:
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NONE This server has no explicit security technique
 SSLV3 This server supports Secure Socket Layer Version 3 standardv Ciphersuites = <CipherSpec>,
 <CipherSpec>, ...<CipherSpec>
 Identifies the cipher specifications supported by this server. The defined valuesare:– NULL_NULL
 – NULL_MD5
 – NULL_SHA
 – RC4_MD5_EXPORT
 – RC4_MD5_US
 – RC4_SHA_US
 – RC2_MD5_EXPORT
 – DES_SHA_EXPORT
 – TRIPLE_DES_SHA_US
 v Function = <function>
 This field will contain the TN5250 functions supported by the server. There areno functions defined at the current time.
 v RFC1205
 The RFC numbers that document features supported by the service. CurrentRFC’s for TN5250 include 1205.
 TN5250 Service Registration MessageURL: service:tn5250://<addr-spec>:<port-number>
 Attributes:(SCOPE=<string>),
 (PROTOCOL=<string>),
 (RELEASE=<string>),
 (PLATFORM=<string>),
 (LOAD=<integer 0 to 100>),
 (SECURITY=NONE),
 (SECURITY=<security>),
 (CIPHERSUITES=<Spec1,Spec2,...Specn>),
 (FUNCTIONS=NONE),
 (RFC1205),
 (SERVERNAME=<string>),
 (AS400NAME=<string>),
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LU 6.2 Service TemplateThe csappc service type provides SNA APPC access. Configured local LUdefinitions are registered with this service.LLU = <llu1>,<llu2>,...,<llun>
 Specifies the valid local LUs as configured on the commserver.
 LU 6.2 Service Registration MessageURL: service:csappc://<addr-spec>:<port-number>
 Attributes:[(SCOPE=<string>),]
 (RELEASE=06.00.00),
 (PLATFORM=NT),
 (PROTOCOL=IP),
 (SERVERNAME=<string>),
 (LOAD=<integer 0 to 100>)
 [,(LLU=<llu1>,<llu2>,...,<llun>)]
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Appendix F. DLL Version Information
 32–Bit Windows DLLsThe following 32–bit Windows DLLs include information that you can use todetermine the version of the DLL:v E32APPC.DLLv WAPPC32.DLLv WCPIC32.DLLv WINCSV32.DLLv WINMS32.DLLv WINNOF32.DLLv WINRUI32.DLLv WINSLI32.DLL
 The available keys are:v CompanyNamev LegalCopyrightv LegalTrademarksv ProductNamev ProductVersionv FileDescriptionv InternalNamev FileVersion
 Note: All keys are a part of the ″\StringFileInfo\040904E4\″ version block, and arenot translated.
 You can retrieve the information by using a program, or by using WindowsExplorer as follows:1. Select the DLL with the right mouse button2. Select Properties from the pop-up menu3. Select the Version tab.
 Using this information, you can write code to determine whether a DLL came fromIBM or another company (CompanyName), and whether the DLL is for the SNAAPI Client or the server (ProductName). You can determine which version of theDLL is installed (FileVersion), and which version of the product is installed(ProductVersion).
 The following sample C function determines if the named DLL was produced byIBM://// Function returns TRUE if and only if given pathname is a versioned IBM DLL//#include <winver.h>#define CMPNY_KEY "\\StringFileInfo\\040904E4\\CompanyName"
 BOOL bDllFromIBM(char *pcDllPathname)
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{DWORD dwBufSize = 0, dwTemp = 0, dwReturnBytes = 0;LPVOID pReturnBuffer = NULL;VOID *pVInfoBuffer = NULL;BOOL bRC = FALSE;
 // verify parameters aren’t nullif (!pcDllPathname || !*pcDllPathname)
 return FALSE;
 // get size of Version InfodwBufSize = GetFileVersionInfoSize(pcDllPathname, &dwTemp);
 // no version info implies bad parameters or not versioned IBM DLLif (!dwBufSize)
 return FALSE;
 // allocate a buffer for the version information (+50 for safety)pVInfoBuffer = malloc(dwBufSize + 50);
 // malloc failureif (!pVInfoBuffer)
 return FALSE;
 // get version buffer filledbRC = GetFileVersionInfo(pcDllName,dwTemp,dwBufSize,pVInfoBuffer);
 // call failedif (!bRC)
 return FALSE;
 // get the company namebRC = VerQueryValue(pVInfoBuffer, TEXT(CMPNY_KEY), ReturnBuffer, ReturnBytes);
 // not found or emptyif (!bRC || !dwReturnBytes)
 return FALSE;
 // value should begin with "IBM"if (strncmp(pReturnBuffer, "IBM", strlen("IBM")) == 0)
 return TRUE;
 return FALSE;}
 364 Client/Server Communications Programming

Page 383
						

Appendix G. Notices
 This information was developed for products and services offered in the U.S.A.IBM may not offer the products, services, or features discussed in this informationin other countries. Consult your local IBM representative for information on theproducts and services currently available in your area. Any reference to an IBMproduct, program, or service is not intended to state or imply that only that IBMproduct, program, or service may be used. Any functionally equivalent product,program, or service that does not infringe any IBM intellectual property right maybe used instead. However, it is the user’s responsibility to evaluate and verify theoperation of any non-IBM product, program, or service.
 IBM may have patents or pending patent applications covering subject matterdescribed in this document. The furnishing of this document does not give youany license to these patents. You can send license inquiries, in writing, to:
 IBM Director of LicensingIBM Corporation500 Columbus AvenueThornwood, NY 10594U.S.A.
 For license inquiries regarding double-byte (DBCS) information, contact the IBMIntellectual Property Department in your country or send inquiries, in writing, to:
 IBM World Trade Asia CorporationLicensing2-31 Roppongi 3-chome, Minato-kuTokyo 106, Japan
 The following paragraph does not apply to the United Kingdom or any othercountry where such provisions are inconsistent with local law:INTERNATIONAL BUSINESS MACHINES CORPORATION PROVIDES THISPUBLICATION “AS IS” WITHOUT WARRANTY OF ANY KIND, EITHEREXPRESS OR IMPLIED, INCLUDING, BUT NOT LIMITED TO, THE IMPLIEDWARRANTIES OF NON-INFRINGEMENT, MERCHANTABILITY OR FITNESSFOR A PARTICULAR PURPOSE. Some states do not allow disclaimer of express orimplied warranties in certain transactions, therefore, this statement may not applyto you.
 This information could include technical inaccuracies or typographical errors.Changes are periodically made to the information herein; these changes will beincorporated in new editions of the publication. IBM may make improvementsand/or changes in the product(s) and/or the program(s) described in thispublication at any time without notice.
 Licensees of this program who wish to have information about it for the purposeof enabling: (i) the exchange of information between independently createdprograms and other programs (including this one) and (ii) the mutual use of theinformation which has been exchanged, should contact:
 IBM CorporationDepartment TL3B/062P.O. Box 12195
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Research Triangle Park, NC 27709-2195U.S.A.
 Such information may be available, subject to appropriate terms and conditions,including in some cases, payment of a fee.
 The licensed program described in this information and all licensed materialavailable for it are provided by IBM under terms of the IBM Customer Agreement,International Programming License Agreement, or any equivalent agreementbetween us.
 Information concerning non-IBM products was obtained from the suppliers ofthose products, their published announcements or other publicly available sources.IBM has not tested those products and cannot confirm the accuracy ofperformance, compatibility or any other claims related to non-IBM products.Questions on the capabilities of non-IBM products should be addressed to thesuppliers of those products.
 COPYRIGHT LICENSE:
 This information contains sample application programs in source language, whichillustrates programming techniques on various operating platforms. You may copy,modify, and distribute these sample programs in any form without payment toIBM, for the purposes of developing, using, marketing or distributing applicationprograms conforming to the application programming interface for the operatingplatform for which the sample programs are written. These examples have notbeen thoroughly tested under all conditions. IBM, therefore, cannot guarantee orimply reliability, serviceability, or function of these programs. You may copy,modify, and distribute these sample programs in any form without payment toIBM for the purposes of developing, using, marketing, or distributing applicationprograms conforming to IBM’s application programming interfaces.
 Each copy or any portion of these sample programs or any derivative work, mustinclude a copy notice as follows:
 (c) (your company name) (year). Portions of this code are derived from IBMCorp. Sample Programs. (c) Copyright IBM Corp. enter the year or years.All rights reserved.
 TrademarksThe following terms are trademarks of the IBM Corporation in the United States orother countries or both:
 Advanced Peer-to-Peer NetworkingAIXAPPNAS/400IBMOS/2SAAS/370System/370
 Microsoft, Windows, Windows NT and the Windows logo are trademarks ofMicrosoft Corporation in the United States, other countries, or both.
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Java and all Java-based trademarks are trademarks of Sun Microsystems, Inc. in theUnited States, other countries, or both.
 Other company, product, and service names may be trademarks or service marksof others.
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